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It is quite common in Spring Boot to perform more than one task in a single controller method. In this quick article, you'll learn how to use optional path variables in Spring Boot to handle more than one type of request.

By design, in Spring Boot, it is not possible to have optional path variables. Let us say you have the following controller method that handles GET requests on the /todos/{id} endpoint:

@GetMapping(value = {"/todos", "/todos/{id}"})

public @ResponseBody Object fetchTodos(@PathVariable Long id) {

if (id == null) {

// return single todo

return todoRespository.findById(id);

} else {

// return all todos

return todoRespository.findAll();

}

}

We want to make sure that the above controller method works for both /todos and /todos/1 requests. If the id path variable is present, we just fetch a todo by ID and send it back to the client. Otherwise, simply returns all todos.

Right now, if you skip the id path variable and call the /todos endpoint directly, Spring Boot will throw an exception. One way to avoid this exception is to **have two methods**, one with the path variable and then another without as shown below:

// two methods - not recommended

@GetMapping("/todos/{id}")

public @ResponseBody Todo fetchTodoById(@PathVariable Long id) {

return todoRespository.findById(id);

}

@GetMapping("/todos")

public @ResponseBody List<Todo> fetchAllTodos() {

return todoRespository.findAll();

}

Technically, the above approach should work fine but what if you have a bunch of optional path variables? This approach can quickly lead to a large number of (almost) duplicate code-blocks.

## Using required Attribute

If you are using Spring Boot 2 and higher, the easiest and efficient way to make any @PathVariable optional is by setting the required attribute to false as shown below:

@GetMapping(value = {"/todos", "/todos/{id}"})

public @ResponseBody Object fetchTodos(@PathVariable(required = false) Long id) {

if (id == null) {

return todoRespository.findById(id);

} else {

return todoRespository.findAll();

}

}

That's all you need to do. Now, the above method can handle both types of requests without any exception.

## Using Java 8 Optional Class

Another way to make a path variable optional in Spring Boot (with Spring 4+) is by using the Java 8 Optional class:

@GetMapping(value = {"/todos", "/todos/{id}"})

public @ResponseBody Object fetchTodos(@PathVariable Optional<Long> id) {

if (id.isPresent()) {

return todoRespository.findById(id.get());

} else {

return todoRespository.findAll();

}

}

The Optional class is a special container object which may or may not contain a non-null value. If a value is present, the isPresent() method will return true and get() will return the value.
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In this article, you will learn how to make different kinds of HTTP GET requests by using the [RestTemplate](https://attacomsian.com/blog/http-requests-resttemplate-spring-boot) class in a Spring Boot application.

## Simple GET Request

To make a GET HTTP request, you can use either getForObject() or getForEntity() method. Here is an example that uses the getForObject() method to fetch the user information as a [JSON](https://attacomsian.com/blog/what-is-json) string:

// request url

String url = "https://jsonplaceholder.typicode.com/posts/1";

// create an instance of RestTemplate

RestTemplate restTemplate = new RestTemplate();

// make an HTTP GET request

String json = restTemplate.getForObject(url, String.class);

// print json

System.out.println(json);

## GET Request with Request Parameters

If you want to pass query parameters, you can either append them directly to URL or use placeholders. Here is an example of GET request made with **query parameters appended** to the URL:

// request url

String url = "https://google.com/search?q=java";

// create an instance of RestTemplate

RestTemplate restTemplate = new RestTemplate();

// make an HTTP GET request

String html = restTemplate.getForObject(url, String.class);

Similarly, you can add **placeholders** to the URL for query parameters:

// request url

String url = "https://google.com/search?q={q}";

// create an instance of RestTemplate

RestTemplate restTemplate = new RestTemplate();

// make an HTTP GET request

String html = restTemplate.getForObject(url, String.class, "java");

## GET Request with Parameters and Headers

To add custom request headers to HTTP GET request, you should use the generic exchange() method provided by the RestTemplate class.

The following GET request is made with **query parameters and request headers**:

// request url

String url = "https://jsonplaceholder.typicode.com/posts/{id}";

// create an instance of RestTemplate

RestTemplate restTemplate = new RestTemplate();

// create headers

HttpHeaders headers = new HttpHeaders();

// set `Content-Type` and `Accept` headers

headers.setContentType(MediaType.APPLICATION\_JSON);

headers.setAccept(Collections.singletonList(MediaType.APPLICATION\_JSON));

// example of custom header

headers.set("X-Request-Source", "Desktop");

// build the request

HttpEntity request = new HttpEntity(headers);

// make an HTTP GET request with headers

ResponseEntity<String> response = restTemplate.exchange(

url,

HttpMethod.GET,

request,

String.class,

1

);

// check response

if (response.getStatusCode() == HttpStatus.OK) {

System.out.println("Request Successful.");

System.out.println(response.getBody());

} else {

System.out.println("Request Failed");

System.out.println(response.getStatusCode());

}

## GET Request with Basic Authentication

The following example demonstrates how to add [basic authentication to RestTemplate](https://attacomsian.com/blog/resttemplate-basic-authentication) GET request:

// request url

String url = "https://jsonplaceholder.typicode.com/posts";

// create an instance of RestTemplate

RestTemplate restTemplate = new RestTemplate();

// create headers

HttpHeaders headers = new HttpHeaders();

// add basic authentication header

headers.setBasicAuth("username", "password");

// build the request

HttpEntity request = new HttpEntity(headers);

// make an HTTP GET request with headers

ResponseEntity<String> response = restTemplate.exchange(

url,

HttpMethod.GET,

request,

String.class

);

// check response

if (response.getStatusCode() == HttpStatus.OK) {

System.out.println("Request Successful.");

System.out.println(response.getBody());

} else {

System.out.println("Request Failed");

System.out.println(response.getStatusCode());

}

## GET Request with Response Mapped to Java Object

Using RestTemplate, you can also **map the JSON response directly to a Java object**. Let us first create a simple model class:

**Post.java**

public class Post implements Serializable {

private int userId;

private int id;

private String title;

private String body;

public Post() {

}

public Post(int userId, int id, String title, String body) {

this.userId = userId;

this.id = id;

this.title = title;

this.body = body;

}

// getters and setters, equals(), toString() .... (omitted for brevity)

}

Now we can simply use the Post class as response type in the exchange() method:

// request url

String url = "https://jsonplaceholder.typicode.com/posts/1";

// create an instance of RestTemplate

RestTemplate restTemplate = new RestTemplate();

// create headers

HttpHeaders headers = new HttpHeaders();

headers.setContentType(MediaType.APPLICATION\_JSON);

headers.setAccept(Collections.singletonList(MediaType.APPLICATION\_JSON));

// build the request

HttpEntity request = new HttpEntity(headers);

// make an HTTP GET request with headers

ResponseEntity<Post> response = restTemplate.exchange(

url,

HttpMethod.GET,

request,

Post.class

);

// check response

if (response.getStatusCode() == HttpStatus.OK) {

System.out.println("Request Successful.");

System.out.println(response.getBody());

} else {

System.out.println("Request Failed");

System.out.println(response.getStatusCode());

}

Check out the [Making HTTP Requests using RestTemplate in Spring Boot](https://attacomsian.com/blog/http-requests-resttemplate-spring-boot) guide for more RestTemplate examples.
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In this article, you will learn how to make different kinds of HTTP POST requests by using the [RestTemplate](https://attacomsian.com/blog/http-requests-resttemplate-spring-boot) class in a Spring Boot application.

An HTTP POST request is used to create a new resource. The RestTemplate class provides several template methods like postForObject(), postForEntity(), and postForLocation() for making POST requests. The first two methods are very similar to what I have discussed before in [RestTemplate's GET request](https://attacomsian.com/blog/spring-boot-resttemplate-get-request-parameters-headers) tutorial. The last method returns the location of the newly created resource instead of returning the full resource.

## Simple POST Request

To make a simple HTTP POST request using RestTemplate, you can use the postForEntity method and pass the request body parameters as a map object:

// request url

String url = "https://reqres.in/api/users";

// create an instance of RestTemplate

RestTemplate restTemplate = new RestTemplate();

// request body parameters

Map<String, String> map = new HashMap<>();

map.put("name", "John Doe");

map.put("job", "Java Developer");

// send POST request

ResponseEntity<Void> response = restTemplate.postForEntity(url, map, Void.class);

// check response

if (response.getStatusCode() == HttpStatus.OK) {

System.out.println("Request Successful");

} else {

System.out.println("Request Failed");

}

## POST Request with JSON and Headers

To make a POST request with the JSON request body, we need to set the Content-Type request header to application/json. The following example demonstrates how to make an HTTP POST request with JSON request body:

// request url

String url = "https://jsonplaceholder.typicode.com/posts";

// create an instance of RestTemplate

RestTemplate restTemplate = new RestTemplate();

// create headers

HttpHeaders headers = new HttpHeaders();

// set `content-type` header

headers.setContentType(MediaType.APPLICATION\_JSON);

// set `accept` header

headers.setAccept(Collections.singletonList(MediaType.APPLICATION\_JSON));

// request body parameters

Map<String, Object> map = new HashMap<>();

map.put("userId", 1);

map.put("title", "Spring Boot 101");

map.put("body", "A powerful tool for building web apps.");

// build the request

HttpEntity<Map<String, Object>> entity = new HttpEntity<>(map, headers);

// send POST request

ResponseEntity<String> response = restTemplate.postForEntity(url, entity, String.class);

// check response

if (response.getStatusCode() == HttpStatus.CREATED) {

System.out.println("Request Successful");

System.out.println(response.getBody());

} else {

System.out.println("Request Failed");

System.out.println(response.getStatusCode());

}

## POST Request with Basic Authentication

The following example demonstrates how to [add basic authentication to RestTemplate](https://attacomsian.com/blog/resttemplate-basic-authentication) POST request:

// request url

String url = "https://reqres.in/api/login";

// create an instance of RestTemplate

RestTemplate restTemplate = new RestTemplate();

// create headers

HttpHeaders headers = new HttpHeaders();

headers.setContentType(MediaType.APPLICATION\_JSON);

headers.setAccept(Collections.singletonList(MediaType.APPLICATION\_JSON));

// add basic authentication

headers.setBasicAuth("username", "password");

// build the request

HttpEntity request = new HttpEntity(headers);

// send POST request

ResponseEntity<String> response = restTemplate.postForEntity(url, request, String.class);

// check response

if (response.getStatusCode() == HttpStatus.OK) {

System.out.println("Login Successful");

} else {

System.out.println("Login Failed");

}

## POST Request with Response Mapped to Java Object

RestTemplate allows you to map the JSON response directly to a Java object. Let us first create a simple Post class:

public class Post implements Serializable {

private int userId;

private int id;

private String title;

private String body;

public Post() {

}

public Post(int userId, int id, String title, String body) {

this.userId = userId;

this.id = id;

this.title = title;

this.body = body;

}

// getters and setters, equals(), toString() .... (omitted for brevity)

}

We can now use the above class to map the JSON response, as shown below:

// request url

String url = "https://jsonplaceholder.typicode.com/posts";

// create an instance of RestTemplate

RestTemplate restTemplate = new RestTemplate();

// create headers

HttpHeaders headers = new HttpHeaders();

headers.setContentType(MediaType.APPLICATION\_JSON);

headers.setAccept(Collections.singletonList(MediaType.APPLICATION\_JSON));

// create a post object

Post post = new Post(101, 1, "Spring Boot 101",

"A powerful tool for building web apps.");

// build the request

HttpEntity<Post> request = new HttpEntity<>(post, headers);

// send POST request

ResponseEntity<Post> response = restTemplate.postForEntity(url, request, Post.class);

// check response

if (response.getStatusCode() == HttpStatus.CREATED) {

System.out.println("Post Created");

System.out.println(response.getBody());

} else {

System.out.println("Request Failed");

System.out.println(response.getStatusCode());

}

Check out the [Making HTTP Requests using RestTemplate in Spring Boot](https://attacomsian.com/blog/http-requests-resttemplate-spring-boot) guide for more RestTemplate examples.

# Making HTTP Requests using RestTemplate in Spring Boot

July 25, 2019 • [Atta](https://twitter.com/attacomsian)

TABLE OF CONTENTS ⛱

The RestTemplate class in Spring Framework is a synchronous HTTP client for making HTTP requests to consume RESTful web services. It exposes a simple and easy-to-use template method API for sending an HTTP request and also handling the HTTP response. The RestTemplate class also provides aliases for all supported HTTP request methods, such as GET, POST, PUT, DELETE, and OPTIONS.

In this tutorial, we will learn how to use the Spring REST client — **RestTemplate** — for sending HTTP requests in a Spring Boot application. For all our examples, we will use [JSONPlaceholder](https://jsonplaceholder.typicode.com/" \t "_blank" \o "Open in new window) fake REST API to mimic real application scenarios.

## Dependencies

Since the RestTemplate class is a part of the Spring Web project, we only need spring-boot-starter-web dependency. Add the following dependency to your Gradle project's build.gradle file:

implementation 'org.springframework.boot:spring-boot-starter-web'

If you are using Maven, add the following dependency to your pom.xml file:

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

## GET Request

Let's start with a simple example to retrieve a list of posts using RestTemplate's getForObject() method:

**RestService.java**

@Service

public class RestService {

private final RestTemplate restTemplate;

public RestService(RestTemplateBuilder restTemplateBuilder) {

this.restTemplate = restTemplateBuilder.build();

}

public String getPostsPlainJSON() {

String url = "https://jsonplaceholder.typicode.com/posts";

return this.restTemplate.getForObject(url, String.class);

}

}

Notice the response returned by the getForObject() method. It is a plain [JSON](https://attacomsian.com/blog/what-is-json) string. We can easily [parse this JSON string into an object](https://attacomsian.com/blog/processing-json-spring-boot) using Jackson.

### Get Response as Object

We can also map the response directly to a model class. Let us first create a model class:

**Post.java**

public class Post implements Serializable {

private int userId;

private int id;

private String title;

private String body;

// getters and setters

}

Now we can simply use the Post class as response type in getForObject() method:

public Post[] getPostsAsObject() {

String url = "https://jsonplaceholder.typicode.com/posts";

return this.restTemplate.getForObject(url, Post[].class);

}

### URL Parameters

If you want to pass the query parameters, just append them to URL:

String url = "https://jsonplaceholder.typicode.com/posts?userId=2";

Another way is to use placeholders in the URL for parameters:

public Post getPostWithUrlParameters() {

String url = "https://jsonplaceholder.typicode.com/posts/{id}";

return this.restTemplate.getForObject(url, Post.class, 1);

}

### Response Handing

If you want to manipulate the response (like checking HTTP status code), use getForEntity() method instead like below:

public Post getPostWithResponseHandling() {

String url = "https://jsonplaceholder.typicode.com/posts/{id}";

ResponseEntity<Post> response = this.restTemplate.getForEntity(url, Post.class, 1);

if(response.getStatusCode() == HttpStatus.OK) {

return response.getBody();

} else {

return null;

}

}

### Custom Request Headers

If you want to set the request headers like content-type, accept, or any custom header, use generic exchange() method:

public Post getPostWithCustomHeaders() {

String url = "https://jsonplaceholder.typicode.com/posts/{id}";

// create headers

HttpHeaders headers = new HttpHeaders();

// set `accept` header

headers.setAccept(Collections.singletonList(MediaType.APPLICATION\_JSON));

// set custom header

headers.set("x-request-source", "desktop");

// build the request

HttpEntity request = new HttpEntity(headers);

// use `exchange` method for HTTP call

ResponseEntity<Post> response = this.restTemplate.exchange(url, HttpMethod.GET, request, Post.class, 1);

if(response.getStatusCode() == HttpStatus.OK) {

return response.getBody();

} else {

return null;

}

}

**Quick Guide:** Check out [RestTemplate GET Request with Parameters and Headers](https://attacomsian.com/blog/spring-boot-resttemplate-get-request-parameters-headers) for more GET request examples.

## POST Request

A POST request is used to create a new resource. The RestTemplate class offers several template methods like postForObject(), postForEntity(), and postForLocation() for making POST request. The first two methods are quite similar to what we have discussed above in terms of response format. The last method returns the location of the newly created resource instead of returning the full resource.

Let us make use of the postForEntity() method to create a new post:

public Post createPost() {

String url = "https://jsonplaceholder.typicode.com/posts";

// create headers

HttpHeaders headers = new HttpHeaders();

// set `content-type` header

headers.setContentType(MediaType.APPLICATION\_JSON);

// set `accept` header

headers.setAccept(Collections.singletonList(MediaType.APPLICATION\_JSON));

// create a map for post parameters

Map<String, Object> map = new HashMap<>();

map.put("userId", 1);

map.put("title", "Introduction to Spring Boot");

map.put("body", "Spring Boot makes it easy to create stand-alone, production-grade Spring based Applications.");

// build the request

HttpEntity<Map<String, Object>> entity = new HttpEntity<>(map, headers);

// send POST request

ResponseEntity<Post> response = this.restTemplate.postForEntity(url, entity, Post.class);

// check response status code

if (response.getStatusCode() == HttpStatus.CREATED) {

return response.getBody();

} else {

return null;

}

}

Alternatively, we can also use postForObject() method to create a new post:

public Post createPostWithObject() {

String url = "https://jsonplaceholder.typicode.com/posts";

// create headers

HttpHeaders headers = new HttpHeaders();

// set `content-type` header

headers.setContentType(MediaType.APPLICATION\_JSON);

// set `accept` header

headers.setAccept(Collections.singletonList(MediaType.APPLICATION\_JSON));

// create a post object

Post post = new Post(1, "Introduction to Spring Boot",

"Spring Boot makes it easy to create stand-alone, production-grade Spring based Applications.");

// build the request

HttpEntity<Post> entity = new HttpEntity<>(post, headers);

// send POST request

return restTemplate.postForObject(url, entity, Post.class);

}

**Quick Guide:** Check out [RestTemplate POST Request with JSON and Headers](https://attacomsian.com/blog/spring-boot-resttemplate-post-request-json-headers) for more POST request examples.

## PUT Request

The RestTemplate class provides put() method that can be used to update a resource:

public void updatePost() {

String url = "https://jsonplaceholder.typicode.com/posts/{id}";

// create headers

HttpHeaders headers = new HttpHeaders();

// set `content-type` header

headers.setContentType(MediaType.APPLICATION\_JSON);

// set `accept` header

headers.setAccept(Collections.singletonList(MediaType.APPLICATION\_JSON));

// create a post object

Post post = new Post(4, "New Title", "New Body");

// build the request

HttpEntity<Post> entity = new HttpEntity<>(post, headers);

// send PUT request to update post with `id` 10

this.restTemplate.put(url, entity, 10);

}

The put() method does not return anything. If you want to process the response, use generic exchange() method instead:

public Post updatePostWithResponse() {

String url = "https://jsonplaceholder.typicode.com/posts/{id}";

// create headers

HttpHeaders headers = new HttpHeaders();

// set `content-type` header

headers.setContentType(MediaType.APPLICATION\_JSON);

// set `accept` header

headers.setAccept(Collections.singletonList(MediaType.APPLICATION\_JSON));

// create a post object

Post post = new Post(4, "New Title", "New Body");

// build the request

HttpEntity<Post> entity = new HttpEntity<>(post, headers);

// send PUT request to update post with `id` 10

ResponseEntity<Post> response = this.restTemplate.exchange(url, HttpMethod.PUT, entity, Post.class, 10);

// check response status code

if (response.getStatusCode() == HttpStatus.OK) {

return response.getBody();

} else {

return null;

}

}

## DELETE Request

To delete an existing resource, you can use delete() method:

public void deletePost() {

String url = "https://jsonplaceholder.typicode.com/posts/{id}";

// send DELETE request to delete post with `id` 10

this.restTemplate.delete(url, 10);

}

## HEAD Request

The RestTemplate class offers headForHeaders() method to retrieve headers:

public HttpHeaders retrieveHeaders() {

String url = "https://jsonplaceholder.typicode.com/posts";

// send HEAD request

return this.restTemplate.headForHeaders(url);

}

## OPTIONS Request

Let us use optionsForAllow() method to get a list of all supported HTTP operations:

public Set<HttpMethod> allowedOperations() {

String url = "https://jsonplaceholder.typicode.com/posts";

// send HEAD request

return this.restTemplate.optionsForAllow(url);

}

## Error Handling

If there is an error during the execution of the request or the server returns a non-successful HTTP error (4xx or 5xx), RestTemplate will throw an exception. You can catch the HttpStatusCodeException in catch block to get the response body and headers:

public String unknownRequest() {

try {

String url = "https://jsonplaceholder.typicode.com/404";

return this.restTemplate.getForObject(url, String.class);

} catch (HttpStatusCodeException ex) {

// raw http status code e.g `404`

System.out.println(ex.getRawStatusCode());

// http status code e.g. `404 NOT\_FOUND`

System.out.println(ex.getStatusCode().toString());

// get response body

System.out.println(ex.getResponseBodyAsString());

// get http headers

HttpHeaders headers= ex.getResponseHeaders();

System.out.println(headers.get("Content-Type"));

System.out.println(headers.get("Server"));

}

return null;

}

**Quick Guide:** Learn more about [handling errors while using the RestTemplate](https://attacomsian.com/blog/spring-boot-resttemplate-error-handling) in a Spring Boot application.

## RestTemplate Connection Timeout

There are two types of timeouts: connection timeout and read time out. By default, RestTemplate has infinite timeouts. But we can change this behavior by using RestTemplateBuilder class for setting the connection and read timeouts:

public RestService(RestTemplateBuilder restTemplateBuilder) {

// set connection and read timeouts

this.restTemplate = restTemplateBuilder

.setConnectTimeout(Duration.ofSeconds(500))

.setReadTimeout(Duration.ofSeconds(500))

.build();

}

**Source code:** Download the complete source code from [GitHub](https://github.com/attacomsian/code-examples/tree/master/spring-boot/rest-template) available under MIT license.

## Conclusion

That's all folks for using Spring Framework's RestTemplate class to call remote RESTful web services in a Spring Boot application. We talked about almost all important HTTP verbs and used RestTemplate to make requests for all of them.

If you are interested in learning more, check out [processing JSON data in Spring Boot](https://attacomsian.com/blog/processing-json-spring-boot) guide. It will introduce you to Jackson that is frequently used with RestTemplate for parsing unknown JSON data.
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In an [earlier article](https://attacomsian.com/blog/http-requests-resttemplate-spring-boot), I talked about how to make HTTP requests to consume RESTful web services by using the Spring Framework RestTemplate class.

In this short article, you will learn how to **add basic authentication to the requests** made by RestTemplate in a Spring Boot application.

In basic HTTP authentication, the outgoing HTTP request contains an authorization header in the following form:

Authorization: Basic <credentials>

Where credentials is a [base64 encoded string](https://attacomsian.com/blog/base64-encode-decode-java) that is created by combing both user name and password with a colon (:).

There are multiple ways to add this authorization HTTP header to a RestTemplate request.

## Add Basic Authentication to a Single Request

The simplest way to add basic authentication to a request is to create an instance of HttpHeaders, set the Authorization header value, and then pass it to the RestTemplate. Here is an example:

try {

// request url

String url = "https://jsonplaceholder.typicode.com/posts";

// create auth credentials

String authStr = "username:password";

String base64Creds = Base64.getEncoder().encodeToString(authStr.getBytes());

// create headers

HttpHeaders headers = new HttpHeaders();

headers.add("Authorization", "Basic " + base64Creds);

// create request

HttpEntity request = new HttpEntity(headers);

// make a request

ResponseEntity<String> response = new RestTemplate().exchange(url, HttpMethod.GET, request, String.class);

// get JSON response

String json = response.getBody();

} catch (Exception ex) {

ex.printStackTrace();

}

In the latest version of Spring Framework (5.1 and higher), it is no longer required to manually set the authorization header. You can use the setBasicAuth() method from HttpHeaders to pass the login credentials:

// create headers

HttpHeaders headers = new HttpHeaders();

headers.setBasicAuth("username", "password");

The setBasicAuth() method will automatically create the base64 encoded string and set the authorization header.

## Add Basic Authentication to All Requests

Sometimes you want to add basic HTTP authentication to all requests to consume secure RESTful web services. It is not a good approach to manually set the authorization header for each request.

Fortunately, Spring Boot provides RestTemplateBuilder class to configure and create an instance of RestTemplate. It includes a number of convenience methods that can be used to create a customized RestTemplate instance.

To use the RestTemplateBuilder, simply inject it to the class where you want to use the RestTemplate HTTP client:

@Service

public class RestService {

private final RestTemplate restTemplate;

public RestService(RestTemplateBuilder restTemplateBuilder) {

this.restTemplate = restTemplateBuilder

.basicAuthentication("username", "password")

.build();

}

}

Now, the basic authentication will be added to all requests sent through above restTemaplate instance. You do not need to set the authorization header.

Instead of autowiring the RestTemplateBuilder, you can set the following bean in your Spring Boot main application class:

@Bean

RestOperations restTemplateBuilder(RestTemplateBuilder restTemplateBuilder) {

return restTemplateBuilder.basicAuthentication("username", "password").build();

}

It will make sure that the basic authentication is added to each and every request that is made by the RestTemplate HTTP client. This solution is not recommended if you are calling different APIs as it would add an authorization header to unwanted requests.

**Read Next:** [Spring Boot RestTemplate Error Handling](https://attacomsian.com/blog/spring-boot-resttemplate-error-handling)
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In [an earlier article](https://attacomsian.com/blog/http-requests-resttemplate-spring-boot), I wrote about making HTTP requests using the RestTemplate class in a Spring Boot application.

In this quick article, you'll learn **how to handle the errors thrown by the RestTemplate** during the execution of an HTTP request.

## Default Error Handling

By default, if there is an error during the execution of the request or the server returns a non-successful HTTP status code (4xx or 5xx), RestTemplate will throw one of the following exceptions:

* HttpClientErrorException — For HTTP status code 4xx
* HttpServerErrorException — For HTTP status code 5xx
* UnknownHttpStatusCodeException — In case of an unknown HTTP status code

All these exceptions extend a common base class called RestClientResponseException that contains actual HTTP response data.

## Error Handling using a Try-Catch Block

The simplest way to add a custom error handler is to use a try-catch block to catch the HttpStatusCodeException exception. From the HttpStatusCodeException instance, you can then get the response status code, body, and headers, as shown below:

try {

// request url

String url = "https://reqres.in/api/unknown/23";

// create an instance of RestTemplate

RestTemplate restTemplate = new RestTemplate();

// make an HTTP GET request

ResponseEntity<String> response = restTemplate.getForEntity(url, String.class);

} catch (HttpStatusCodeException ex) {

// raw http status code e.g `404`

System.out.println(ex.getRawStatusCode());

// http status code e.g. `404 NOT\_FOUND`

System.out.println(ex.getStatusCode().toString());

// get response body

System.out.println(ex.getResponseBodyAsString());

// get http headers

HttpHeaders headers = ex.getResponseHeaders();

System.out.println(headers.get("Content-Type"));

System.out.println(headers.get("Server"));

}

## Implementing a Custom Error Handler

Sometimes, a try-catch block is not enough to handle errors as it is not scalable when the number of HTTP request increases.

You may want to create a reusable custom error handler by implementing the ResponseErrorHandler interface, as follows:

**MyErrorHandler.java**

package com.attacomsian.runner;

import org.springframework.http.HttpHeaders;

import org.springframework.http.HttpStatus;

import org.springframework.http.client.ClientHttpResponse;

import org.springframework.web.client.DefaultResponseErrorHandler;

import org.springframework.web.client.ResponseErrorHandler;

import java.io.IOException;

public class MyErrorHandler implements ResponseErrorHandler {

@Override

public boolean hasError(ClientHttpResponse response) throws IOException {

return new DefaultResponseErrorHandler().hasError(response);

}

@Override

public void handleError(ClientHttpResponse response) throws IOException {

if (response.getStatusCode().series() == HttpStatus.Series.SERVER\_ERROR) {

// handle 5xx errors

// raw http status code e.g `500`

System.out.println(response.getRawStatusCode());

// http status code e.g. `500 INTERNAL\_SERVER\_ERROR`

System.out.println(response.getStatusCode());

} else if (response.getStatusCode().series() == HttpStatus.Series.CLIENT\_ERROR) {

// handle 4xx errors

// raw http status code e.g `404`

System.out.println(response.getRawStatusCode());

// http status code e.g. `404 NOT\_FOUND`

System.out.println(response.getStatusCode());

// get response body

System.out.println(response.getBody());

// get http headers

HttpHeaders headers = response.getHeaders();

System.out.println(headers.get("Content-Type"));

System.out.println(headers.get("Server"));

}

}

}

You can now create an instance of MyErrorHandler and pass it to the RestTemplate class:

// request url

String url = "https://reqres.in/api/unknown/23";

// create an instance of RestTemplate

RestTemplate restTemplate = new RestTemplate();

// set custom error handler

restTemplate.setErrorHandler(new MyErrorHandler());

// make an HTTP GET request

ResponseEntity<String> response = restTemplate.getForEntity(url, String.class);

Check out the [Making HTTP Requests using RestTemplate in Spring Boot](https://attacomsian.com/blog/http-requests-resttemplate-spring-boot) guide for more RestTemplate examples.
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[Spring Data](https://spring.io/projects/spring-data) is a popular project which provides an easy-to-use and consistent, Spring-based programming model for storing and retrieving data from a data store. This allows you to connect with different data access technologies, relational and non-relational databases, map-reduce frameworks, and cloud-based data services.

[Spring Data JPA](https://spring.io/projects/spring-data-jpa) (Java Persistence API) is an extension of Spring Data that makes it easy to connect with relational databases to implement JPA based repositories.

## What is Java Persistence API?

[Java Persistence API](https://jcp.org/en/jsr/detail?id=338) is a specification that defines an object-relational mapping (ORM) standard for storing, accessing, and managing Java objects in a relational database.

While originally intended for use with relational/SQL databases only, JPA's ORM model has been since extended for use with NoSQL data stores as well. At the moment, two most popular implementations of JPA's specification are [Hibernate](https://hibernate.org/) and [EclipseLink](https://www.eclipse.org/eclipselink" \t "_blank" \o "Open in new window).

Spring Data JPA is **not a JPA provider** but just **an extra layer of abstraction on top** of an existing JPA provider such as Hibernate. This means that it uses all features defined by the JPA specification such as the entity and association mappings, the entity lifecycle management, and JPA's query capabilities.

On top of this, Spring Data JPA defines its own cool features such as no-code repositories and the ability to generate queries based on method names. Thus, eliminating the need for writing too much boilerplate code for executing simple queries.

## Why Spring Data JPA?

Although we can use any JPA implementation like Hibernate or EclipseLink directly in our project, using Spring Data JPA gives us additional benefits. This significantly reduces the boilerplate code and makes the overall development much faster.

The extra layer on top of the JPA specification also allows us to build Spring-powered applications that use JPA for data access layers.

Here is a list of features that makes the Spring Data JPA a go-to choice:

### 1. Repository Abstraction

The real strength of Spring Data JPA lies in the repository abstraction provided by the [Spring Data Commons](https://github.com/spring-projects/spring-data-commons) project. It hides the data store specific implementation details and allows you to write your business logic code on a higher abstraction level.

You only need to **learn how to use Spring Data repository interfaces** without worrying about the underlying implementation of the repository abstraction.

**Spring Data Commons** provides the following repository interfaces:

* Repository — Central repository marker interface. Captures the domain type to manage as well as the domain type's id type.
* CrudRepository — Interface for generic CRUD operations on a repository for a specific type.
* PagingAndSortingRepository — Extension of CrudRepository to provide additional methods to retrieve entities using the pagination and sorting abstraction.
* QuerydslPredicateExecutor — Interface to allow execution of [QueryDSL](http://www.querydsl.com/" \t "_blank" \o "Open in new window) Predicate instances. It is not a repository interface.

**Spring Data JPA** provides the following additional repository interfaces:

* JpaRepository — JPA specific extension of Repository interface. It combines all methods declared by the Spring Data Commons repository interfaces behind a single interface.
* JpaSpecificationExecutor — It is not a repository interface. It allows the execution of Specifications based on the JPA criteria API.

I'll discuss how to use these repositories in more detail in the next section as well as in the coming weeks. Here is a quick example of a repository that extends the CrudRepository interface:

public interface UserRepository extends CrudRepository<User, Long> {}

Things you can do by using the above UserRepository interface:

* Persist, update and remove one or multiple User entities.
* Find one or more users by their primary keys.
* Count, get and remove all users.
* Check if a User exists with a given primary key.

You might be wondering how it is possible when we didn't write any such method. The answer is the CrudRepository interface that defines all these methods, I mentioned before and makes them available for you.

### 2. Less Boilerplate Code

The best thing about Spring Data JPA is the **default implementation of each method** defined in its repository interfaces. This means that you do not need to write a lot of boilerplate code for CRUD methods. You only need to extend the JPA specific repository interface — JpaRepository and that's it. Spring Data JPA will ensure that CRUD methods are available for standard data access.

### 3. Auto-Generated Queries

Another cool feature of Spring Data JPA is the **auto-generation of database queries** based on method names. When you implement a Spring Data JPA repository interface, it analyses all the methods defined by the entity class and tries to generate the queries automatically from the method names.

Auto-generated queries may not be well-suited for complex use cases. But for simple scenarios, these queries are very useful. You just define a method on your repository interface with a name that starts with find...By. Spring then parses the method name and creates a query for it automatically.

Following is an example of a query that loads a User entity with a given name. Behind the scene, Spring generates a JPQL query based on the method name, sets the provided method parameters as bind parameter values, executes the query and returns the result:

public interface UserRepository extends CrudRepository<User, Long> {

User findByName(String name);

}

## Using Spring Data JPA with Spring Boot

As we have discussed above, Spring Data JPA makes the implementation of your data access layer much easier by reducing the boilerplate code. So that you easily build a Spring-based application using any data access technology.

In this section, I'll show you **how to add and configure Spring Data JPA in a Spring Boot application** using Hibernate as a persistence provider.

Follow the below steps to add Spring Data JPA support to your Spring Boot project.

### Step 1 — Add Dependencies

You only need spring-boot-start-data-jpa dependency to enable JPA support in a Spring Boot application. Add the following dependency to your build.gradle file:

implementation 'org.springframework.boot:spring-boot-starter-data-jpa'

If you are using Maven, add the following dependencies to your pom.xml file:

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-data-jpa</artifactId>

</dependency>

Spring Boot Starter Data JPA includes everything — all required dependencies and activates the default configuration. To start a Spring Boot application from scratch, use the [Spring Initializr](https://start.spring.io/) tool to easily bootstrap your application with required dependencies.

### Step 2 — Configure Data Source

Spring Boot automatically **configures Hibernate as a default JPA provider**. So it's no longer required to explicitly configure the EntityManagerFactory bean unless we want to customize it.

Similarly, if you are using an in-memory database such as H2, HSQLDB, or Apache Derby, Spring Boot will auto-configure the DataSource bean for you as well. You only need to make sure that the corresponding database dependency is available in the classpath.

#### H2 Configuration

Just add the following H2 database dependency to your Gradle project's build.gradle file:

runtimeOnly 'com.h2database:h2'

For Maven, add the following dependency to your pom.xml file:

<dependency>

<groupId>com.h2database</groupId>

<artifactId>h2</artifactId>

<scope>runtime</scope>

</dependency>

That's it. Spring Boot will automatically configure the DataSource bean for you when it will detect the H2 database dependency in the classpath.

#### MySQL Configuration

If you want to use the MySQL database with Spring Data JPA, then you need to do a bit extra work. First of all, add the following MySQL driver dependency to your build.gradle file:

runtimeOnly 'mysql:mysql-connector-java'

For Maven project, include the following dependency to your pom.xml file:

<dependency>

<groupId>mysql</groupId>

<artifactId>mysql-connector-java</artifactId>

<scope>runtime</scope>

</dependency>

Next, you need to define the DataSource configuration. There are two ways to do this. You can either define it as a bean in a Java class with @Configuration annotation or use the Spring Boot properties file to define data source properties.

Here is how the Java-based data source configuration looks like in a Spring Boot project:

@Bean

public DataSource dataSource() {

DriverManagerDataSource dataSource = new DriverManagerDataSource();

dataSource.setDriverClassName("com.mysql.cj.jdbc.Driver");

dataSource.setUsername("root");

dataSource.setPassword("rootpass");

dataSource.setUrl("jdbc:mysql://localhost:3306/testdb?createDatabaseIfNotExist=true&useSSL=false");

return dataSource;

}

To configure the data source using a properties file, you need to define the following properties in your application.properties or application.yml file:

spring.datasource.driver-class-name=com.mysql.cj.jdbc.Driver

spring.datasource.username=root

spring.datasource.password=rootpass

spring.datasource.url=jdbc:mysql://localhost:3306/testdb?createDatabaseIfNotExist=true&useSSL=false

Spring Boot will automatically configure a DataSource bean based on the above properties.

### Step 3 — Define an Entity

Let us define a simple entity class for storing User objects:

**User.java**

package com.attacomsian.jpa.domains;

import javax.persistence.Entity;

import javax.persistence.GeneratedValue;

import javax.persistence.GenerationType;

import javax.persistence.Id;

@Entity

public class User {

@Id

@GeneratedValue(strategy = GenerationType.AUTO)

private Long id;

private String name;

private String email;

public User() {

}

public User(String name, String email) {

this.name = name;

this.email = email;

}

// getters and setters removed for brevity

}

The above User class has three attributes (id, name, and email) and two constructors. The no-argument constructor is only required for the JPA. The other constructor is the one you should use to create instances of User to be saved to the database.

The User class is annotated with @Entity, indicating that it is a JPA entity. Since no @Table annotation is provided, it is assumed that this entity is mapped to a table named User.

The id property is annotated with @Id so that JPA recognizes it as the object’s ID. The id property is also annotated with @GeneratedValue to indicate that the ID should be generated automatically.

The other two properties, name and email, are left unannotated. It means that they are mapped to columns that have the same names as the properties themselves.

### Step 4 — Create a Repository

The next step is to create a repository interface for the above User entity:

**UserRepository.java**

package com.attacomsian.jpa.repositories;

import com.attacomsian.jpa.domains.User;

import org.springframework.data.repository.CrudRepository;

import java.util.List;

public interface UserRepository extends CrudRepository<User, Long> {

List<User> findByName(String name);

User findByEmail(String email);

}

UserRepository extends the CrudRepository interface provided by the Spring Data Commons project. The type of entity and ID that it works with, User and Long, are specified in the generic parameters on CrudRepository. By extending CrudRepository, UserRepository inherits several methods for saving, deleting, and finding User entities.

Spring Data JPA also allows you to define other query methods by declaring their method signature. For example, UserRepository declares two additional methods: findByName() and findByEmail().

In a typical Java application, you have to write a class that implements UserRepository interface methods. However, it is no longer required with Spring Data JPA. It will create the repository implementation automatically, at runtime, from the repository interface. That is what makes Spring Data JPA so much powerful.

### Step 4 — Create an Application Class

Let us create the Spring Boot main application class to play with the above UserRepository interface. Since we don't need the web part of Spring Boot, we will implement the CommandLineRunner interface to make it a [console application](https://attacomsian.com/blog/spring-boot-console-application).

**Application.java**

package com.attacomsian.jpa;

import com.attacomsian.jpa.domains.User;

import com.attacomsian.jpa.repositories.UserRepository;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.boot.CommandLineRunner;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.annotation.Bean;

@SpringBootApplication

public class Application {

private static final Logger log = LoggerFactory.getLogger(Application.class);

public static void main(String[] args) {

SpringApplication.run(Application.class, args);

}

@Bean

public CommandLineRunner userDemo(UserRepository userRepository) {

return (args) -> {

// create users

userRepository.save(new User("John Doe", "john.doe@example.com"));

userRepository.save(new User("Emma Watson", "emma.watson@example.com"));

userRepository.save(new User("Seno Reta", "seno.reta@example.com"));

userRepository.save(new User("Mike Hassan", "mike.hassan@example.com"));

// fetch all users

log.info("Users found with findAll():");

log.info("---------------------------");

for (User user : userRepository.findAll()) {

log.info(user.toString());

}

log.info("");

// fetch user by id

User user = userRepository.findById(1L).get();

log.info("User found with findById(1L):");

log.info("-----------------------------");

log.info(user.toString());

log.info("");

// fetch user by email address

User userWithEmail = userRepository.findByEmail("john.doe@example.com");

log.info("User found with findByEmail('john.doe@example.com'):");

log.info("----------------------------------------------------");

log.info(userWithEmail.toString());

log.info("");

// delete all users

userRepository.deleteAll();

// confirm users deletion

log.info("Total users after deletion with :");

log.info("--------------------------");

log.info(userRepository.count() + " users are in DB");

log.info("");

};

}

}

The above class is pretty much self-explanatory. We are using the @SpringBootApplication annotation on our main class to activate the auto-configuration. The main() method uses Spring Boot’s SpringApplication.run() method to launch an application.

We have also defined a CommandLineRunner bean method that gets UserRepository on runtime through dependency injection. Inside this method, we first create and save some users via the save() method. Next, we call findAll() to fetch all User objects from the database. Then it calls findById() and findByEmail() methods to get a single User by its ID and email address respectively. Finally, it calls deleteAll() to remove all users from the database. To verify that all users are successfully deleted, we call the count() method to get the number of entities.

**Note:** By default, Spring Boot enables JPA repository support and looks in the package (and its sub-packages) where the class with @SpringBootApplication annotation is located. If your application doesn't follow the default project structure, you need to configure your repositories package using the @EnableJpaRepositories annotation.

### Step 5 — Run the Application

You can run the application from the command line through Gradle or Maven. If you use Gradle, you can run the application by typing:

$ ./gradlew bootRun

If you use Maven, you can run the application by running the following command:

$ ./mvnw spring-boot:run

Once the application is started, you should see the following output:

Users found with findAll():

---------------------------

User{id=1, name='John Doe', email='john.doe@example.com'}

User{id=2, name='Emma Watson', email='emma.watson@example.com'}

User{id=3, name='Seno Reta', email='seno.reta@example.com'}

User{id=4, name='Mike Hassan', email='mike.hassan@example.com'}

User found with findById(1L):

-----------------------------

User{id=1, name='John Doe', email='john.doe@example.com'}

User found with findByEmail('john.doe@example.com'):

----------------------------------------------------

User{id=1, name='John Doe', email='john.doe@example.com'}

Total users after deletion with :

--------------------------

0 users are in DB
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[Spring Data JPA](https://attacomsian.com/blog/getting-started-spring-data-jpa) allows us to connect with different relational databases through a common interface to create JPA (Java Persistence API) based repositories. We can easily create database queries by using [method names](https://attacomsian.com/blog/derived-query-methods-spring-data-jpa), the [@Query annotation](https://attacomsian.com/blog/spring-data-jpa-query-annotation), and [named queries](https://attacomsian.com/blog/spring-data-jpa-named-queries) to retrieve data from the database.

The Spring Data repository abstraction is a powerful feature that hides the store-specific implementation details and allows us to write business logic code at a higher abstraction level. All we need to do is only extend any of the [Spring Data repositories](https://attacomsian.com/blog/spring-data-jpa-repositories) to take the full advantage of this feature. A typical repository interface looks something like below:

public interface DogRepository extends JpaRepository<Dog, Long> {

Dog findByName(String name);

List<Dog> findByColor(String color, Sort sort);

Page<Dog> findByAgeGreaterThan(int age, Pageable pageable)

}

The first method simply finds and returns a single dog with a given name. The second method returns a list of dogs with a given color and applies the [dynamic sorting](https://attacomsian.com/blog/spring-data-jpa-sorting#sorting-query-results-using-dynamic-sorting) to the results through the given Sort object. Finally, the last method returns a Page of dogs that are older than the given age.

Although the **above approach looks really convenient** (you don't need to write a single line of implementation code to execute queries), it has at least **two drawbacks**:

1. **The number of query methods are fixed** as we cannot dynamically define a new method on runtime. As the application grows, these query methods increase quickly making it difficult to maintain the persistence layer.
2. **Each query method defines a fixed set of criteria**. We have predefined the number and type of parameters that cannot be changed dynamically on runtime.

For larger and complex applications, we need a robust and flexible query generation strategy to handle different types of use cases. That's where the Spring Data JPA specifications come in.

## **Spring Data JPA Specifications**

Spring Data JPA **Specifications allow us to create dynamic database queries** by using the JPA Criteria API. It defines a specification as a predicate over an entity. Here is how the Specification interface looks like:

public interface Specification<T> extends Serializable {

@Nullable

Predicate toPredicate(Root<T> root, CriteriaQuery<?> query,

CriteriaBuilder criteriaBuilder);

// ... other methods

}

As you can see above, there is only one abstract method toPredicate() which returns an instance of Predicate. In the following sections, you'll **learn how to use this interface to write dynamic queries** for different use cases.

## Create an Application

Let us start with creating a simple Spring Boot application with the [Spring Data JPA and H2](https://attacomsian.com/blog/spring-data-jpa-h2-database) in-memory database. Our application has just one Movie entity class, as shown below:

**Movie.java**

package com.attacomsian.jpa.domains;

import javax.persistence.Entity;

import javax.persistence.GeneratedValue;

import javax.persistence.GenerationType;

import javax.persistence.Id;

import java.io.Serializable;

@Entity

public class Movie implements Serializable {

@Id

@GeneratedValue(strategy = GenerationType.AUTO)

private Long id;

private String title;

private String genre;

private double rating;

private double watchTime;

private int releaseYear;

public Movie() {

}

public Movie(String title, String genre, double rating, double watchTime, int releaseYear) {

this.title = title;

this.genre = genre;

this.rating = rating;

this.watchTime = watchTime;

this.releaseYear = releaseYear;

}

// getters and setters, equals(), testing(), ... (omitted for brevity)

}

The next step is to create a repository interface called MovieRepository to retrieve data from the database. To use Specifications, we also need to extend our repository interface from the JpaSpecificationExecutor interface. This interface provides methods to execute Specifications.

Here is how our repository interface looks like:

**MovieRepository.java**

package com.attacomsian.jpa.repositories;

import com.attacomsian.jpa.domains.Movie;

import org.springframework.data.jpa.repository.JpaSpecificationExecutor;

import org.springframework.data.repository.CrudRepository;

public interface MovieRepository extends CrudRepository<Movie, Long>,

JpaSpecificationExecutor<Movie> {

// TODO: add queries

}

## Create Specifications

Let us now start with the most interesting part of this article — creating specifications to execute dynamic queries for searching movies in the database.

The first step is to create a simple enum class that defines different search operations:

**SearchOperation.java**

package com.attacomsian.jpa.repositories.specs;

public enum SearchOperation {

GREATER\_THAN,

LESS\_THAN,

GREATER\_THAN\_EQUAL,

LESS\_THAN\_EQUAL,

NOT\_EQUAL,

EQUAL,

MATCH,

MATCH\_START,

MATCH\_END,

IN,

NOT\_IN

}

Next, create the SearchCriteria class that represents a single search criteria:

**SearchCriteria.java**

package com.attacomsian.jpa.repositories.specs;

public class SearchCriteria {

private String key;

private Object value;

private SearchOperation operation;

public SearchCriteria() {

}

public SearchCriteria(String key, Object value, SearchOperation operation) {

this.key = key;

this.value = value;

this.operation = operation;

}

// getters and setters, toString(), ... (omitted for brevity)

}

As you can see above, the SearchCriteria class holds a basic representation of a single constraint:

* key — Represents the entity field name, i.e. title, genre, etc.
* value — Represents the parameter value, i.e. Troy, Action, etc.
* operation — Indicates the search operation, i.e. equality, match, comparison, etc.

Finally, let us create a MovieSpecification class that extends the Specification interface and provides an implementation for the toPredicate() method:

**MovieSpecification.java**

package com.attacomsian.jpa.repositories.specs;

import com.attacomsian.jpa.domains.Movie;

import org.springframework.data.jpa.domain.Specification;

import javax.persistence.criteria.CriteriaBuilder;

import javax.persistence.criteria.CriteriaQuery;

import javax.persistence.criteria.Predicate;

import javax.persistence.criteria.Root;

import java.util.ArrayList;

import java.util.List;

public class MovieSpecification implements Specification<Movie> {

private List<SearchCriteria> list;

public MovieSpecification() {

this.list = new ArrayList<>();

}

public void add(SearchCriteria criteria) {

list.add(criteria);

}

@Override

public Predicate toPredicate(Root<Movie> root, CriteriaQuery<?> query, CriteriaBuilder builder) {

//create a new predicate list

List<Predicate> predicates = new ArrayList<>();

//add add criteria to predicates

for (SearchCriteria criteria : list) {

if (criteria.getOperation().equals(SearchOperation.GREATER\_THAN)) {

predicates.add(builder.greaterThan(

root.get(criteria.getKey()), criteria.getValue().toString()));

} else if (criteria.getOperation().equals(SearchOperation.LESS\_THAN)) {

predicates.add(builder.lessThan(

root.get(criteria.getKey()), criteria.getValue().toString()));

} else if (criteria.getOperation().equals(SearchOperation.GREATER\_THAN\_EQUAL)) {

predicates.add(builder.greaterThanOrEqualTo(

root.get(criteria.getKey()), criteria.getValue().toString()));

} else if (criteria.getOperation().equals(SearchOperation.LESS\_THAN\_EQUAL)) {

predicates.add(builder.lessThanOrEqualTo(

root.get(criteria.getKey()), criteria.getValue().toString()));

} else if (criteria.getOperation().equals(SearchOperation.NOT\_EQUAL)) {

predicates.add(builder.notEqual(

root.get(criteria.getKey()), criteria.getValue()));

} else if (criteria.getOperation().equals(SearchOperation.EQUAL)) {

predicates.add(builder.equal(

root.get(criteria.getKey()), criteria.getValue()));

} else if (criteria.getOperation().equals(SearchOperation.MATCH)) {

predicates.add(builder.like(

builder.lower(root.get(criteria.getKey())),

"%" + criteria.getValue().toString().toLowerCase() + "%"));

} else if (criteria.getOperation().equals(SearchOperation.MATCH\_END)) {

predicates.add(builder.like(

builder.lower(root.get(criteria.getKey())),

criteria.getValue().toString().toLowerCase() + "%"));

} else if (criteria.getOperation().equals(SearchOperation.MATCH\_START)) {

predicates.add(builder.like(

builder.lower(root.get(criteria.getKey())),

"%" + criteria.getValue().toString().toLowerCase()));

} else if (criteria.getOperation().equals(SearchOperation.IN)) {

predicates.add(builder.in(root.get(criteria.getKey())).value(criteria.getValue()));

} else if (criteria.getOperation().equals(SearchOperation.NOT\_IN)) {

predicates.add(builder.not(root.get(criteria.getKey())).in(criteria.getValue()));

}

}

return builder.and(predicates.toArray(new Predicate[0]));

}

}

The MovieSpecification class allows you to combine multiple specifications to filter the movies using multiple constraints. Using this class, you can easily generate different kinds of database queries dynamically.

## Test the Application

Now is the time to create the main application class to test Specifications by writing dynamic search queries:

**Application.java**

package com.attacomsian.jpa;

import com.attacomsian.jpa.domains.Movie;

import com.attacomsian.jpa.repositories.MovieRepository;

import com.attacomsian.jpa.repositories.specs.MovieSpecification;

import com.attacomsian.jpa.repositories.specs.SearchCriteria;

import com.attacomsian.jpa.repositories.specs.SearchOperation;

import org.springframework.boot.CommandLineRunner;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.annotation.Bean;

import org.springframework.data.domain.Page;

import org.springframework.data.domain.PageRequest;

import org.springframework.data.domain.Pageable;

import org.springframework.data.domain.Sort;

import java.util.Arrays;

import java.util.List;

@SpringBootApplication

public class Application {

public static void main(String[] args) {

SpringApplication.run(Application.class, args);

}

@Bean

public CommandLineRunner specificationsDemo(MovieRepository movieRepository) {

return args -> {

// create new movies

movieRepository.saveAll(Arrays.asList(

new Movie("Troy", "Drama", 7.2, 196, 2004),

new Movie("The Godfather", "Crime", 9.2, 178, 1972),

new Movie("Invictus", "Sport", 7.3, 135, 2009),

new Movie("Black Panther", "Action", 7.3, 135, 2018),

new Movie("Joker", "Drama", 8.9, 122, 2018),

new Movie("Iron Man", "Action", 8.9, 126, 2008)

));

// search movies by `genre`

MovieSpecification msGenre = new MovieSpecification();

msGenre.add(new SearchCriteria("genre", "Action", SearchOperation.EQUAL));

List<Movie> msGenreList = movieRepository.findAll(msGenre);

msGenreList.forEach(System.out::println);

// search movies by `title` and `rating` > 7

MovieSpecification msTitleRating = new MovieSpecification();

msTitleRating.add(new SearchCriteria("title", "black", SearchOperation.MATCH));

msTitleRating.add(new SearchCriteria("rating", 7, SearchOperation.GREATER\_THAN));

List<Movie> msTitleRatingList = movieRepository.findAll(msTitleRating);

msTitleRatingList.forEach(System.out::println);

// search movies by release year < 2010 and rating > 8

MovieSpecification msYearRating = new MovieSpecification();

msYearRating.add(new SearchCriteria("releaseYear", 2010, SearchOperation.LESS\_THAN));

msYearRating.add(new SearchCriteria("rating", 8, SearchOperation.GREATER\_THAN));

List<Movie> msYearRatingList = movieRepository.findAll(msYearRating);

msYearRatingList.forEach(System.out::println);

// search movies by watch time >= 150 and sort by `title`

MovieSpecification msWatchTime = new MovieSpecification();

msWatchTime.add(new SearchCriteria("watchTime", 150, SearchOperation.GREATER\_THAN\_EQUAL));

List<Movie> msWatchTimeList = movieRepository.findAll(msWatchTime, Sort.by("title"));

msWatchTimeList.forEach(System.out::println);

// search movies by `title` <> 'white' and paginate results

MovieSpecification msTitle = new MovieSpecification();

msTitle.add(new SearchCriteria("title", "white", SearchOperation.NOT\_EQUAL));

Pageable pageable = PageRequest.of(0, 3, Sort.by("releaseYear").descending());

Page<Movie> msTitleList = movieRepository.findAll(msTitle, pageable);

msTitleList.forEach(System.out::println);

};

}

}

The above example demonstrates how to use Specifications to dynamically generate different database queries. You can also apply sorting and pagination to query results in the same way as you apply to other query generation strategies.

You can even **combine** multiple Specifications together to create a new one on the fly. To do so, Spring Data JPA's Specification interface provides and() and or() methods to concatenate different Specifications. There is also a where() method that makes the expression more readable.

Here is example that combines the above msTitle and msYearRating Specifications to create a new one:

// combine using `AND` operator

List<Movie> movies = movieRepository.findAll(Specification.where(msTitle).and(msYearRating));

// combine using `OR` operator

List<Movie> movies = movieRepository.findAll(Specification.where(msTitle).or(msYearRating));

**Source Code:** Download the complete source code from [GitHub](https://github.com/attacomsian/code-examples/tree/master/spring-data-jpa/jpa-specifications) available under MIT license.

## Conclusion

That's all folks. In this article, you have learned how to use Spring Data Specifications along with JPA Criteria API to dynamically generate database queries.

Specifications provide us a robust and flexible approach of creating database queries to handle complex use cases. This tutorial covers almost all basic operations that can be used to implement a powerful search feature.
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In an [earlier article](https://attacomsian.com/blog/spring-data-jpa-many-to-many-mapping), I wrote about how to map many-to-many entity relationship using [Spring Data JPA](https://attacomsian.com/blog/getting-started-spring-data-jpa) and MySQL in a Spring Boot project. We created a join table to hold the primary keys of both relationship tables. These keys act as a composite primary for the join database table.

Simply put, a **composite primary key** — also known as a composite key — is **a key that contains two or more columns to form a primary key** for the table.

In this article, you'll **learn how to map a composite primary key** in a Spring Boot project using Spring Data JPA's both @IdClass and @EmbeddedId annotations.

## Mapping Composite Key using @IdClass Annotation

Let us consider an application that manages different types of bank accounts. Each bank account has an account number and type (i.e. checking or saving), among other information. Now we want to create a compound key using this information to uniquely identify each account in the database.
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In the above Entity-Relationship (ER) diagram, the accounts table has a composite primary key, which consists of two columns:

1. account\_number
2. account\_type

To map this database relationship using Spring Data JPA, we need to create a separate composite primary key class with both these primary key columns:

**AccountId.java**

package com.attacomsian.jpa.composite.domains;

import java.io.Serializable;

import java.util.Objects;

public class AccountId implements Serializable {

private String accountNumber;

private String accountType;

public AccountId() {

}

public AccountId(String accountNumber, String accountType) {

this.accountNumber = accountNumber;

this.accountType = accountType;

}

@Override

public boolean equals(Object o) {

if (this == o) return true;

if (o == null || getClass() != o.getClass()) return false;

AccountId accountId = (AccountId) o;

return accountNumber.equals(accountId.accountNumber) &&

accountType.equals(accountId.accountType);

}

@Override

public int hashCode() {

return Objects.hash(accountNumber, accountType);

}

}

**Note:** The composite primary key class must be public, contains a no-argument constructor, defines both equals() and hashCode() methods, and implements the Serializable interface.

The next step is to create an Account entity class that declares all attributes of AccountId and annotate them with the @Id annotation:

**Account.java**

package com.attacomsian.jpa.composite.domains;

import javax.persistence.Entity;

import javax.persistence.Id;

import javax.persistence.IdClass;

import javax.persistence.Table;

import java.io.Serializable;

@Entity

@Table(name = "accounts")

@IdClass(AccountId.class)

public class Account implements Serializable {

@Id

private String accountNumber;

@Id

private String accountType;

private double balance;

public Account() {

}

public Account(String accountNumber, String accountType, double balance) {

this.accountNumber = accountNumber;

this.accountType = accountType;

this.balance = balance;

}

// getters and setters, equals(), toString() .... (omitted for brevity)

}

As you can see above, we have annotated the Account class with @IdClass to specify a composite primary key class that is mapped to multiple fields of the entity. The @Id annotation is then used to indicate all properties which are a part of the compound key.

With the @IdClass annotation, you can easily query data without using the name of the composite key class. Let us first create a repository interface for this purpose:

**AccountRepository.java**

package com.attacomsian.jpa.composite.repositories;

import com.attacomsian.jpa.composite.domains.Account;

import com.attacomsian.jpa.composite.domains.AccountId;

import org.springframework.data.repository.CrudRepository;

public interface AccountRepository extends CrudRepository<Account, AccountId> {

// TODO: add queries

}

Here is how you can write a simple [derived query](https://attacomsian.com/blog/derived-query-methods-spring-data-jpa) to fetch all bank accounts by a given account type:

List<Account> findByAccountType(String accountType);

## Mapping Composite Key using @EmbeddedId Annotation

In additional to @IdClass, Spring Data JPA provides another annotation — @EmbeddedId — to define a composite primary key.

Let us consider another example application that manages employees of a company with multiple departments. Each employee has a unique ID within his own department. But the same ID can be assigned to a different employee in another department. So we cannot uniquely identify an employee just by his employee ID.

To uniquely identify an employee, we need to know his employee ID as well as his department ID. As you can see in the below Entity-Relationship (ER) diagram, the employees table contains a composite primary key that includes both employee\_id and department\_id columns:

![Spring Data JPA Composite Key with @EmbeddedId Annotation](data:image/png;base64,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)

To map the above relationship using Spring Data JPA, you need to create a separate composite primary key class annotated with @Embeddable:

**EmployeeId.java**

package com.attacomsian.jpa.composite.domains;

import javax.persistence.Column;

import javax.persistence.Embeddable;

import java.io.Serializable;

import java.util.Objects;

@Embeddable

public class EmployeeId implements Serializable {

@Column(name = "employee\_id")

private Long employeeId;

@Column(name = "department\_id")

private Long departmentId;

public EmployeeId() {

}

public EmployeeId(Long employeeId, Long departmentId) {

this.employeeId = employeeId;

this.departmentId = departmentId;

}

public Long getEmployeeId() {

return employeeId;

}

public void setEmployeeId(Long employeeId) {

this.employeeId = employeeId;

}

public Long getDepartmentId() {

return departmentId;

}

public void setDepartmentId(Long departmentId) {

this.departmentId = departmentId;

}

@Override

public boolean equals(Object o) {

if (this == o) return true;

if (o == null || getClass() != o.getClass()) return false;

EmployeeId that = (EmployeeId) o;

return employeeId.equals(that.employeeId) &&

departmentId.equals(that.departmentId);

}

@Override

public int hashCode() {

return Objects.hash(employeeId, departmentId);

}

}

The next step is to create the Employee class and embed the above composite primary class into it by using the @EmbeddedId annotation:

**Employee.java**

package com.attacomsian.jpa.composite.domains;

import javax.persistence.Column;

import javax.persistence.EmbeddedId;

import javax.persistence.Entity;

import javax.persistence.Table;

import java.io.Serializable;

@Entity

@Table(name = "employees")

public class Employee implements Serializable {

@EmbeddedId

private EmployeeId employeeId;

private String name;

@Column(unique = true)

private String email;

private String phoneNumber;

public Employee() {

}

public Employee(EmployeeId employeeId, String name, String email, String phoneNumber) {

this.employeeId = employeeId;

this.name = name;

this.email = email;

this.phoneNumber = phoneNumber;

}

// getters and setters, equals(), toString() .... (omitted for brevity)

}

In the above Employee class, we have specified the composite key class using the @EmbeddedId annotation and mark it as a primary key of the entity.

Next, create a repository interface for retrieving Employee entities from the database, as shown below:

**EmployeeRepository.java**

package com.attacomsian.jpa.composite.repositories;

import com.attacomsian.jpa.composite.domains.Employee;

import com.attacomsian.jpa.composite.domains.EmployeeId;

import org.springframework.data.repository.CrudRepository;

public interface EmployeeRepository extends ­­­­­­­­ {

// TODO: add queries

}

Let us create another derived query to fetch all employees by a given department ID:

List<Employee> findByEmployeeIdDepartmentId(Long departmentId);

## Testing Composite Primary Key Mapping

Finally, let us create the main application class to test the composite primary key mapping:

**Application.java**

package com.attacomsian.jpa;

import com.attacomsian.jpa.composite.domains.Account;

import com.attacomsian.jpa.composite.domains.AccountId;

import com.attacomsian.jpa.composite.domains.Employee;

import com.attacomsian.jpa.composite.domains.EmployeeId;

import com.attacomsian.jpa.composite.repositories.AccountRepository;

import com.attacomsian.jpa.composite.repositories.EmployeeRepository;

import org.springframework.boot.CommandLineRunner;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.annotation.Bean;

import java.util.List;

import java.util.Optional;

@SpringBootApplication

public class Application {

public static void main(String[] args) {

SpringApplication.run(Application.class, args);

}

@Bean

public CommandLineRunner mappingDemo(AccountRepository accountRepository,

EmployeeRepository employeeRepository) {

return args -> {

// ======= `@IdClass` Annotation =======

// create new accounts

accountRepository.save(new Account("458666", "Checking", 4588));

accountRepository.save(new Account("458689", "Checking", 2500));

accountRepository.save(new Account("424265", "Saving", 100000));

// fetch accounts by a given type

List<Account> accounts = accountRepository.findByAccountType("Checking");

accounts.forEach(System.out::println);

// fetch account by composite key

Optional<Account> account = accountRepository.findById(new AccountId("424265", "Saving"));

account.ifPresent(System.out::println);

// ======= `@EmbeddedId` Annotation =======

// create new employees

employeeRepository.save(new Employee(new EmployeeId(100L, 10L),

"John Doe", "john@example.com", "123456"));

employeeRepository.save(new Employee(new EmployeeId(101L, 20L),

"Emma Ali", "emma@example.com", "654321"));

// fetch employees by a given department id

List<Employee> employees = employeeRepository.findByEmployeeIdDepartmentId(20L);

employees.forEach(System.out::println);

// fetch employee by composite key

Optional<Employee> employee = employeeRepository.findById(new EmployeeId(100L, 10L));

employee.ifPresent(System.out::println);

};

}

}

In the main application class, we used both AccountRepository and EmployeeRepository repositories to test our implementation of a composite primary key with @IdClass and @EmbeddedId.

The next step is to run the application to see the output. For Gradle, execute the following command to start the application:

$ ./gradlew bootRun

For Maven, type the following command to launch the application:

$ ./mvnw spring-boot:run

When the application starts, you should see the following output printed on the console:

Account{accountNumber='458666', accountType='Checking', balance=4588.0}

Account{accountNumber='458689', accountType='Checking', balance=2500.0}

Account{accountNumber='424265', accountType='Saving', balance=100000.0}

Employee{employeeId=EmployeeId{employeeId=101, departmentId=20}, name='Emma Ali', email='emma@example.com', phoneNumber='654321'}

Employee{employeeId=EmployeeId{employeeId=100, departmentId=10}, name='John Doe', email='john@example.com', phoneNumber='123456'}

## @IdClass vs @EmbeddedId

The main difference between @IdClass and @EmbeddedId annotations is that with @IdClass, you need to specify the primary key columns twice — once in the composite primary key class and then again in the entity class with the @Id annotation.

The @EmbeddedId annotation is more verbose than @IdClass as you can access the entire primary key object using the field access method. This also gives a clear notion of the fields that are part of the composite key because they are all aggregated in a class that is only accessible through a field access method.

Another difference between @IdClass and @EmbeddedId is when it comes to creating [custom JPQL queries](https://attacomsian.com/blog/spring-data-jpa-query-annotation).

For example, with @IdClass, the query is a little simpler:

SELECT a.accountType FROM Account a

With @EmbeddedId, you have to write more text for a similar query:

SELECT e.employeeId.departmentId FROM Employee e

The @IdClass annotation can be a preferred choice over @EmbeddedId in situations where the composite primary key class is not accessible or comes in from another module or legacy code. For such scenarios, where you cannot modify the composite key class, the @IdClass annotation is the only way-out.

**Source Code:** Download the complete source code from [GitHub](https://github.com/attacomsian/code-examples/tree/master/spring-data-jpa/jpa-mappings) available under MIT license.

## Conclusion

That's all folks for handling a composite primary key mapping using Spring Data JPA's @IdClass and @EmbeddedId annotations. You've learned about two different approaches to handle compound keys.

We've also discussed the differences between the @IdClass and the @EmbeddedId annotations. If we need to access parts of the composite key, just use @IdClass, but for scenarios where you frequently use the composite key as an object, @EmbeddedId should be preferred.
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In the [previous article](https://attacomsian.com/blog/spring-data-jpa-one-to-one-mapping), I wrote about how to define and use a one-to-one relationship with [Spring Data JPA](https://attacomsian.com/blog/getting-started-spring-data-jpa) and MySQL in a Spring Boot application.

In this article, you'll **learn how to map a one-to-many database relationship** using Spring Data JPA in a Spring Boot and MySQL application.

## Dependencies

We need both spring-data-starter-data-jpa and mysql-connector-java dependencies to use [Spring Data JPA with the MySQL database](https://attacomsian.com/blog/accessing-data-spring-data-jpa-mysql) in Spring Boot.

If you are using Gradle, add the following dependencies to your build.gradle file:

implementation 'org.springframework.boot:spring-boot-starter-data-jpa'

runtimeOnly 'mysql:mysql-connector-java'

If you are using Maven, include the following dependencies to your pom.xml file:

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-data-jpa</artifactId>

</dependency>

<dependency>

<groupId>mysql</groupId>

<artifactId>mysql-connector-java</artifactId>

<scope>runtime</scope>

</dependency>

Want to create a new Spring Boot project from scratch? Just use [Spring Initializr](https://start.spring.io/) web tool to bootstrap a new application with the above dependencies.

## Configure MySQL Database

Spring Boot auto-configures the DataSource bean for in-memory databases like [H2 database](https://attacomsian.com/blog/spring-data-jpa-h2-database#configure-h2-database), HSQLDB, and Apache Derby. Since we are using MySQL, we need to explicitly define the database connection properties in a properties file.

Open the application.properties file in your favorite editor and add the following properties:

# MySQL connection properties

spring.datasource.driver-class-name=com.mysql.cj.jdbc.Driver

spring.datasource.username=root

spring.datasource.password=mypass

spring.datasource.url=jdbc:mysql://localhost:3306/testdb?createDatabaseIfNotExist=true&useSSL=false

# Log JPA queries

# Comment this in production

spring.jpa.show-sql=true

# Drop and create new tables (create, create-drop, validate, update)

# Only for testing purpose - comment this in production

spring.jpa.hibernate.ddl-auto=create

# Hibernate SQL dialect

spring.jpa.properties.hibernate.dialect=org.hibernate.dialect.MySQL5InnoDBDialect

Spring Boot will automatically configure a DataSource bean after reading the above properties. Don't forget to change the spring.datasource.username and spring.datasource.password properties to match your MySQL database installation.

The hibernate property spring.jpa.hibernate.ddl-auto = create will automatically create database tables based on the entity classes in your application on application startup.

The createDatabaseIfNotExist=true configuration property, we have included in spring.datasource.url, makes sure that the database schema is automatically created if it doesn't already exist.

## One-To-Many Relationship

A one-to-many relationship refers to the relationship between two entities/tables A and B in which **one element/row of A may only be linked to many elements/rows of B, but a member of B is linked to only one element/row of A**.

For instance, think of A as a book, and B as pages. A book can have many pages but a page can only exist in one book, forming a one-to-many relationship. The **opposite of one-to-many is many-to-one** relationship.

Let us model the above relationship in the database by creating two tables, one for the books and another for the pages, as shown below in an Entity-Relationship (ER) diagram:
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The one-to-many relationship is defined by the foreign key book\_id in the pages table.

## Create Entities

The next step is to create the Book and Page entities and define the one-to-many relationship mapping, as shown below:

**Book.java**

package com.attacomsian.jpa.one2many.domains;

import javax.persistence.\*;

import java.io.Serializable;

import java.util.Set;

@Entity

@Table(name = "books")

public class Book implements Serializable {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

private String title;

private String author;

@Column(unique = true)

private String isbn;

@OneToMany(mappedBy = "book", fetch = FetchType.LAZY,

cascade = CascadeType.ALL)

private Set<Page> pages;

public Book() {

}

public Book(String title, String author, String isbn) {

this.title = title;

this.author = author;

this.isbn = isbn;

}

// getters and setters, equals(), toString() .... (omitted for brevity)

}

**Page.java**

package com.attacomsian.jpa.one2many.domains;

import javax.persistence.\*;

import java.io.Serializable;

@Entity

@Table(name = "pages")

public class Page implements Serializable {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

private int number;

private String content;

private String chapter;

@ManyToOne(fetch = FetchType.LAZY, optional = false)

@JoinColumn(name = "book\_id", nullable = false)

private Book book;

public Page() {

}

public Page(int number, String content, String chapter, Book book) {

this.number = number;

this.content = content;

this.chapter = chapter;

this.book = book;

}

// getters and setters, equals(), toString() .... (omitted for brevity)

}

Both Book and Page classes are annotated with the Entity annotation to indicate that they are JPA entities.

The @Table annotation is used to specify the name of the database table that should be mapped to this entity.

The id attributes are annotated with both @Id and @GeneratedValue annotations. The former annotation indicates that they are the primary keys of the entities. The latter annotation defines the primary key generation strategy. In the above case, we have declared that the primary key should be an AUTO INCREMENT field.

### @OneToMany Annotation

A one-to-many relationship between two entities is defined by using the @OneToMany annotation in Spring Data JPA. It declares the mappedBy element to indicate the entity that owns the bidirectional relationship. Usually, the child entity is one that owns the relationship and the parent entity contains the @OneToMany annotation.

### @ManyToOne Annotation

The @ManyToOne annotation is used to define a many-to-one relationship between two entities in Spring Data JPA. The child entity, that has the join column, is called the owner of the relationship defined using the @ManyToOne annotation.

### @JoinColumn Annotation

The @JoinColumn annotation is used to specify the foreign key column in the owner of the relationship. The inverse-side of the relationship sets the mappedBy attribute to indicate that the relationship is owned by the other entity.

## Create Repositories

Let us now define the repository interfaces to store and access the data from the database. We'll be extending our repositories from Spring Data JPA's CrudRepository interface that provides methods for generic CRUD operations.

**BookRepository.java**

package com.attacomsian.jpa.one2many.repositories;

import com.attacomsian.jpa.one2many.domains.Book;

import org.springframework.data.repository.CrudRepository;

public interface BookRepository extends CrudRepository<Book, Long> {

Book findByIsbn(String isbn);

}

**PageRepository.java**

package com.attacomsian.jpa.one2many.repositories;

import com.attacomsian.jpa.one2many.domains.Book;

import com.attacomsian.jpa.one2many.domains.Page;

import org.springframework.data.domain.Sort;

import org.springframework.data.repository.CrudRepository;

import java.util.List;

public interface PageRepository extends CrudRepository<Page, Long> {

List<Page> findByBook(Book book, Sort sort);

}

In the above repositories, we also defined some [derived query methods](https://attacomsian.com/blog/derived-query-methods-spring-data-jpa) like findByIsbn() to fetch a book by its ISBN number.

That's it. You have successfully defined a one-to-many relationship mapping in Spring Data JPA. You don't need to implement the above interfaces thanks to Spring Data JPA.

## Create an Application Class

Let us now create the main application class for the Spring Boot [console application](https://attacomsian.com/blog/spring-boot-console-application) to test our one-to-many relationship mapping:

**Application.java**

package com.attacomsian.jpa;

import com.attacomsian.jpa.one2many.domains.Book;

import com.attacomsian.jpa.one2many.domains.Page;

import com.attacomsian.jpa.one2many.repositories.BookRepository;

import com.attacomsian.jpa.one2many.repositories.PageRepository;

import com.attacomsian.jpa.one2one.domains.Address;

import com.attacomsian.jpa.one2one.domains.User;

import com.attacomsian.jpa.one2one.repositories.AddressRepository;

import com.attacomsian.jpa.one2one.repositories.UserRepository;

import org.springframework.boot.CommandLineRunner;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.annotation.Bean;

@SpringBootApplication

public class Application {

public static void main(String[] args) {

SpringApplication.run(Application.class, args);

}

@Bean

public CommandLineRunner mappingDemo(BookRepository bookRepository,

PageRepository pageRepository) {

return args -> {

// create a new book

Book book = new Book("Java 101", "John Doe", "123456");

// save the book

bookRepository.save(book);

// create and save new pages

pageRepository.save(new Page(1, "Introduction contents", "Introduction", book));

pageRepository.save(new Page(65, "Java 8 contents", "Java 8", book));

pageRepository.save(new Page(95, "Concurrency contents", "Concurrency", book));

};

}

}

## Run the Application

Next, run the application to see the output. If you are using Gradle, execute the following command to start the application:

$ ./gradlew bootRun

For Maven, type the following command to launch the application:

$ ./mvnw spring-boot:run

Once the application is started, you should see the following lines printed on the console:

Hibernate: drop table if exists books

Hibernate: drop table if exists pages

Hibernate: create table books (id bigint not null auto\_increment, author varchar(255), isbn varchar(255), title varchar(255), primary key (id)) engine=InnoDB

Hibernate: create table pages (id bigint not null auto\_increment, chapter varchar(255), content varchar(255), number integer not null, book\_id bigint not null, primary key (id)) engine=InnoDB

Hibernate: insert into books (author, isbn, title) values (?, ?, ?)

Hibernate: insert into pages (book\_id, chapter, content, number) values (?, ?, ?, ?)

Hibernate: insert into pages (book\_id, chapter, content, number) values (?, ?, ?, ?)

Hibernate: insert into pages (book\_id, chapter, content, number) values (?, ?, ?, ?)

...

**Source Code:** Download the complete source code from [GitHub](https://github.com/attacomsian/code-examples/tree/master/spring-data-jpa/jpa-mappings) available under MIT license.

## Conclusion

That's all folks. In this article, you've learned how to map and use a one-to-many relationship in Spring Data JPA and Hibernate.

Don't forget to join the [mailing list](https://attacomsian.com/newsletter) if you want to be the first to know when new tutorials are available.
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In previous articles, I wrote about how to use [one-to-one](https://attacomsian.com/blog/spring-data-jpa-one-to-one-mapping) and [one-to-many](https://attacomsian.com/blog/spring-data-jpa-one-to-many-mapping) relationship mappings in [Spring Data JPA](https://attacomsian.com/blog/getting-started-spring-data-jpa).

In this article, you'll **learn how to map a many-to-many bidirectional relationship** using Spring Data JPA and MySQL in a Spring Boot application. Many-to-many relationships are one of the most commonly used association mappings. They require an additional database table to hold the primary keys of both relationship tables.

Let us create a new project from scratch and learn how to implement a many-to-many relationship mapping using Spring Data JPA and MySQL.

## Dependencies

To use [Spring Data JPA with the MySQL database](https://attacomsian.com/blog/accessing-data-spring-data-jpa-mysql) in Spring Boot, you need both spring-data-starter-data-jpa and mysql-connector-java dependencies.

Add the following dependencies to your Gradle project's build.gradle file:

implementation 'org.springframework.boot:spring-boot-starter-data-jpa'

runtimeOnly 'mysql:mysql-connector-java'

If you are using Maven, include the following dependencies to your pom.xml file:

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-data-jpa</artifactId>

</dependency>

<dependency>

<groupId>mysql</groupId>

<artifactId>mysql-connector-java</artifactId>

<scope>runtime</scope>

</dependency>

If you are starting a new project, just use [Spring Initializr](https://start.spring.io/) web tool to bootstrap a new Spring Boot application with the above-mentioned dependencies.

## Configure MySQL Database

Spring Boot automatically configures DataSource for in-memory databases like [H2 database](https://attacomsian.com/blog/spring-data-jpa-h2-database#configure-h2-database), HSQLDB, and Apache Derby. For the MySQL database, you need to explicitly define the database connection properties in a properties file.

Open the application.properties file and copy and paste the following properties:

# MySQL connection properties

spring.datasource.driver-class-name=com.mysql.cj.jdbc.Driver

spring.datasource.username=root

spring.datasource.password=mypass

spring.datasource.url=jdbc:mysql://localhost:3306/testdb?createDatabaseIfNotExist=true&useSSL=false

# Log JPA queries

# Comment this in production

spring.jpa.show-sql=true

# Drop and create new tables (create, create-drop, validate, update)

# Only for testing purpose - comment this in production

spring.jpa.hibernate.ddl-auto=create

# Hibernate SQL dialect

spring.jpa.properties.hibernate.dialect=org.hibernate.dialect.MySQL5InnoDBDialect

Spring Boot will automatically configure a DataSource bean based on the above properties. Make sure to change the spring.datasource.username and spring.datasource.password properties to match your MySQL database installation.

The hibernate property spring.jpa.hibernate.ddl-auto = create will automatically create database tables based on the entity classes when the application starts.

The createDatabaseIfNotExist=true configuration property, included in spring.datasource.url, makes sure that the database schema is automatically created if it doesn't already exist.

## Many-To-Many Relationship

A many-to-many relationship refers to the relationship between two entities/tables A and B in which **one element/row of A may only be associated with many elements/rows of B and vice versa**.

A typical example of such a many-to-many relationship is the relationship between **students** and **courses**. A student can enroll in multiple courses and a course can also have multiple students, thus forming a many-to-many relationship.

To model the above relationship in the database, **you need to create three tables**, one each for both students and courses, and another one for holding relationship keys, as shown below in the Entity-Relationship (ER) diagram:

![Spring Data JPA Many To Many Mapping](data:image/png;base64,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)

students\_courses is a join table that contains two foreign keys, student\_id and course\_id, to reference both students and courses database tables. Both these foreign keys also act as a composite primary key for the students\_courses table.

## Create Entities

We need to create two entity classes, Student and Course, to map the above many-to-many relationship. You don't need to create a separate entity class for the join table.

Here is how our entity classes look like:

**Student.java**

package com.attacomsian.jpa.many2many.domains;

import javax.persistence.\*;

import java.io.Serializable;

import java.util.Set;

@Entity

@Table(name = "students")

public class Student implements Serializable {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

private String name;

private int age;

private String grade;

@ManyToMany(fetch = FetchType.LAZY, cascade = CascadeType.PERSIST)

@JoinTable(name = "students\_courses",

joinColumns = {

@JoinColumn(name = "student\_id", referencedColumnName = "id",

nullable = false, updatable = false)},

inverseJoinColumns = {

@JoinColumn(name = "course\_id", referencedColumnName = "id",

nullable = false, updatable = false)})

private Set<Course> courses = new HashSet<>();

public Student() {

}

public Student(String name, int age, String grade) {

this.name = name;

this.age = age;

this.grade = grade;

}

// getters and setters, equals(), toString() .... (omitted for brevity)

}

**Course.java**

package com.attacomsian.jpa.many2many.domains;

import javax.persistence.\*;

import java.io.Serializable;

import java.util.Set;

@Entity

@Table(name = "courses")

public class Course implements Serializable {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

private String title;

private String abbreviation;

private int modules;

private double fee;

@ManyToMany(mappedBy = "courses", fetch = FetchType.LAZY)

private Set<Student> students = new HashSet<>();

public Course() {

}

public Course(String title, String abbreviation, int modules, double fee) {

this.title = title;

this.abbreviation = abbreviation;

this.modules = modules;

this.fee = fee;

}

// getters and setters, equals(), toString() .... (omitted for brevity)

}

Both Student and Course classes are annotated with the Entity annotation to indicate that they are JPA entities.

The @Table annotation is used to specify the name of the database table that should be mapped to this entity.

The id attributes are annotated with both @Id and @GeneratedValue annotations. The former annotation indicates that they are the primary keys of the entities. The latter annotation defines the primary key generation strategy. In the above case, we have declared that the primary key should be an AUTO INCREMENT field.

### @ManyToMany Annotation

A many-to-many relationship between two entities is defined by using the @ManyToMany annotation in Spring Data JPA. It uses the mappedBy attribute to indicate the entity that owns the bidirectional relationship. In a bidirectional relationship, the @ManyToMany annotation is defined in both entities but only one entity can own the relationship. We've picked the Student class as an owner of the relationship in the above example.

### @JoinTable Annotation

The @JoinTable annotation defines the join table between two entities on the owner's side of the relationship. We have used this annotation to define the students\_courses table. If the @JoinTable annotation is left out, the default values of the annotation elements apply. The name of the join table is supposed to be the table names of the associated primary tables concatenated together (owning side first) using an underscore.

## Create Repositories

The next step is to define the repository interfaces for storing and accessing the data from the database. We'll extend our repositories from Spring Data JPA's CrudRepository interface that provides methods for generic CRUD operations.

**StudentRepository.java**

package com.attacomsian.jpa.many2many.repositories;

import com.attacomsian.jpa.many2many.domains.Student;

import org.springframework.data.repository.CrudRepository;

import java.util.List;

public interface StudentRepository extends CrudRepository<Student, Long> {

List<Student> findByNameContaining(String name);

}

**CourseRepository.java**

package com.attacomsian.jpa.many2many.repositories;

import com.attacomsian.jpa.many2many.domains.Course;

import org.springframework.data.repository.CrudRepository;

import java.util.List;

public interface CourseRepository extends CrudRepository<Course, Long> {

List<Course> findByTitleContaining(String title);

List<Course> findByFeeLessThan(double fee);

}

We also defined a few [derived query methods](https://attacomsian.com/blog/derived-query-methods-spring-data-jpa) like findByFeeLessThan() to retrieve all courses that have a fee less than the given value and more.

That's it. You are done with defining a many-to-many relationship mapping in Spring Data JPA.

## Create an Application Class

Now is the time to create the main application class for our Spring Boot [console application](https://attacomsian.com/blog/spring-boot-console-application) to test our many-to-many relationship mapping:

**Application.java**

package com.attacomsian.jpa;

import com.attacomsian.jpa.many2many.domains.Course;

import com.attacomsian.jpa.many2many.domains.Student;

import com.attacomsian.jpa.many2many.repositories.CourseRepository;

import com.attacomsian.jpa.many2many.repositories.StudentRepository;

import org.springframework.boot.CommandLineRunner;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.annotation.Bean;

import java.util.Arrays;

@SpringBootApplication

public class Application {

public static void main(String[] args) {

SpringApplication.run(Application.class, args);

}

@Bean

public CommandLineRunner mappingDemo(StudentRepository studentRepository,

CourseRepository courseRepository) {

return args -> {

// create a student

Student student = new Student("John Doe", 15, "8th");

// save the student

studentRepository.save(student);

// create three courses

Course course1 = new Course("Machine Learning", "ML", 12, 1500);

Course course2 = new Course("Database Systems", "DS", 8, 800);

Course course3 = new Course("Web Basics", "WB", 10, 0);

// save courses

courseRepository.saveAll(Arrays.asList(course1, course2, course3));

// add courses to the student

student.getCourses().addAll(Arrays.asList(course1, course2, course3));

// update the student

studentRepository.save(student);

};

}

}

## Run the Application

Next, run the application to see the output. If you are using Gradle, execute the following command to start the application:

$ ./gradlew bootRun

For Maven, type the following command to launch the application:

$ ./mvnw spring-boot:run

Once the application is started, you should see the following lines printed on the console:

Hibernate: drop table if exists courses

Hibernate: drop table if exists students

Hibernate: drop table if exists students\_courses

Hibernate: create table courses (id bigint not null auto\_increment, abbreviation varchar(255), fee double precision not null, modules integer not null, title varchar(255), primary key (id)) engine=InnoDB

Hibernate: create table students (id bigint not null auto\_increment, age integer not null, grade varchar(255), name varchar(255), primary key (id)) engine=InnoDB

Hibernate: create table students\_courses (student\_id bigint not null, course\_id bigint not null, primary key (student\_id, course\_id)) engine=InnoDB

Hibernate: insert into students (age, grade, name) values (?, ?, ?)

Hibernate: insert into courses (abbreviation, fee, modules, title) values (?, ?, ?, ?)

Hibernate: insert into courses (abbreviation, fee, modules, title) values (?, ?, ?, ?)

Hibernate: insert into courses (abbreviation, fee, modules, title) values (?, ?, ?, ?)

Hibernate: select student0\_.id as id1\_4\_0\_, student0\_.age as age2\_4\_0\_, student0\_.grade as grade3\_4\_0\_, student0\_.name as name4\_4\_0\_ from students student0\_ where student0\_.id=?

Hibernate: select courses0\_.student\_id as student\_1\_5\_0\_, courses0\_.course\_id as course\_i2\_5\_0\_, course1\_.id as id1\_2\_1\_, course1\_.abbreviation as abbrevia2\_2\_1\_, course1\_.fee as fee3\_2\_1\_, course1\_.modules as modules4\_2\_1\_, course1\_.title as title5\_2\_1\_ from students\_courses courses0\_ inner join courses course1\_ on courses0\_.course\_id=course1\_.id where courses0\_.student\_id=?

Hibernate: select course0\_.id as id1\_2\_0\_, course0\_.abbreviation as abbrevia2\_2\_0\_, course0\_.fee as fee3\_2\_0\_, course0\_.modules as modules4\_2\_0\_, course0\_.title as title5\_2\_0\_ from courses course0\_ where course0\_.id=?

Hibernate: select course0\_.id as id1\_2\_0\_, course0\_.abbreviation as abbrevia2\_2\_0\_, course0\_.fee as fee3\_2\_0\_, course0\_.modules as modules4\_2\_0\_, course0\_.title as title5\_2\_0\_ from courses course0\_ where course0\_.id=?

Hibernate: select course0\_.id as id1\_2\_0\_, course0\_.abbreviation as abbrevia2\_2\_0\_, course0\_.fee as fee3\_2\_0\_, course0\_.modules as modules4\_2\_0\_, course0\_.title as title5\_2\_0\_ from courses course0\_ where course0\_.id=?

Hibernate: insert into students\_courses (student\_id, course\_id) values (?, ?)

Hibernate: insert into students\_courses (student\_id, course\_id) values (?, ?)

Hibernate: insert into students\_courses (student\_id, course\_id) values (?, ?)

...

**Source Code:** Download the complete source code from [GitHub](https://github.com/attacomsian/code-examples/tree/master/spring-data-jpa/jpa-mappings) available under MIT license.

## Conclusion

That's all folks. In this article, you've learned how to map and use a many-to-many relationship using Spring Data JPA and MySQL in a Spring Boot application.

Don't forget to [subscribe for updates](https://attacomsian.com/newsletter) if you want to be the first to know when new tutorials are available.
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[Spring Data JPA](https://attacomsian.com/blog/getting-started-spring-data-jpa) provides excellent support to create Spring-powered applications that communicate with different relational databases to implement JPA based repositories.

[Java Persistence API](https://jcp.org/en/jsr/detail?id=338) (JPA) is just a specification that defines an object-relational mapping (ORM) standard for storing, accessing, and managing Java objects in a relational database. [Hibernate](http://hibernate.org/) is the most popular and widely used implementation of JPA specifications. By default, Spring Data JPA uses Hibernate as a JPA provider.

Hibernate provides a framework for **mapping relational database tables to entity classes** in your application. You can describe the relationships between these entities in a similar way as you define relationships among the tables in your relational database.

In this article, you'll **learn how to create a one-to-one mapping between two entities** using Spring Data JPA in a Spring Boot and MySQL application.

## Dependencies

You just need spring-data-starter-data-jpa and mysql-connector-java dependencies to use [Spring Data JPA with the MySQL database](https://attacomsian.com/blog/accessing-data-spring-data-jpa-mysql).

For a Gradle project, add the following dependencies to your build.gradle file:

implementation 'org.springframework.boot:spring-boot-starter-data-jpa'

runtimeOnly 'mysql:mysql-connector-java'

For a Maven project, include the following dependencies to your pom.xml file:

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-data-jpa</artifactId>

</dependency>

<dependency>

<groupId>mysql</groupId>

<artifactId>mysql-connector-java</artifactId>

<scope>runtime</scope>

</dependency>

If you want to create a new Spring Boot project from scratch, just use [Spring Initializr](https://start.spring.io/) web tool to bootstrap a new application with the above dependencies.

## Configure MySQL Database

By default, Spring Boot automatically configures the DataSource bean for in-memory databases like [H2 database](https://attacomsian.com/blog/spring-data-jpa-h2-database#configure-h2-database). But for MySQL, we need to manually define the database connection details in a properties file.

Open your application.properties file and add the following properties:

# MySQL connection properties

spring.datasource.driver-class-name=com.mysql.cj.jdbc.Driver

spring.datasource.username=root

spring.datasource.password=mypass

spring.datasource.url=jdbc:mysql://localhost:3306/testdb?createDatabaseIfNotExist=true&useSSL=false

# Log JPA queries

# Comment this in production

spring.jpa.show-sql=true

# Drop and create new tables (create, create-drop, validate, update)

# Only for testing purpose - comment this in production

spring.jpa.hibernate.ddl-auto=create

# Hibernate SQL dialect

spring.jpa.properties.hibernate.dialect=org.hibernate.dialect.MySQL5InnoDBDialect

Spring Boot will read the above properties and will auto-configure a DataSource bean for you. Make sure to change the spring.datasource.username and spring.datasource.password properties to match your MySQL credentials.

The hibernate property spring.jpa.hibernate.ddl-auto = create will automatically create database tables based on the entity classes in your application on startup.

We have also included the createDatabaseIfNotExist=true configuration property in spring.datasource.url to automatically create the database if it doesn't already exist.

## One-To-One Relationship

A one-to-one relationship refers to the relationship between two entities/database tables A and B in which **only one element/row of A may only be linked to one element/row of B**, and vice versa.

Let us consider an application scenario where you want to store users' information along with their addresses. We want to make sure that a user can have just one address, and an address can only be associated with a single user.

We can map the above requirement as a one-to-one relationship between the user and the address entities, as shown in the following Entity-Relationship (ER) diagram:
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The one-to-one relationship is defined by using a foreign key called user\_id in the addresses table.

## Create Entities

You need to create the following two entity classes to map the above database tables.

### User Entity

Let us define the below User entity in your application to map the users database table:

package com.attacomsian.jpa.one2one.domains;

import javax.persistence.\*;

import java.io.Serializable;

@Entity

@Table(name = "users")

public class User implements Serializable {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

private String name;

private String email;

private String password;

@OneToOne(mappedBy = "user", fetch = FetchType.LAZY,

cascade = CascadeType.ALL)

private Address address;

public User() {

}

public User(String name, String email, String password) {

this.name = name;

this.email = email;

this.password = password;

}

// getters and setters, equals(), toString() .... (omitted for brevity)

}

### Address Entity

To map the addresses table, you need to define the following Address entity:

package com.attacomsian.jpa.one2one.domains;

import javax.persistence.\*;

import java.io.Serializable;

@Entity

@Table(name = "addresses")

public class Address implements Serializable {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

private String street;

private String city;

private String state;

private String zipCode;

private String country;

@OneToOne(fetch = FetchType.LAZY, optional = false)

@JoinColumn(name = "user\_id", nullable = false)

private User user;

public Address() {

}

public Address(String street, String city, String state, String zipCode,

String country) {

this.street = street;

this.city = city;

this.state = state;

this.zipCode = zipCode;

this.country = country;

}

// getters and setters, equals(), toString() .... (omitted for brevity)

}

Both User and Address classes are annotated with Entity to indicate that they are JPA entities.

The @Table annotation is used to specify the name of the database table that should be mapped to this entity.

The id attributes are annotated with both @Id and @GeneratedValue annotations. The former annotation indicates that they are the primary keys of the entities. The latter annotation defines the primary key generation strategy. In the above case, we have declared that the primary key should be an AUTO INCREMENT field.

### @OneToOne Annotation

In Spring Data JPA, a one-to-one relationship between two entities is declared by using the @OneToOne annotation. It accepts the following parameters:

* fetch — Defines a strategy for fetching data from the database. By default, it is EAGER which means that the data must be eagerly fetched. We have set it to LAZY to fetch the entities lazily from the database.
* cascade — Defines a set of cascadable operations that are applied to the associated entity. CascadeType.ALL means to apply all cascading operations to the related entity. Cascading operations are applied when you delete or update the parent entity.
* mappedBy — Defines the entity that owns the relationship which is the Address entity in our case.
* optional — Defines whether the relationship is optional. If set to false then a non-null relationship must always exist.

In a bidirectional relationship, we have to specify the @OneToOne annotation in both entities. But only one entity is the owner of the association. Usually, the child entity is one that owns the relationship and the parent entity is the inverse side of the relationship.

### @JoinColumn Annotation

The @JoinColumn annotation is used to specify the foreign key column in the owner of the relationship. The inverse-side of the relationship sets the @OneToOne's mappedBy parameter to indicate that the relationship is mapped by the other entity.

The @JoinColumn accepts the following two important parameters, among others:

* name — Defines the name of the foreign key column.
* nullable — Defines whether the foreign key column is nullable. By default, it is true.

## Create Repositories

Finally, let us create our repository interfaces to save and retrieve User and Address entities from the database. We'll extend our repositories from Spring Data JPA's CrudRepository interface which provides generic CRUD methods out-of-the-box.

### UserRepository Interface

Here is how our UserRepository interface looks like:

package com.attacomsian.jpa.one2one.repositories;

import com.attacomsian.jpa.one2one.domains.User;

import org.springframework.data.repository.CrudRepository;

public interface UserRepository extends CrudRepository<User, Long> {

}

### AddressRepository Interface

The next step is to create the following AddressRepository interface:

package com.attacomsian.jpa.one2one.repositories;

import com.attacomsian.jpa.one2one.domains.Address;

import org.springframework.data.repository.CrudRepository;

public interface AddressRepository extends CrudRepository<Address, Long> {

}

That's all you need to do to define a one-to-one mapping in Spring Data JPA. You're now ready to perform the CRUD operations on User and Address entities without implementing the above interfaces. This is what makes Spring Data JPA a very powerful tool.

## Create an Application Class

Let us now create the main application for our Spring Boot [console application](https://attacomsian.com/blog/spring-boot-console-application) to test our one-to-one relationship mapping:

**Application.java**

package com.attacomsian.jpa;

import com.attacomsian.jpa.one2one.domains.Address;

import com.attacomsian.jpa.one2one.domains.User;

import com.attacomsian.jpa.one2one.repositories.AddressRepository;

import com.attacomsian.jpa.one2one.repositories.UserRepository;

import org.springframework.boot.CommandLineRunner;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.annotation.Bean;

@SpringBootApplication

public class Application {

public static void main(String[] args) {

SpringApplication.run(Application.class, args);

}

@Bean

public CommandLineRunner mappingDemo(UserRepository userRepository,

AddressRepository addressRepository) {

return args -> {

// create a user instance

User user = new User("John Doe", "john.doe@example.com", "1234abcd");

// create an address instance

Address address = new Address("Lake View 321", "Berlin", "Berlin",

"95781", "DE");

// set child reference

address.setUser(user);

// set parent reference

user.setAddress(address);

// save the parent

// which will save the child (address) as well

userRepository.save(user);

};

}

}

We've defined a CommandLineRunner interface bean in the main application class. This interface provides a run() method that is automatically invoked by Spring Boot after the application context is loaded.

## Run the Application

Now is the time to run the application to see the output. If you are using Gradle, execute the following command to start the application:

$ ./gradlew bootRun

For Maven, type the following command to launch the application:

$ ./mvnw spring-boot:run

Once the application is started, you should see the following lines printed on the console:

Hibernate: drop table if exists addresses

Hibernate: drop table if exists users

Hibernate: create table addresses (id bigint not null auto\_increment, city varchar(255), country varchar(255), state varchar(255), street varchar(255), zip\_code varchar(255), user\_id bigint not null, primary key (id)) engine=InnoDB

Hibernate: create table users (id bigint not null auto\_increment, email varchar(255), name varchar(255), password varchar(255), primary key (id)) engine=InnoDB

Hibernate: insert into users (email, name, password) values (?, ?, ?)

Hibernate: insert into addresses (city, country, state, street, user\_id, zip\_code) values (?, ?, ?, ?, ?, ?)

...

**Source Code:** Download the complete source code from [GitHub](https://github.com/attacomsian/code-examples/tree/master/spring-data-jpa/jpa-mappings) available under MIT license.
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In the [last article](https://attacomsian.com/blog/spring-data-jpa-sorting), I wrote about how to sort the query results in Spring Data JPA using both static and dynamic sorting techniques.

In the modern web, the response time of your website is a critical factor for higher search engine ranking. Visitors are expecting pages to load quickly and only show the relevant information. For example, if you own an e-commerce website with tens of thousands of products, this means only displaying a small number of products at once, and not all of them.

To help you deal with such situations, **Spring Data JPA provides the concepts of pagination**. It makes it easy to deal with a large amount of data in the most efficient way.

In this article, you will **learn how to paginate the query results** in Spring Data JPA. I will show you how pagination works with [derived](https://attacomsian.com/blog/derived-query-methods-spring-data-jpa) and [custom](https://attacomsian.com/blog/spring-data-jpa-query-annotation) queries.

## Create an Application

Let us create a simple Spring Boot application with the [Spring Data JPA and H2](https://attacomsian.com/blog/spring-data-jpa-h2-database) in-memory database. It only contains a single entity called Person:

**Person.java**

package com.attacomsian.jpa.domains;

import javax.persistence.\*;

@Entity

public class Person {

@Id

@GeneratedValue(strategy = GenerationType.AUTO)

private Long id;

private String firstName;

private String lastName;

private int age;

public Person() {

}

public Person(String firstName, String lastName, int age) {

this.firstName = firstName;

this.lastName = lastName;

this.age = age;

}

// getters and setters, equals(), toString(), ... (omitted for brevity)

}

Here is how our PersonRespository looks like:

**PersonRepository.java**

package com.attacomsian.jpa.repositories;

import com.attacomsian.jpa.domains.Person;

import org.springframework.data.repository.PagingAndSortingRepository;

public interface PersonRepository extends PagingAndSortingRepository<Person, Long> {

// TODO: add paging methods

}

## Spring Data's Pageable Interface

Just like the special Sort parameter, we used for the [dynamic sorting](https://attacomsian.com/blog/spring-data-jpa-sorting#sorting-query-results-using-dynamic-sorting), Spring Data JPA supports another special parameter called Pageable for paginating the query results. These special parameters are automatically recognized by the Spring Data infrastructure to apply pagination and sorting to database queries dynamically.

The Pageable interface contains the information about the requested page such as the size and the number of the page. It provides the following methods, among others, to add paging to statically define queries:

public interface Pageable {

// returns the current page number (zero-based)

int getPageNumber();

// returns the size of the page

int getPageSize();

// returns the sorting parameters

Sort getSort();

// ... other methods

}

Whenever you want to apply pagination to query results, all you need to do is just add Pageable to the query method definition as a parameter and set the return by Page<T>:

Page<Person> findByLastName(String lastName, Pageable pageable);

While calling the above method, you need to create an object of Pageable and pass it to the invoked repository method. The simplest way to create an instance of Pageable is to use the PageRequest class which provides the implementation of Pageable methods:

Pageable pageable = PageRequest.of(0, 10);

This will create a page request for the first page (page index is zero-based) with 10 as the size of the page to be returned.

You can even apply [dynamic sorting](https://attacomsian.com/blog/spring-data-jpa-sorting#sorting-query-results-using-dynamic-sorting) by using the Pageable instance as shown below:

// pageable instance with dynamic sorting

Pageable pageable = PageRequest.of(0, 10, Sort.by("age").descending());

// mutlple sort parameters

Pageable pageable = PageRequest.of(0, 10, Sort.by("age").descending()

.and(Sort.by("lastName").ascending()));

## Spring Data's Slice and Page

The example, we have defined above, returns a Page object. A Page contains information about the total number of elements and pages available in the database. It is because the Spring Data JPA triggers a count query to calculate the number of elements.

Depending on the database you are using in your application, it might become expensive as the number of items increased. To avoid this costly count query, you should instead return a Slice. Unlike a Page, a Slice only knows about whether the next slice is available or not. This information is sufficient to walk through a larger result set.

Both Slice and Page are part of Spring Data JPA, where Page is just a sub-interface of Slice with a couple of additional methods. You should use Slice if you don't need the total number of items and pages. A good example of such a scenario is when you only need Next Page and Previous Page buttons. Here is an example query that returns a Slice:

Slice<Person> findByAgeGreaterThan(int age, Pageable pageable);

## Paginating Query Results with Pageable

Now we know what's the Pageable interface and what are the differences between a Page and a Slice, let us create database queries that accept a Pageable object as a parameter to paginate their results.

The PagingAndSortingRepository interface, we are extending above, provides us the findAll(Pageable pageable) method to paginate all Person entities available in the database. All you need to do is just create an instance of Pageable and pass it to this method to get a Page.

However, if you want to get a Slice or a List, you need to define your own queries in the repository interface.

### Derived Queries

Applying pagination to [derived queries](https://attacomsian.com/blog/spring-data-jpa-sorting#sort-query-results-using-static-sorting) is a straightforward task. You just need to pass the Pageable interface as a parameter to any derived query and set the desired return type as shown below:

Page<Person> findByFirstName(String firstName, Pageable pageable);

Slice<Person> findByAgeBetween(int start, int end, Pageable pageable);

List<Person> findByLastNameIsNotNull(Pageable pageable);

### Custom Queries with @Query Annotation

To apply pagination to JPQL queries defined using the [@Query annotation](https://attacomsian.com/blog/spring-data-jpa-query-annotation), Spring Data JPA allows you to pass the Pageable interface as a parameter:

@Query("SELECT p FROM Person p WHERE p.lastName = ?1")

Page<Person> findByLastNameJPQL(String lastName, Pageable pageable);

@Query("SELECT p FROM Person p WHERE p.age < :age")

Page<Person> findByAgeLessThanJPQL(@Param("age") int page, Pageable pageable);

To use pagination with native SQL queries declared using the @Query annotation, you need to **define the count query by yourself**, as shown in the following example:

@Query(value = "SELECT \* FROM Person p WHERE p.firstName = :firstName",

countQuery = "SELECT count(\*) Person p WHERE p.firstName = :firstName",

nativeQuery = true)

Page<Person> findByFirstNameNativeSQL(@Param("firstName") String firstName, Pageable pageable);

### Named Queries

You can also paginate the query results of [named queries](https://attacomsian.com/blog/spring-data-jpa-named-queries) that use JPQL to define the query statements.

Let us first declare a JPQL named query by using the [@NamedQuery annotation](https://attacomsian.com/blog/spring-data-jpa-named-queries#namedquery-annotation):

@NamedQuery(name = "Person.findByFirstNameNamed",

query = "SELECT p FROM Person p WHERE p.firstName = ?1")

public class Person {

// ...

}

Now you can reference the above named query in the PersonRepository interface and pass Pageable as a special parameter:

Page<Person> findByFirstNameNamed(String firstName, Pageable pageable);

Similar to native SQL custom queries, **native named queries also require a separate count query** in order to use the Pageable interface for paging the query results. Let us define a native SQL named query:

@NamedNativeQuery(name = "Person.findByLastNameNativeNamed",

query = "SELECT \* FROM Person p WHERE p.firstName = :firstName")

public class Person {

// ...

}

To reference the above native SQL named query in your repository interface, you must add a @Query annotation on the repository method and set the nativeQuery attribute to true along with the count query as shown below:

@Query(countQuery = "SELECT count(\*) Person p WHERE p.lastName = :lastName",

nativeQuery = true)

Page<Person> findByLastNameNativeNamed(@Param("lastName") String lastName, Pageable pageable);

**Note:** Dynamic sorting is not supported by named queries. So whiling calling the above repository methods, your Pageable instance should not contain a Sort object.

## Using the Pageable Interface

The following examples show how to create an instance of Pageable and then call different query methods that paginate their results:

// get all persons by last name

Pageable pageable = PageRequest.of(0, 3);

Page<Person> personPage = personRepository.findByLastName("Doe", pageable);

// get all persons sorted by their age in the descending order

Pageable pageable2 = PageRequest.of(0, 5, Sort.by("age").descending());

Page<Person> personPage2 = personRepository.findAll(pageable2);

If you want to **skip the pagination** for query methods that require an instance of Pageable, just use the Pageable.unpaged() method:

Slice<Person> personSlice = personRepository.findByAgeBetween(20, 60, Pageable.unpaged());

**Source Code:** Download the complete source code from [GitHub](https://github.com/attacomsian/code-examples/tree/master/spring-data-jpa/jpa-pagination) available under MIT license.

## Conclusion

In this article, you have learned how to applying pagination to query results for different kinds of queries in Spring Data JPA.

We also discussed the Pageable interface and the Slice and Page differences in detail. Check out the [Sorting Query Results in Spring Data JPA](https://attacomsian.com/blog/spring-data-jpa-sorting) if you want to learn more about the sorting functionality in Spring Data JPA.
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[Spring Data JPA](https://attacomsian.com/blog/getting-started-spring-data-jpa) provides multiple ways of writing and executing different kinds of queries to fetch data from the database. In the last two articles, I have explained how to:

* create [derived queries](https://attacomsian.com/blog/derived-query-methods-spring-data-jpa) by referencing the name of the method.
* use the [@Query annotation](https://attacomsian.com/blog/spring-data-jpa-query-annotation) to declare JPQL and native SQL queries.

Both **these approaches are good** for small to medium applications that have **only a small number of queries**. As soon as your application grows with tens of hundreds of different kinds of queries scattered in many classes, it becomes harder to maintain such a large number of queries in Java codebase.

To make developers' life easier, Spring Data JPA provides the concept of **named queries** that can be defined by using a properties file, annotations, or an XML file. You can group related queries in one place and refer them in your code by their names. Spring Data JPA will take care of all the boilerplate code required to execute these queries.

In this article, you will learn **how to create and reference named JPQL and native SQL queries** in a Spring Data JPA repository.

## Create an Application

Let us extend our existing [Spring Data JPA and H2 database](https://attacomsian.com/blog/spring-data-jpa-h2-database) application to add another entity and a repository interface.

First of all, add the following Book entity that holds book information:

**Book.java**

package com.attacomsian.jpa.named.domains;

import javax.persistence.\*;

@Entity

public class Book {

@Id

@GeneratedValue(strategy = GenerationType.AUTO)

private Long id;

private String title;

@Column(unique = true)

private String isbn;

private int pages;

public Book() {

}

public Book(String title, String isbn, int pages) {

this.title = title;

this.isbn = isbn;

this.pages = pages;

}

// getters and setters, equals(), toString(), ... (omitted for brevity)

}

Now create the BookRepository.java interface for storing and retrieving the data from the database:

**BookRepository.java**

package com.attacomsian.jpa.named.repositories;

import com.attacomsian.jpa.named.domains.Book;

import org.springframework.data.repository.CrudRepository;

public interface BookRepository extends CrudRepository<Book, Long> {

// TODO: add named query methods

}

## Creating Named Queries

We can create named queries by using an external properties file, Java annotations, or an XML file. Spring Data JPA supports both JPQL and native SQL named queries.

The definition of a named query is pretty much straightforward. It has two parts: the **name** and the **query**.

The **name must be unique** within your application persistence context. To reference the named query in your Spring Data JPA repository, its name should start with the name of the entity class, followed by a dot (.), and the name of the repository method. Here is an example:

{EntityName}.{RepositoryMethodName}

// Examples

1. Book.findByIsbn

2. Book.findByPagesGreaterThan

**Note:** You do not need to follow these naming conventions if you want to execute named queries programmatically using EntityManager.

The **query part** of the named query **must contain a valid JPQL or native SQL statement**.

### 1. Using a Properties File

You can define named queries by using a properties file called jpa-named-queries.properties inside the META-INF folder of your classpath.

In a Spring Boot project, by default, this folder is not available. You need to first create META-INF folder inside /src/main/resources/.

Here is how you can declare JPQL named queries in the jpa-named-queries.properties file:

# find all books order by title descending

Book.findAllNamedFile=SELECT b FROM Book b ORDER BY b.title DESC

# find books by title

Book.findByTitleNamedFile=SELECT b FROM Book b WHERE b.title = ?1

# find a book by isbn

Book.findByIsbnNamedFile=SELECT b FROM Book b WHERE b.isbn = ?1

As you can see above, we set the name of the named query as the property name and the query as the value of the property.

Similarly, you can define native SQL named queries inside the properties file:

# native SQL query to find books by title

Book.findByTitleNativeNamedFile=SELECT \* FROM book b WHERE b.title = :title

### 2. Using the orm.xml File

If you don't want to use a properties file, you can create an orm.xml file inside the same META-INF folder for declaring named queries. Spring Data JPA supports the following two XML elements to enable automatic invocation of named queries:

1. <named-query /> — Use this XML element for defining a JPQL named query.
2. <named-native-query /> — This XML element is used to declare a native SQL named query. If your native name query returns an entity, you have to specify the entity class by using the result-class attribute.

Let us create the orm.xml file and add some named queries:

<?xml version="1.0" encoding="UTF-8"?>

<entity-mappings version="2.0" xmlns="http://java.sun.com/xml/ns/persistence/orm"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://java.sun.com/xml/ns/persistence/orm

http://java.sun.com/xml/ns/persistence/orm\_2\_0.xsd ">

<!--find all books order by pages descending-->

<named-query name="Book.findAllXML">

<query>SELECT b FROM Book b ORDER BY b.pages DESC</query>

</named-query>

<!--find books by title-->

<named-query name="Book.findByTitleContainingXML">

<query>SELECT b FROM Book b WHERE b.title LIKE ?1</query>

</named-query>

<!--native SQL query to find a book by isbn-->

<named-native-query name="Book.findByIsbnNativeXML"

result-class="com.attacomsian.jpa.named.domains.Book">

<query>SELECT \* FROM book b WHERE b.isbn = :isbn</query>

</named-native-query>

</entity-mappings>

### 3. Using Annotations

In addition to the above two methods, you can also declare named queries by annotating your entities with the following annotations:

* @NamedQuery — This annotation is used to define a JPQL named query.
* @NamedNativeQuery — Use this annotation to declare a native SQL named query.

Both @NamedQuery and @NamedNativeQuery annotations can be used separately or together on the entity class. These annotations define the name of the query as well as the query string. If your native SQL named query returns an entity, you need explicitly indicate it by using the resultClass element.

#### @NamedQuery Annotation

The @NamedQuery annotation accepts two elements, name and query, as follows:

@NamedQuery(name = "Book.findAllJPQL",

query = "SELECT b FROM Book b ORDER BY b.title DESC")

public class Book {

// ...

}

Multiple JPQL named queries can be defined together using the @NamedQueries annotation, as shown below:

@NamedQueries({

@NamedQuery(name = "Book.findAllJPQL",

query = "SELECT b FROM Book b ORDER BY b.title DESC"),

@NamedQuery(name = "Book.findByTitleJPQL",

query = "SELECT b FROM Book b WHERE b.title = ?1"),

@NamedQuery(name = "Book.findByTitleAndPagesGreaterThanJPQL",

query = "SELECT b FROM Book b WHERE b.title = :title AND b.pages > :pages")

})

public class Book {

// ...

}

The @NamedQuery annotation is very much similar to the [@Query](https://attacomsian.com/blog/spring-data-jpa-query-annotation) annotation. The only difference is the former is used to define finder queries directly on the entity class, whereas the latter is used in the repository interface method.

#### @NamedNativeQuery Annotation

The @NamedNativeQuery annotation is used for defining native SQL named queries. A native SQL query is more powerful and flexible than a JPQL query. The underlying persistence provider, Hibernate for Spring Boot, doesn't parse these queries and sends them directly to the database. This allows you to use all SQL features supported by your database.

A native SQL named query is declared in almost the same way as you define a named JPQL query. However, there are two important differences:

1. The value of the query attribute must be a valid SQL statement instead of a JPQL statement.
2. You need to indicate the return type of the query by using the resultClass attribute.

Here is an example of native SQL named query defined using the NamedNativeQuery annotation:

@NamedNativeQuery(name = "Book.findAllNative",

query = "SELECT \* FROM book b ORDER BY b.title DESC",

resultClass = Book.class)

public class Book {

// ...

}

Multiple native SQL named queries can be declared using the @NamedNativeQueries annotation, as follows:

@NamedNativeQueries({

@NamedNativeQuery(name = "Book.findAllNative",

query = "SELECT \* FROM book b ORDER BY b.title DESC",

resultClass = Book.class),

@NamedNativeQuery(name = "Book.findByIsbnNative",

query = "SELECT \* FROM book b WHERE b.isbn = :isbn",

resultClass = Book.class)

})

public class Book {

// ...

}

## Executing Named Queries using EntityManager

The simplest way to execute a named query is by using the JPA's EntityManager.createNamedQuery() method. You can run both JPQL and native SQL queries in the same way.

Just inject the EntityManager object to your controller or any other business class:

@PersistenceContext

private EntityManager em;

Now you call the createNamedQuery() method on the EntityManager with the name of the named query you want to execute as a parameter:

Query q = em.createNamedQuery("Book.findByTitleJPQL");

This gives you an instance of a Query interface. Now call the setParameter() method on the returned interface for each binding parameter used in your query:

q.setParameter(1, "Java 101");

After specifying bind parameters, call the getSingleResult() (for a single result) or getResultSet() (for multiple results) method on the Query interface to execute the query:

// execute query

List<Book> books = q.getResultList();

That's all for creating and executing a JPQL named query. You can also execute a native SQL named query in a similar way:

Query q = em.createNamedQuery("Book.findByIsbnNative");

q.setParameter("isbn", "145804");

// execute query

Book book = (Book) q.getSingleResult();

## Referencing Named Queries in a Spring Data Repository

While creating and executing a named query using EntityManager is straightforward, it may not be the most efficient way. Spring Data JPA allows you to reference your named queries a repository interface.

If you have followed the Spring Data JPA's naming conventions, I [explained before](https://attacomsian.com/blog/spring-data-jpa-named-queries#creating-named-queries) in this article, **referencing a named query is very simple**. All you need to do is just **create a method** in the repository interface **with the same name** as of named query, pass the correct method parameters, and specify the return type of the query method.

If the named query is a native SQL query, you also need to annotate the query method with the @Query annotation and set the value of its nativeQuery attribute to true.

Let us reference all named queries, we have created in the above section, in our BookRepository interface:

// named queries declared in `jpa-named-queries.properties` file

List<Book> findAllNamedFile();

List<Book> findByTitleNamedFile(String title);

Book findByIsbnNamedFile(String isbn);

@Query(nativeQuery = true)

List<Book> findByTitleNativeNamedFile(@Param("title") String title);

// named queries declared in `orm.xml` file

List<Book> findAllXML();

List<Book> findByTitleContainingXML(String title);

@Query(nativeQuery = true)

List<Book> findByIsbnNativeXML(@Param("isbn") String isbn);

// named queries declared with `@NamedQuery`

List<Book> findAllJPQL();

List<Book> findByTitleJPQL(String title);

List<Book> findByTitleAndPagesGreaterThanJPQL(@Param("title") String title, @Param("pages") int pages);

// named queries declared with `@NamedNativeQuery`

@Query(nativeQuery = true)

List<Book> findAllNative();

@Query(nativeQuery = true)

List<Book> findByIsbnNative(@Param("isbn") String isbn);

You can now inject a BookRepository instance in your controller or any other class and call the repository methods to execute the named queries:

// create books

bookRepository.save(new Book("Java 101", "145804", 450));

bookRepository.save(new Book("Spring Bot", "48524", 289));

// list all books

List<Book> books = bookRepository.findAllXML();

// fetch a single book

Book book = bookRepository.findByIsbnNamedFile("145804");

// multiple parameters

List<Book> moreBooks = bookRepository.findByTitleAndPagesGreaterThanJPQL("Spring Bot", 150);

As you can see above, calling a named query repository method is the same as you call a [derived query](https://attacomsian.com/blog/derived-query-methods-spring-data-jpa) or a [custom query](https://attacomsian.com/blog/spring-data-jpa-query-annotation) defined by using @Query.

## Sorting Named Queries Results

Named queries support [static sorting](https://attacomsian.com/blog/spring-data-jpa-sorting#sort-query-results-using-static-sorting) mechanism to sort the query results. You can append the ORDER BY clause to any named JPQL or native SQL query.

We already added static sorting to several named queries, we have declared above. For instance, the Book.findAllJPQL() named query sorts all books by their title field in the descending order.

Unfortunately, [dynamic sorting](https://attacomsian.com/blog/spring-data-jpa-sorting#sorting-query-results-using-dynamic-sorting)**is currently not supported** by Spring Data JPA named queries.

**Source Code:** Download the complete source code from [GitHub](https://github.com/attacomsian/code-examples/tree/master/spring-data-jpa/jpa-queries) available under MIT license.

## Conclusion

Named queries are one of the three options we have discussed in this Spring Data JPA tutorial series. The other two are [derived query](https://attacomsian.com/blog/derived-query-methods-spring-data-jpa) and the [@Query annotation](https://attacomsian.com/blog/spring-data-jpa-query-annotation). Spring Data JPA allows you to define both JPQL and native SQL named queries.

In this article, you have **learned about three different ways of defining name queries** in Spring Data JPA. You can either use a properties file, JPA annotations, or an XML file for this purpose.

The simplest and the most widely used approach is the JPA @NamedQuery and @NamedNativeQuery annotations. These annotations accept at least two parameters, the name and the query. The name must be unique within the application context and followed the {EntityName}.{RepositoryMethodName} naming convention. The query attribute must contain a valid JPQL or an SQL statement depending upon the type of the name query (JPQL vs native SQL).

To execute a named query, you can either use JPA's EntityManager or reference it in your repository interface and then execute it by invoking the repository method.
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In previous articles, I have talked about creating and using [derived](https://attacomsian.com/blog/derived-query-methods-spring-data-jpa), [custom](https://attacomsian.com/blog/spring-data-jpa-query-annotation), and [named](https://attacomsian.com/blog/spring-data-jpa-named-queries) queries in Spring Data JPA to interact with the database. I also explained how to apply simple ordering to query results while retrieving data.

In this article, you will learn **how to sort the query results** with [Spring Data JPA](https://attacomsian.com/blog/getting-started-spring-data-jpa). There are **two ways** to achieve this in Spring Data JPA:

1. **Static Sorting** — Add an ORDER BY clause to your JPQL or native SQL query
2. **Dynamic Sorting** — Add the special parameter Sort to your repository method

Both of these approaches work fine. The only difference is static sorting is **fixed and defined beforehand** with attributes names and sorting directions. On the other hand, dynamic sorting enables you to **dynamically choose any attribute** or even a combination of multiple attributes for sorting the query results.

## Create an Application

To demonstrate Spring Data JPA sorting capabilities, let us first create a new [Spring Boot application](https://attacomsian.com/blog/spring-data-jpa-h2-database) that uses the H2 in-memory database for storing and retrieving data. If you want to use the MySQL database as a data store, follow [this tutorial](https://attacomsian.com/blog/accessing-data-spring-data-jpa-mysql).

For the sake of simplicity, our example application has just one entity — Employee:

**Employee.java**

package com.attacomsian.jpa.domains;

import javax.persistence.\*;

@Entity

public class Employee {

@Id

@GeneratedValue(strategy = GenerationType.AUTO)

private Long id;

private String firstName;

private String lastName;

private int age;

private double salary;

public Employee() {

}

public Employee(String firstName, String lastName, int age, double salary) {

this.firstName = firstName;

this.lastName = lastName;

this.age = age;

this.salary = salary;

}

// getters and setters, equals(), toString(), ... (omitted for brevity)

}

The next step is to add the EmployeeRepository interface to retrieve Employee entities:

**EmployeeRepository.java**

package com.attacomsian.jpa.repositories;

import com.attacomsian.jpa.domains.Employee;

import org.springframework.data.repository.PagingAndSortingRepository;

public interface EmployeeRepository extends PagingAndSortingRepository<Employee, Long> {

// TODO: add query methods

}

In the above code, we are extending the PagingAndSortingRepository interface. This is an extension of CrudRepository and provides additional methods for pagination and sorting such as findAll(Sort sort).

## Sort Query Results using Static Sorting

Static sorting refers to the **mechanism where the retrieved data is always sorted by specified columns** and directions. The columns and sort directions are defined at the development time and cannot be changed at runtime.

### Derived Queries

For [derived queries](https://attacomsian.com/blog/spring-data-jpa-sorting#sort-query-results-using-static-sorting), Spring Data JPA allows us to apply static sorting by adding the OrderBy keyword to the method name along with the property name and sort direction (Asc or Desc).

Let us use the method naming conventions to create a derived query that returns all Employee entities in the ascending order of their salary:

List<Employee> findByOrderBySalaryAsc();

The Asc keyword is **optional** as OrderBy, by default, sorts the results in the ascending order. The above query can be rewritten as follows:

List<Employee> findByOrderBySalary();

To **reverse** the sort direction, just add the Desc keyword after the property name:

List<Employee> findByOrderBySalaryDesc();

With the sort query, you can **use all other Spring Data JPA keywords**. Let us create another query method that returns employees by their last name and sorts them by their age in the descending order:

List<Employee> findByLastNameOrderByAgeDesc(String lastName);

To **sort query results by multiple attributes**, all you need to do is just reference multiple properties after the OrderBy clause and specify their sort directions. For example, the following derived query sorts the employees by their last name in the ascending order and by their salary in the descending order:

List<Employee> findByOrderByLastNameAscSalaryDesc();

### Custom Queries with @Query Annotation

If you are using the [@Query annotation](https://attacomsian.com/blog/spring-data-jpa-query-annotation) to define custom JPQL or native SQL queries, adding support for static ordering is even simpler and straightforward. All you need to do is just add the ORDER BY clause to the query definition.

The following **JPQL query** returns all employees with the salary greater than the specified amount and sorted by their age in the descending order:

@Query("SELECT e FROM Employee e WHERE e.salary > ?1 ORDER BY e.age DESC")

List<Employee> findBySalaryGreaterThanJPQL(double salary);

In a similar way, you can apply static sorting to a **native SQL query**. The following query returns employees by their first name sorted by salary in the ascending order:

@Query(value = "SELECT \* FROM Employee e WHERE e.fistName = :firstName ORDER BY e.salary ASC",

nativeQuery = true)

List<Employee> findByFirstNameNativeSQL(@Param("firstName") String firstName);

### Named Queries

Applying static sorting to [named queries](https://attacomsian.com/blog/spring-data-jpa-sorting) is very much similar to the above custom queries. All you need to do is just add the ORDER BY clause to any JPQL or native SQL named query.

The following **JPQL named query** returns employees who are older than the given age after sorting them by their first name in the ascending order:

@NamedQuery(name = "Employee.findByAgeGreaterThanNamedJPQL",

query = "SELECT e FROM Employee e WHERE e.age > :age ORDER BY e.firstName ASC")

public class Employee {

// ...

}

Here is another example of **native SQL named query** that returns all employees after sorting them by their age in the descending order:

@NamedNativeQuery(name = "Employee.findAllNamedNativeSQL",

query = "SELECT \* FROM Employee e ORDER BY e.age DESC")

public class Employee {

// ...

}

## Sorting Query Results using Dynamic Sorting

Unlike static sorting, dynamic sorting provides **more flexibility in choosing sort columns and directions**. Spring Data JPA allows you to add a special Sort parameter to your query method. The Sort class is just a specification that provides sorting options for database queries.

By using dynamic sorting, you can **choose the sorting column and direction at runtime** to sort the query results. The EmployeeRepository interface already inherits the findAll(Sort sort) method from PagingAndSortingRepository that returns all Employee entities sorted by the given options.

### Derived Queries

You can easily define additional derived and custom query methods that accept the special Sort parameter. The following [derived query](https://attacomsian.com/blog/derived-query-methods-spring-data-jpa) returns employees by their last name and also accepts the Sort parameter

List<Employee> findByLastName(String lastName, Sort sort);

Let us define another derived query that returns employees by their first name and the salary less than the given value:

List<Employee> findByFirstNameAndSalaryLessThan(String lastName, double salary, Sort sort);

### Custom Queries with @Query Annotation

Similar to derived queries, [custom queries](https://attacomsian.com/blog/spring-data-jpa-query-annotation) also accept the Sort parameter to apply sorting to query results. The following **JPQL query** accepts the Sort parameter for sorting employees whose salaries fall in a certain range:

@Query("SELECT e FROM Employee e WHERE e.salary > ?1 AND e.salary < ?2")

List<Employee> findBySalaryRange(double start, double end, Sort sort);

Currently, Spring Data JPA **does not support dynamic sorting for native SQL queries**, as it would require the manipulation of the actual SQL query defined, which cannot be done reliably by the Spring Data JPA.

### Using the Sort Parameter

Just defining queries with the Sort parameter is not enough. You have to create a Sort object to specify the entity attributes, you want to use for sorting, and their directions, and then pass this object as a parameter to call the above query methods.

The following example calls findAll() to sort all Employee entities found in the database by their age in the descending order:

Iterable<Employee> emps = employeeRepository.findAll(Sort.by("age").descending());

The real benefit of using dynamic sorting is that you **do not need to modify the query** method if you decide to change the sort options. All you need to do is just update the Sort object.

Let us extend the above example to include one more sorting attribute:

Iterable<Employee> emps = employeeRepository.findAll(Sort.by("age", "salary").descending());

Sometimes, we need **different sorting order for each sort attribute**. You can easily do this using the Sort class. The following example sorts the query results in the descending order by using the salary property and in the ascending order by using the firstName property:

Sort sort = Sort.by("salary").descending().and(Sort.by("firstName"));

List<Employee> employees = employeeRepository.findByLastName("Doe", sort);

There is **no explicit limit** for the number of sorting attributes you can use in a single query. You can use as many as you want:

Sort sort = Sort.by("salary").descending().and(Sort.by("firstName"))

.and(Sort.by("age").descending()).and(Sort.by("lastName").ascending());

List<Employee> employees = employeeRepository.findBySalaryRange(100, 10000, sort);

If you **want to skip the sorting** for a query that has a Sort parameter, just use the Sort.unsorted() method:

Iterable<Employee> emps = employeeRepository.findAll(Sort.unsorted());

**Source code:** Download the complete source code from [GitHub](https://github.com/attacomsian/code-examples/tree/master/spring-data-jpa/jpa-sorting) available under MIT license.

## Conclusion

In this article, you have learned how to apply sorting to query results by using Spring Data JPA. There are two ways to sort the query results in Spring Data JPA: static and dynamic sorting.

For static sorting, we add the ORDER BY clause directly to the query definition at the development time. Therefore the query result is always sorted by defined columns and sorting directions.

Dynamic sorting is more flexible than static sorting. We can choose the sort columns and order at runtime.
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In an [earlier article](https://attacomsian.com/blog/derived-query-methods-spring-data-jpa), I explained how to create and use derived query methods to retrieve data from the database in Spring Data JPA. This article is an extension of the previous article to learn how to use the @Query annotation to define JPQL (Java Persistence Query Language) and native queries in [Spring Data JPA](https://attacomsian.com/blog/getting-started-spring-data-jpa).

**Derived queries** are good as long as they are not complex. As the number of query parameters goes beyond 3 to 4, you need a more flexible strategy. Then add sorting, filtering, comparison, and result size limiting keywords to derived queries, it would have become practically impossible to read and maintain these queries.

For such complicated situations, you should rather use the Spring Data JPA's @Query annotation to **define a custom JPQL or native SQL query**.

The @Query annotation defines queries directly on repository methods. This gives you full flexibility to run any query without following the method naming conventions.

Let us get started with the creation of a sample Spring Data JPA application.

## Create an Application

We have already created a [Spring Data JPA and H2 database](https://attacomsian.com/blog/spring-data-jpa-h2-database) application for the previous tutorial. Let us extend this application to add another entity and a repository interface.

Add the following Note entity to store notes:

**Note.java**

package com.attacomsian.jpa.custom.domains;

import javax.persistence.\*;

import java.util.Date;

@Entity

public class Note {

@Id

@GeneratedValue(strategy = GenerationType.AUTO)

private Long id;

private String title;

private int priority;

private boolean featured;

private Date created;

public Note() {

}

public Note(String title, int priority, boolean featured, Date created) {

this.title = title;

this.priority = priority;

this.featured = featured;

this.created = created;

}

// getters and setters, equals(), toString(), ... (omitted for brevity)

}

Next, add the following NoteRepository interface to save and fetch notes from the database:

**NoteRepository.java**

package com.attacomsian.jpa.custom.repositories;

import com.attacomsian.jpa.custom.domains.Note;

import org.springframework.data.repository.CrudRepository;

public interface NoteRepository extends CrudRepository<Note, Long> {

// TODO: add custom methods

}

## JPQL vs Native SQL Query

According to [Wikipedia](https://en.wikipedia.org/wiki/Java_Persistence_Query_Language):

The ***Java Persistence Query Language*** (JPQL) is a ***platform-independent object-oriented query language*** defined as part of the Java Persistence API (JPA) specification. JPQL is used to make queries against entities stored in a relational database. It is ***heavily inspired by SQL***, and its queries resemble SQL queries in syntax, but ***operate against JPA entity objects*** rather than directly with database tables.

Clearly, JPQL is just an object-oriented way of defining queries based on entity attributes. Spring Data JPA supports both JPQL as well as native SQL queries. The JPA implementation you use, which is Hibernate by default, will then execute the query and return the result. The only downside of using JPQL is that it supports a subset of the SQL standard. So, it may not be a great choice for complex queries.

Let us define a custom query using JPQL to retrieve all featured notes:

@Query("SELECT n FROM Note n WHERE n.featured = true")

List<Note> findByActiveNotes();

// SELECT clause is optional - it can be omitted

@Query("FROM Note n WHERE n.featured = true")

List<Note> findByActiveNotes();

The same query can be written in native SQL format. All you need to do is just set the nativeQuery attribute value to true and define the native SQL query in the value attribute of the @Query annotation:

@Query(value = "SELECT \* FROM Notes n WHERE n.featured = 1",

nativeQuery = true)

List<Note> findByFeaturedNotesNative();

## Positional vs Named Bind Parameters

Bind parameters act as a placeholder in a custom query that must be replaced with actual values before the query gets executed. There are two ways to bind parameters in Spring Data JPA. You can either use **positional** (also called indexed) or **named** bind parameters. Spring Data JPA treats both JPQL and native SQL queries bind parameters in the same way.

### Positional Parameters

A positional bind parameter is referenced by its position in the query. They are defined with ? followed by a number that specifies the position (?1, ?2, etc.). Spring Data JPA will automatically set the bind parameter values. It replaces the value of each method parameter with the value of a bind parameter in the same position. For example, the first method parameter value becomes the bind parameter value at position 1, the second method parameter value becomes the bind parameter value at position 2, and so on.

Here is an example of positional-based bind parameters:

// single bind parameter

@Query("SELECT n FROM Note n WHERE n.title = ?1")

List<Note> findByTitlePositionalBind(String title);

// multiple bind parameters

@Query("SELECT n FROM Note n WHERE n.title = ?1 AND n.featured = ?2")

List<Note> findByTitleAndFeaturedPositionalBind(String title, boolean featured);

### Named Parameters

Named bind parameters are another way of passing method parameter values to the query bind parameters. A named bind parameter starts with : followed by the name of the parameter. This gives you the liberty to pass method parameters in any order without worrying about their position.

You can use the @Param annotation to specify the name of the bind parameter in the method definition. Each method parameter annotated with @Param must have a corresponding bind parameter in the JPQL or SQL query. Named parameters are easier to read and less error-prone.

Let us have an example to demonstrate how to use named bind parameters:

// single named parameter

@Query("SELECT n FROM Note n WHERE n.title = :title")

List<Note> findByTitleNamedBind(@Param("title") String title);

// multiple named parameters

@Query("SELECT n FROM Note n WHERE n.title = :title AND n.featured = :featured")

List<Note> findByTitleAndFeaturedNamedBind(@Param("featured") boolean featured,

@Param("title") String title);

Named bind parameters are especially useful when you want to use a single method parameter value multiple times in the query. A common example is a search query:

@Query("SELECT u FROM User u WHERE " +

"lower(u.name) LIKE lower(CONCAT('%', :keyword, '%')) OR " +

"lower(u.email) LIKE lower(CONCAT('%', :keyword, '%'))")

List<User> searchUsers(@Param("keyword") String keyword);

## JPQL Selection Queries

The next step is to write some JPQL selection queries to retrieve data from the database. We'll be writing custom queries for the following JPA keywords using the @Query annotation:

* And / Or
* Equality
* Ignore Case
* Not Equal
* Like / Contains / Starts With / Ends With
* Less Than / Greater Than
* Between
* Before / After
* Null / Not Null
* In

// And / Or

@Query("SELECT n FROM Note n WHERE n.title = ?1 AND n.featured = ?2 OR n.priority = ?3")

List<Note> findByTitleAndFeaturedOrPriority(String title, boolean featured, int priority);

// Equality

@Query("SELECT n FROM Note n WHERE n.title = ?1")

List<Note> findByTitle(String title);

// Ignore Case

@Query("SELECT n FROM Note n WHERE lower(n.title) = lower(?1) ")

List<Note> findByTitleIgnoreCase(String title);

// Not Equal

@Query("SELECT n FROM Note n WHERE n.title <> ?1")

List<Note> findByTitleNotEqual(String title);

// Like / Contains / Starts With / Ends With

@Query("SELECT n FROM Note n WHERE n.title LIKE ?1")

List<Note> findByTitleLike(String pattern);

// Less Than

@Query("SELECT n FROM Note n WHERE n.priority < ?1")

List<Note> findByPriorityLessThan(int priority);

// Greater Than

@Query("SELECT n FROM Note n WHERE n.priority > ?1")

List<Note> findByPriorityGreaterThan(int priority);

// Between

@Query("SELECT n FROM Note n WHERE n.priority BETWEEN ?1 AND ?2")

List<Note> findByPriorityBetween(int start, int end);

// Before

@Query("SELECT n FROM Note n WHERE n.created < ?1")

List<Note> findByCreatedBefore(Date before);

// After

@Query("SELECT n FROM Note n WHERE n.created > ?1")

List<Note> findByCreatedAfter(Date before);

// Null

@Query("SELECT n FROM Note n WHERE n.title IS NULL")

List<Note> findByTitleIsNull();

// Not Null

@Query("SELECT n FROM Note n WHERE n.title IS NOT NULL")

List<Note> findByTitleIsNotNull();

// In

@Query("SELECT n FROM Note n WHERE n.priority IN ?1")

List<Note> findByPriorityIn(Set<Integer> priorities);

## Sorting Custom Query Results

Just like derived queries, you can add sorting to any custom query of Spring Data JPA. For **static ordering**, the simplest and fastest way is to use the JPQL's ORDER BY clause inside the query. It is very much similar to what you use for the native SQL query. Here is an example:

// sort notes in ascending order

@Query("SELECT n FROM Note n WHERE n.title = ?1 ORDER BY n.priority ASC")

List<Note> findByTitleOrderByPriorityAsc(String title);

// sort notes in descending order

@Query("SELECT n FROM Note n WHERE n.featured = ?1 ORDER BY n.created DESC")

List<Note> findByFeaturedOrderByCreatedDesc(boolean featured);

For **dynamic sorting**, Spring Data JPA allows you to add a special parameter of type Sort to the custom method definition. Spring Data JPA will then generate the ORDER BY clause automatically. This is similar to what we have used in a [derived query](https://attacomsian.com/blog/derived-query-methods-spring-data-jpa#sorting-derived-query-results):

@Query("SELECT n FROM Note n WHERE n.title = ?1")

List<Note> findByTitle(String title, Sort sort);

Now if you want to call the above sorting method, you need to create a Sort object to specify the entity attributes and their ordering:

// sort by title ascending

List<Note> startupNotes = noteRepository.findByTitle("startup", Sort.by("title").ascending());

// sort by priority descending

List<Note> techNotes = noteRepository.findByTitle("tech", Sort.by("priority").descending());

// sort by title's length in ascending order

List<Note> lengthyNotes = noteRepository.findByTitle("job", JpaSort.unsafe("LENGTH(title)"));

## Paginate Custom Query Results

In addition to sorting, Spring Data JPA also allows you to apply paging to your custom query results. When you use pagination, you only get a subset of the complete result as a Page object. A Page knows about the total number of elements and pages available.

To use pagination in a JPQL query, all you need to do is just pass the special parameter Pageable to your method definition. Spring Data JPA will generate the required code automatically to handle the pagination of the query result.

Here is an example:

@Query("SELECT n FROM Note n")

Page<Note> findAllNotesWithPagination(Pageable pageable);

When you call the findAllNotesWithPagination method, you need to pass an object that implements the Pageable interface:

Pageable pageable = PageRequest.of(0, 10);

Page<Note> notePage = noteRepository.findAllNotesWithPagination(pageable);

Sorting can also be added to the PageRequest instance:

Pageable pageable = PageRequest.of(0, 10, Sort.by("title").descending());

Page<Note> notePage = noteRepository.findAllNotesWithPagination(pageable);

## Update Queries with @Modifying Annotation

The @Query annotation is not just limited to defining queries that read data from the database. You can also use it to **define queries that insert, update, or delete records** in the database.

Since these queries change the state of the database, they are treated differently. You need to explicitly tell Spring Data JPA that your custom query changes the data by annotating the repository method with an additional @Modifying annotation. It will then execute the custom query as an update operation.

Here are some examples that demonstrate how to use the @Modifying annotation for update queries:

@Modifying

@Query("UPDATE Note n SET n.title = ?1 WHERE n.id = ?2")

int updateTitleById(String title, Long id);

@Modifying

@Query("DELETE FROM Note n WHERE n.title = ?1")

void deleteByTitle(String title);

@Modifying

@Query("UPDATE Note n SET n.title = ?1 WHERE n.id IN ?2")

int bulkUpdateTitle(String title, Set<Long> id);

@Modifying

@Query("DELETE FROM Note n WHERE n.featured = ?1 AND n.id IN ?2")

void bulkDeleteByFeatured(boolean featured, Set<Long> id);

## Dynamic Queries with SpEL Expressions

Spring Data JPA also allows you to use the Spring Expression Language (SpEL) expressions in custom queries that are defined using the @Query annotation. Upon query execution, these expressions are evaluated against a predefined set of variables.

### Generic Entity Names

In the above queries, we always referenced the entity by its name. However, you can replace the actual entity name with the entityName expression variable. This allows you to define queries for generic repositories. The entityName variable is especially useful if you decide to rename the entity in the future. Because you don't need to update all queries that reference the old entity name.

The following example query avoids referencing the Note entity by its name:

@Query("SELECT n from #{#entityName} n WHERE n.title = ?1")

List<Note> findByTitleGeneric(String title);

Spring Data JPA will replace the #{#entityName} SpEL expression with the actual entity name of the domain type of the repository. In the above example, Spring Data JPA replaces #{#entityName} with Note.

### Advanced LIKE Expressions

Another example of SpEL expressions is the definition of advanced LIKE expressions. You can, for example, append % to the beginning and end of a bind parameter and change the given parameter value to lower case:

@Query("SELECT n FROM Note n WHERE lower(n.title) LIKE %?#{[0].toLowerCase()}%")

List<Note> findByTitleIgnoreCaseSpEL(String title);

**Source Code:** Download the complete source code from [GitHub](https://github.com/attacomsian/code-examples/tree/master/spring-data-jpa/jpa-queries) available under MIT license.

## Conclusion

That's all peoples. In this article, you have learned about different ways of defining custom queries in Spring Data JPA by using the @Query annotation. Custom queries defined through the @Query annotation take precedence over all other query generation strategies including [derived queries](https://attacomsian.com/blog/derived-query-methods-spring-data-jpa).

The @Query annotation gives you full control over the executed query. You can choose between a JPQL or a native SQL query. By default, Spring Data JPA expects a JPQL query with the @Query annotation. If you want to run a native query instead, you have to set the nativeQuery parameter to true.

The @Query annotation can also be used to define modifying queries that insert, update, or remove records from the database. However, you need to annotate repository methods that execute modifying queries with the @Modifying annotation.

**Continue reading** the next part of this tutorial that explains how to [create and use named JPQL and native queries](https://attacomsian.com/blog/spring-data-jpa-named-queries).
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[Spring Data JPA](https://attacomsian.com/blog/getting-started-spring-data-jpa) allows you to execute different kinds of queries to retrieve data from the database. You can either use the method name to derive a query directly or manually define your own JPQL/native query using the [@Query annotation](https://attacomsian.com/blog/spring-data-jpa-query-annotation).

For simple use-cases, you can easily write a **derive query method by simply looking at the corresponding method name** in the entity class. Just define the query methods in a repository interface that extends one of the Spring Data's repositories such as CrudRepository. Spring Data JPA will create queries automatically by parsing these method names.

In this article, you'll learn how Spring Data JPA leverages the idea of method naming conventions for mapping JPA queries.

## Derived Query Methods Structure

A derived query **method name has two main components** separated by the first By keyword:

1. **The introducer** clause like find, read, query, count, or get which tells Spring Data JPA what you want to do with the method. This clause can contain further expressions, such as Distinct to set a distinct flag on the query to be created.
2. **The criteria** clause that starts after the first By keyword. The first By acts as a delimiter to indicate the start of the actual query criteria. The criteria clause is where you define conditions on entity properties and concatenate them with And and Or keywords.

Here are some examples:

# find users by last name

List<User> findByLastName(String lastName);

# find distinct users by email

List<User> findDistinctByEmail(String email);

# count users by profession

int countByProfession(String profession);

**Note:** You can also use readBy, getBy, and queryBy in place of findBy and Spring Data JPA would behave the same. For example, readByName(String name) is equivalent to findByName(String name).

## Create an Application

Let us first create a sample [Spring Boot application](https://attacomsian.com/blog/spring-data-jpa-h2-database) with Spring Data JPA and H2 database. If you prefer to use MySQL for the data store, follow this step-by-step [tutorial](https://attacomsian.com/blog/accessing-data-spring-data-jpa-mysql).

The sample application has just one User entity. Here is how it looks like:

**User.java**

package com.attacomsian.jpa.derived.domains;

import javax.persistence.\*;

import java.util.Date;

@Entity

public class User {

@Id

@GeneratedValue(strategy = GenerationType.AUTO)

private Long id;

private String name;

@Column(unique = true)

private String email;

private int age;

private Date birthDate;

private boolean active;

public User() {

}

public User(String name, String email, int age, Date birthDate, boolean active) {

this.name = name;

this.email = email;

this.age = age;

this.birthDate = birthDate;

this.active = active;

}

// getters and setters, equals(), toString(), ... (omitted for brevity)

}

Next, create the UserRepository interface which extends CrudRepository. We will use this repository interface for defining all our derived query methods. Here is how it looks like:

**UserRepository.java**

package com.attacomsian.jpa.derived.repositories;

import com.attacomsian.jpa.derived.domains.User;

import org.springframework.data.repository.CrudRepository;

public interface UserRepository extends CrudRepository<User, Long> {

// TODO: add derived methods

}

## Simple Derived Queries

Let us start with a simple example of a derived query that fetches User entities with a given name:

List<User> findByName(String name);

The above-derived query is pretty simple and self-explaining. The name of the method begins with the findBy keyword and then used the entity attribute name to specify the criteria. This method takes only one parameter that will be used to match the referenced entity attribute in the WHERE clause. The findByName() method returns a list of User entities as multiple users can have the same name.

Now if you run the application, the above-derived method will be translated to the following JPQL query:

SELECT u from User u WHERE u.name = ?1

Similarly, we can create simple queries for other User's entity attributes. The following query method returns a User instance matched with an email address:

Optional<User> findByEmail(String email);

## Derived Queries with Multiple Parameters

You can easily combine multiple condition expressions by using And and Or keywords. Let us combine the above two query methods to search for User entities with a given name or an email address:

List<User> findByNameOrEmail(String name, String email);

Another example of a derived query with multiple parameters that looks for User entities with a given name and age:

List<User> findByNameAndAge(String name, int age);

You can **concatenate as much expressions as you want** with And and Or keywords:

List<User> findByActiveAndBirthDateOrNameAndAge(boolean active,Date dob, String name, int age);

Spring Data JPA **does not explicitly limit** the number of expressions you can combine in a single derived query. However, you shouldn't go insane. Too long derived queries are hard to read and maintain. For complex use cases, you should rather use [custom queries](https://attacomsian.com/blog/spring-data-jpa-query-annotation).

## Equality Condition Keywords

For all derived queries we have written above, Spring Data JPA will generate a simple equals comparison. You can also specify other comparison operators by using equality keywords.

For an exact match, we only need to reference the entity attribute as we did above:

List<User> findByName(String name);

For more readability, you can add either Is or Equals:

List<User> findByNameIs(String name);

// OR

List<User> findByNameEquals(String name);

To express the inequality, you can use the IsNot keyword:

List<User> findByNameIsNot(String name);

// OR

List<User> findByNameNot(String name);

For the null value comparison, we cannot directly use the equal (=) operator. If you pass a null parameter value, Spring Data JPA won't through an exception. Instead, it will translate the query to an IS NULL SQL comparison.

To explicitly add the IS NULL or IS NOT NULL criteria to the query, you can use IsNull and IsNotNull respectively:

List<User> findByEmailIsNull();

List<User> findByEmailIsNotNull();

For boolean entity attributes, you can even go one step further and directly add True and False keywords for the equality conditions:

List<User> findByActiveTrue();

List<User> findByActiveFalse();

## Matching Condition Keywords

To check if the value of an entity attribute contains the given substring, we can use the matching condition keywords.

For example, we can find users whose names **start with a specific value** by using the StartingWith keyword:

List<User> findByNameStartingWith(String prefix);

// OR

List<User> findByNameIsStartingWith(String prefix);

// OR

List<User> findByNameStartsWith(String prefix);

Spring Data JPA will translate this to WHERE name LIKE 'prefix%' query.

For users whose names **end with a specific value**, you should use endingWith keyword that translates to WHERE name LIKE '%suffix':

List<User> findByNameEndingWith(String suffix);

Similarly, for users whose names **contain a specific value**, there exists a Containing keyword which is equivalent to WHERE name LIKE '%infix%':

List<User> findByNameContaining(String infix);

All the above three condition keywords automatically append the % operator to the parameter value. It is good enough for simple use cases.

For complex matching operation which includes several % operators, you should use the Like keyword instead:

List<User> findByEmailLike(String pattern);

The Like (or NotLike) keyword does not append the % operator to the argument. You have to explicitly define the matching pattern like below:

String pattern = "%atta%@gmail%";

List<User> users = userRepository.findByEmailLike(pattern);

## Comparison Condition Keywords

Spring Data JPA also provides keywords for comparison operations. For example, we can use LessThan and LessThanEqual keywords to compare the value of a specific property with the given value:

List<User> findByAgeLessThan(int age);

List<User> findByAgeLessThanEqual(int age);

For > and >= comparison operations, you should use GreaterThan and GreaterThanEqual keywords:

List<User> findByAgeGreaterThan(int age);

List<User> findByAgeGreaterThanEqual(int age);

To check if the value of an entity attribute is between two given values, Spring Data JPA provides Between keyword:

List<User> findByAgeBetween(int start, int end);

Two more interesting keywords, supported by the Spring Data JPA, are Before and After. We can use these keywords to find users who were born before or after a given date:

List<User> findByBirthDateBefore(Date before);

List<User> findByBirthDateAfter(Date after);

## Distinct and IgnoreCase Keywords

The Distinct keyword is used to enables the distinct flag for the query:

List<User> findDistinctByEmail(String email);

List<User> findDistinctPeopleByNameOrEmail(String name, String email);

The IgnoreCase keyword is used to enable case-insensitive search for a specific property:

List<User> findByNameIgnoreCase(String name);

To enable case-insensitive search for all suitable properties, you should use the AllIgnoreCase keyword:

List<User> findByNameOrEmailAllIgnoreCase(String name, String email);

## Sorting Derived Query Results

Spring Data JPA also allows us to enable **static ordering** by appending an OrderBy clause to the query method that references a property and by providing a sorting direction (Asc or Desc).

The following example uses static ordering to retrieve all User entities whose name contains a given value in the ascending order:

List<User> findByNameContainingOrderByName(String name);

// OR

List<User> findByNameContainingOrderByNameAsc(String name);

By default, the OrderBy clause sorts the results in the ascending order. But you can add Desc to reverse the sorting direction:

List<User> findByNameContainingOrderByNameDesc(String name);

If you need **dynamic ordering**, you can add a Sort parameter to your query method. This is one of the special parameters supported by Spring Data JPA. Sort triggers the generation of an ORDER BY clause. Here is an example:

List<User> findByNameContaining(String name, Sort sort);

To call the above method, you need to create a Sort object to specify the entity attributes and their ordering:

// sort users in ascending order

List<User> users = userRepository.findByNameContaining("john", Sort.by("name").descending());

// sort users in descending order

List<User> users = userRepository.findByNameContaining("john", Sort.by("name").descending());

// multiple sort parameters

List<User> users = userRepository.findByNameContaining("john", Sort.by("name", "age").descending());

## Limiting Derived Query Results

The results of derived query methods can be limited by using the First or Top keywords interchangeably. An optional numeric value can be added to Top or First to specify the maximum number of results to be returned. If the number is not provided, a result size of 1 is used.

The following examples show how to limit the derived query result size:

User findFirstByOrderByName();

User findTopByOrderByAgeDesc();

List<User> findFirst5ByEmail(String email);

List<User> findDistinctTop3ByAgeLessThan(int age);

## Paginate Derived Query Results

Spring Data JPA provides another special parameter Pageable to apply pagination to query results. You just need to add this special parameter to your query method definition and change the return type to Page<User>:

Page<User> findByActive(boolean active, Pageable pageable);

The Pageable interface makes it very easy to dynamically add paging to your statically defined query. A Page knows about the total number of elements and pages available.

You just define the page number you want to retrieve and how many records should be on a page. That’s it. Spring Data JPA will automatically create an appropriate paging query:

Pageable pageable = PageRequest.of(0, 10);

Page<User> userPage = userRepository.findByActive(true, pageable)

You can even add dynamic sorting to derived query through the Pageable instance:

Pageable pageable = PageRequest.of(0, 10, Sort.by("name").descending());

Page<User> userPage = userRepository.findByActive(true, pageable);

## Derived Delete Queries

Spring Data JPA also supports derived delete queries:

// delete all users by name

void deleteByName(String name);

// delete all active or inactive users

void deleteAllByActive(boolean active);

**Source code:** Download the complete source code from [GitHub](https://github.com/attacomsian/code-examples/tree/master/spring-data-jpa/jpa-queries) available under MIT license.

## Conclusion

That's all folks for creating and using derived queries in Spring Data JPA. You have learned the structure of derived query methods, JPA supported keywords, sorting, paginating, limiting the result size, and much more.

Spring Data JPA is a powerful tool that **provides an extra layer of abstraction** on top of an existing JPA provider like Hibernate. The derived query feature, which I just explain in this tutorial, is one of the most loved features of Spring Data JPA.

You just need to follow conventions while writing derived methods. As long as your query method name starts with find…By, read…By, query…By, count…By, or get…By and follows the right criteria pattern, Spring Data translates it to create the required JPQL query.

Check out the [official documentation](https://docs.spring.io/spring-data/jpa/docs/current/reference/html/#jpa.query-methods) to learn more about all the available options.

**Continue reading** the next part of this tutorial that describes how to [create and use custom JPQL and native queries](https://attacomsian.com/blog/spring-data-jpa-query-annotation) with the @Query annotation.
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[Spring Data JPA](https://attacomsian.com/blog/getting-started-spring-data-jpa) is a powerful tool for building Spring-based applications that use different data access technologies, relational and non-relational databases, map-reduce frameworks, and cloud-based data services.

In an [earlier article](https://attacomsian.com/blog/spring-data-jpa-h2-database), I talked about using Spring Data JPA with the H2 database in a Spring Boot application for **storing and accessing data from the in-memory store**.

In this article, you'll learn **how to use MySQL with Spring Data JPA in a Spring Boot application** for data persistence. We'll be building a simple note-taking application that uses Spring Data JPA to store and retrieve data in a relational database — MySQL.

## Dependencies

You only need spring-data-starter-data-jpa and mysql-connector-java dependencies to use MySQL database with Spring Data JPA.

If you are using Gradle, add the following dependencies to your build.gradle file:

implementation 'org.springframework.boot:spring-boot-starter-data-jpa'

runtimeOnly 'mysql:mysql-connector-java'

For a Maven project, include the following dependencies to the pom.xml file:

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-data-jpa</artifactId>

</dependency>

<dependency>

<groupId>mysql</groupId>

<artifactId>mysql-connector-java</artifactId>

<scope>runtime</scope>

</dependency>

If you want to create a new Spring Boot project from scratch, just use [Spring Initializr](https://start.spring.io/) web tool to bootstrap a new application with the above dependencies.

## Configure MySQL Database

By default, Spring Boot **automatically configures the Hibernate as a JPA provider** and also tries to configure the data source object based on the dependencies available in the classpath and properties declared in the application.properties or application.yml file.

The classpath dependencies work well for in-memory databases like [H2](https://attacomsian.com/blog/spring-data-jpa-h2-database#configure-h2-database). But for MySQL, we need to explicitly define the database connection credentials in a properties file.

Just open the application.properties file and add the following properties into it:

# MySQL connection properties

spring.datasource.driver-class-name=com.mysql.cj.jdbc.Driver

spring.datasource.username=root

spring.datasource.password=mypass

spring.datasource.url=jdbc:mysql://localhost:3306/testdb?createDatabaseIfNotExist=true&useSSL=false

# Log JPA queries

# Comment this in production

spring.jpa.show-sql=true

# Drop and create new tables (create, create-drop, validate, update)

# Only for testing purpose - comment this in production

spring.jpa.hibernate.ddl-auto=create

# Hibernate SQL dialect

spring.jpa.properties.hibernate.dialect=org.hibernate.dialect.MySQL5InnoDBDialect

Spring Boot will read the above properties and will auto-configure a DataSource bean for you.

Alternatively, you can define the DataSource bean in a @Configuration annotated Java class like below:

@Bean

public DataSource dataSource() {

DriverManagerDataSource dataSource = new DriverManagerDataSource();

dataSource.setDriverClassName("com.mysql.cj.jdbc.Driver");

dataSource.setUsername("root");

dataSource.setPassword("mypass");

dataSource.setUrl("jdbc:mysql://localhost:3306/testdb?createDatabaseIfNotExist=true&useSSL=false");

return dataSource;

}

The above configuration will automatically create a MySQL database named **testdb**. Make sure to change the username and password properties to match your installation.

## Create an Entity

The next step is to create the Note entity for storing notes. This class has the following properties:

* id — Unique primary key with auto-increment enabled.
* title — The title of the Note entity.
* content — Note's body. Must not be null.
* created — The timestamp at which the Note object was created.

Now, let's add the Note entity with the following content:

**Note.java**

package com.attacomsian.jpa.domains;

import javax.persistence.\*;

import java.util.Date;

@Entity

@Table(name = "notes")

public class Note {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

private String title;

private String content;

private Date created;

public Note() {

}

public Note(String title, String content, Date created) {

this.title = title;

this.content = content;

this.created = created;

}

// getters and setters, equals(), toString() .... (omitted for brevity)

}

All Spring Data JPA models must be annotation with the @Entity annotation to indicate that they are JPA entities.

This time, we also annotated the Note class with the @Table annotation to specify the name of the database table that this entity will be mapped to.

The id attribute is annotated with both @Id and @GeneratedValue annotations. The former indicates that it is a primary key of the entity. The latter defines the primary key generation strategy. In the above case, we have declared the primary key as an AUTO INCREMENT field.

The other three properties, title, content and created, are left unannotated. This means they are mapped to database columns that share the same names as the properties themselves.

## Create a Repository

Let us create the NoteRepository interface to store and access data from MySQL database:

**NoteRepository.java**

package com.attacomsian.jpa.repositories;

import com.attacomsian.jpa.domains.Note;

import org.springframework.data.repository.CrudRepository;

import java.util.List;

public interface NoteRepository extends CrudRepository<Note, Long> {

List<Note> findByTitleContaining(String title);

}

NoteRepository extends the CrudRepository interface. The type of entity and ID that it needs, Note and Long, are specified in the generic parameters on CrudRepository.

We also defined an additional method findByTitleContaining() to get all notes that contain a specific keyword in their title value.

That's it. You can now use generic CRUD methods like save(), delete(), count(), findById(), and findAll() on NoteRepository.

The best thing is you **don't need to provide an implementation for these methods**. Spring Data JPA will automatically create an implementation when you run the application. That's what makes Spring Data JPA so powerful too to use for data access layers.

## Create an Application Class

The next step is to create the main application class that will act as an entry point for our [Spring Boot console application](https://attacomsian.com/blog/spring-boot-console-application):

**Application.java**

package com.attacomsian.jpa;

import com.attacomsian.jpa.domains.Note;

import com.attacomsian.jpa.repositories.NoteRepository;

import org.springframework.boot.CommandLineRunner;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.annotation.Bean;

import java.util.Date;

@SpringBootApplication

public class Application {

public static void main(String[] args) {

SpringApplication.run(Application.class, args);

}

@Bean

public CommandLineRunner noteDemo(NoteRepository noteRepository) {

return (args) -> {

// create notes

noteRepository.save(new Note("Welcome to Spring Boot", "Basic Introduction", new Date()));

noteRepository.save(new Note("Learn Spring Data JPA", "Java Persistence Layer", new Date()));

noteRepository.save(new Note("Learn Spring Security", "Build Secure Web Apps", new Date()));

// fetch all notes

System.out.println("Notes found with findAll():");

System.out.println("---------------------------");

for (Note note : noteRepository.findAll()) {

System.out.println(note.toString());

}

System.out.println();

// fetch note by id

Note note = noteRepository.findById(1L).get();

System.out.println("Note found with findById(1L):");

System.out.println("-----------------------------");

System.out.println(note.toString());

System.out.println();

// fetch all notes that contain keyword `learn`

System.out.println("Notes that contain keyword 'learn':");

System.out.println("-----------------------------------");

for (Note n : noteRepository.findByTitleContaining("learn")) {

System.out.println(n.toString());

}

System.out.println();

// update note title

Note noteUpdate = noteRepository.findById(2L).get();

noteUpdate.setTitle("Understanding Spring Data JPA");

noteRepository.save(noteUpdate);

System.out.println("Update note title:");

System.out.println("------------------");

System.out.println(noteUpdate.toString());

System.out.println();

// total notes in DB

System.out.println("Total notes in DB:");

System.out.println("------------------");

System.out.println(noteRepository.count());

System.out.println();

// delete all notes

noteRepository.deleteAll();

};

}

}

The above code is very much self-explanatory. The Application class is annotated with @SpringBootApplication to enable the auto configurations. The main() method calls Spring Boot’s SpringApplication.run() method to start the application.

We are auto wiring NoteRepository to the noteDemo() method. Inside this method, we first save a few Note objects through the save() method. Next, we call the fetchAll() method to get all Note objects from the MySQL database.

Later, we get a single Note object from the database by its ID using findById(). Finally, we call the findByTitleContaining() method to fetch all notes which contain the keyword learn in their titles.

## Run the Application

Let us run the application to see the output. If you are using Gradle, execute the following command to start the application:

$ ./gradlew bootRun

For Maven, type the following command to launch the application:

$ ./mvnw spring-boot:run

You should see the following output printed on the console:

Notes found with findAll():

---------------------------

Note{id=1, title='Welcome to Spring Boot', content='Basic Introduction', created=2019-10-03 13:48:52.0}

Note{id=2, title='Learn Spring Data JPA', content='Java Persistence Layer', created=2019-10-03 13:48:52.0}

Note{id=3, title='Learn Spring Security', content='Build Secure Web Apps', created=2019-10-03 13:48:52.0}

Note found with findById(1L):

-----------------------------

Note{id=1, title='Welcome to Spring Boot', content='Basic Introduction', created=2019-10-03 13:48:52.0}

Notes that contain keyword 'learn':

-----------------------------------

Note{id=2, title='Learn Spring Data JPA', content='Java Persistence Layer', created=2019-10-03 13:48:52.0}

Note{id=3, title='Learn Spring Security', content='Build Secure Web Apps', created=2019-10-03 13:48:52.0}

Update note title:

------------------

Note{id=2, title='Understanding Spring Data JPA', content='Java Persistence Layer', created=2019-10-03 13:48:52.0}

Total notes in DB:

------------------
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**Source code:** Download the complete source code from [GitHub](https://github.com/attacomsian/code-examples/tree/master/spring-data-jpa/jpa-mysql) available under MIT license.

## Conclusion

Congratulations! You have successfully created a simple Spring Boot application that uses Spring Data JPA with MySQL database to store, access, delete and update data. In short, it performs all CRUD operations.

Check out the [getting started with Spring Data JPA](https://attacomsian.com/blog/getting-started-spring-data-jpa) guide to learn more about the core features and configuration instructions for different data sources.
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Task scheduling is frequently used in web applications to execute different jobs at certain times without any manual input. Examples include backing up the database, sending newsletter emails, deleting log files, moving files from one server to another server, just to name a few.

Spring Boot provides multiple ways to schedule tasks. You can either use @Scheduled annotation or use a custom thread pool to run your tasks at specific times.

In this article, we will learn how to schedule tasks in a Spring Boot application using @Scheduled annotation. We will also take a look at using a custom thread pool to execute scheduled tasks.

## Dependencies

We only need spring-boot-starter dependency to use the @Scheduled annotation. Add the following to your build.gradle file:

implementation 'org.springframework.boot:spring-boot-starter'

If you are using Maven, add the following dependency to your pom.xml file:

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

## Enable Scheduling

We can enable the scheduling functionality by adding @EnableScheduling annotation to the main application class or any other configuration class like below:

**Application.java**

package com.attacomsian.scheduling;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.scheduling.annotation.EnableScheduling;

@SpringBootApplication

@EnableScheduling

public class Application {

public static void main(String[] args) {

SpringApplication.run(Application.class, args);

}

}

@EnableScheduling annotation ensures that a background task executor is created with a single thread.

## Scheduling Tasks

Scheduling a task is easy. Simply add the @Scheduled annotation to any method you want to schedule and set the time it should execute. However, all such methods must meet the following two conditions:

1. The method return type should be void (void)
2. The method should not accept any parameter

That being said, let us create a Java class that will act as a container to hold all our scheduled tasks:

**ScheduledTasks.java**

package com.attacomsian.scheduling;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.stereotype.Component;

import java.time.format.DateTimeFormatter;

@Component

public class ScheduledTasks {

private static final Logger logger = LoggerFactory.getLogger(ScheduledTasks.class);

private static final DateTimeFormatter formatter = DateTimeFormatter.ofPattern("HH:mm:ss");

// add scheduled methods here

}

## Schedule Task with Fixed Rate

Let us schedule our first task that executes at a fixed interval of time by using fixedRate property in the @Scheduled annotation:

@Scheduled(fixedRate = 2500)

public void scheduleTaskWithFixedRate() {

logger.info("Fixed Rate Task: Current Time - {}", formatter.format(LocalDateTime.now()));

}

The above task is scheduled to execute every 3 seconds and outputs the following on the console:

Fixed Rate Task: Current Time - 13:36:53

Fixed Rate Task: Current Time - 13:36:56

Fixed Rate Task: Current Time - 13:36:58

Fixed Rate Task: Current Time - 13:37:01

...

The fixedRate task is invoked for every specified interval. The specified interval between method invocations is measured from the start time of each invocation. In other words, the task is executed again even if the previous invocation of the task is not completed.

This option is **best suited when each execution of the task is independent**. The fixedRate property executes the task at every n milliseconds. It does not wait for any previous execution to finish.

## Schedule Task with Fixed Delay

Very similar to fixedRate, the fixedDelay task is invoked for every specified interval but the time is measured from the completion time of each preceding invocation.

In short, the time between the end of the last execution and the start of the next execution is constant. The task always waits until the previous one is completed.

Consider the following example:

@Scheduled(fixedDelay = 2000)

public void scheduleTaskWithFixedDelay() throws InterruptedException {

logger.info("Fixed Delay Task: Start Time - {}", formatter.format(LocalDateTime.now()));

// add some virtual processing time

TimeUnit.SECONDS.sleep(3);

logger.info("Fixed Delay Task: End Time - {}", formatter.format(LocalDateTime.now()));

}

The task is scheduled to execute every 2 seconds and prints the start and finish times of the execution. Since we have added 3 seconds of virtual processing time, it will take at least 3 seconds to complete. There will be a delay of 5 seconds between successive invocations:

Fixed Delay Task: Start Time - 14:02:28

Fixed Delay Task: End Time - 14:02:31

Fixed Delay Task: Start Time - 14:02:33

Fixed Delay Task: End Time - 14:02:36

Fixed Delay Task: Start Time - 14:02:38

Fixed Delay Task: End Time - 14:02:41

Fixed Delay Task: Start Time - 14:02:43

Fixed Delay Task: End Time - 14:02:46

...

This option is **best suited when the previous execution of the task must be completed** before executing it again. The fixedDelay property makes sure that is always a delay of n milliseconds between consecutive invocations of a task. For dependent tasks, it is pretty helpful.

## Schedule Task with Initial Delay

You can also specify the initial time to wait (in milliseconds) before the first execution of the task begins by using the initialDelay property. It works with both fixedRate and fixedDelay properties.

In the following example, the task is executed the first time after a wait of 5 seconds and then it executes normally after every 2 seconds:

@Scheduled(fixedRate = 2000, initialDelay = 5000)

public void scheduleTaskWithFixedRateAndInitialDelay() {

logger.info("Fixed Rate Task with Initial Delay: Current Time - {}", formatter.format(LocalDateTime.now()));

}

The initialDelay property delays the first execution of the task for the specified milliseconds. After the first execution, the task starts executing normally:

# Server started at 14:42:20

Fixed Rate Task with Initial Delay: Current Time - 14:42:25

Fixed Rate Task with Initial Delay: Current Time - 14:42:27

Fixed Rate Task with Initial Delay: Current Time - 14:42:29

Fixed Rate Task with Initial Delay: Current Time - 14:42:31

...

The initialDelay property helps **delay the first execution of the task until the data required to execute the tasks is provided** by some other services.

## Schedule Task using Cron Expression

Sometimes the fixed-rate and fixed-delay are not enough to fulfill our needs. We want more flexibility to control the schedule of our tasks. For example, we might want to send a newsletter every Thursday or back up our database every week. This is something that cannot be done with the above properties.

That is where the [cron expressions](https://en.wikipedia.org/wiki/Cron" \t "_blank" \o "Open in new window) come handy. They provide complete flexibility to schedule the tasks, whatever the way you want to choose.

Here is an example task that uses cron expression to execute every minute:

@Scheduled(cron = "0 \* \* \* \* ?")

public void scheduleTaskWithCronExpression() {

logger.info("Cron Task: Current Time - {}", formatter.format(LocalDateTime.now()));

}

Cron Task: Current Time - 15:17:00

Cron Task: Current Time - 15:18:00

Cron Task: Current Time - 15:19:00

Cron Task: Current Time - 15:20:00

...

Let us have a few more examples of cron expressions. The following tasks are scheduled to be executed at 4:45 AM on the 10th day of every month:

@Scheduled(cron = "0 45 4 10 \* ?")

public void scheduleTaskWithCronExpression2() {

logger.info("Cron Task: Current Time - {}", formatter.format(LocalDateTime.now()));

}

Cron expressions are somehow complex to write and understand. [crontab.guru](https://crontab.guru/" \t "_blank" \o "Open in new window) is a nice little tool that makes it easy to generate cron schedule expressions:

# At 12:00 on Sunday

0 0 12 \* \* Sun

# At 14:15 in every 2nd month

0 15 14 \* \*/2 \*

# At 08:00 on every day-of-week from Monday through Friday

0 0 8 \* \* Mon-Fri

# At 12:30 on every 15th day-of-month if it's on Wednesday

0 30 12 \*/15 \* Wed

## Parameterizing the Schedule

In the above examples, we have hard-coded the time intervals and cron expressions. Now if you want to change the execution time of any task, we have to recompile and redeploy the entire application. This is certainly not flexible.

Fortunately, we can make use of Spring Expression Language (SpPL) and store the configuration of the tasks in a properties file:

@Scheduled(fixedRateString = "${fixed-rate.in.milliseconds}")

public void scheduleDynamicTaskWithFixedRate() {

logger.info("Fixed Rate Dynamic Task: Current Time - {}", formatter.format(LocalDateTime.now()));

}

@Scheduled(fixedDelayString = "${fixed-delay.in.milliseconds}")

public void scheduleDynamicTaskWithFixedDelay() {

logger.info("Fixed Delay Dynamic Task: Current Time - {}", formatter.format(LocalDateTime.now()));

}

@Scheduled(cron = "${cron.expression}")

public void scheduleDynamicTaskWithCronExpression() {

logger.info("Cron Dynamic Task: Current Time - {}", formatter.format(LocalDateTime.now()));

}

And our application.properties file will look like this:

**application.properties**

fixed-rate.in.milliseconds=5000

fixed-delay.in.milliseconds=4000

cron.expression=0 15 5 \* \* FRI

## Custom Thread Pool Configuration

By default, @EnableScheduling annotation creates a thread pool with only one thread. The invocation of all @Scheduled tasks is queued and executed by an only thread. So if you have multiple scheduled tasks in your application, you might see weird behavior of invocation (since the tasks are queued).

But the good thing is you can create your own custom thread pool with multiple threads and configure the application to use that for executing all scheduled tasks:

**SchedulerConfig.java**

package com.attacomsian.scheduling;

import org.springframework.beans.factory.annotation.Value;

import org.springframework.scheduling.annotation.SchedulingConfigurer;

import org.springframework.scheduling.concurrent.ThreadPoolTaskScheduler;

import org.springframework.scheduling.config.ScheduledTaskRegistrar;

public class SchedulerConfig implements SchedulingConfigurer {

@Value("${thread.pool.size}")

private int POOL\_SIZE;

@Override

public void configureTasks(ScheduledTaskRegistrar taskRegistrar) {

ThreadPoolTaskScheduler scheduler = new ThreadPoolTaskScheduler();

scheduler.setPoolSize(POOL\_SIZE);

scheduler.setThreadNamePrefix("my-scheduled-task-pool-");

scheduler.initialize();

taskRegistrar.setTaskScheduler(scheduler);

}

}

Add the following property to your application.properties file:

thread.pool.size=10

Spring will now create a custom thread pool with 10 threads to execute the tasks. You can also find the thread name in log that was invoked to execute the task:

[ My-Scheduler-4] : Fixed Delay Dynamic Task: Current Time - 17:20:03

[ My-Scheduler-8] : Fixed Rate Dynamic Task: Current Time - 17:20:04

[ My-Scheduler-1] : Fixed Delay Dynamic Task: Current Time - 17:20:07

[ My-Scheduler-7] : Fixed Rate Dynamic Task: Current Time - 17:20:09

[ My-Scheduler-2] : Fixed Delay Dynamic Task: Current Time - 17:20:11

...

**Source code:** Download the complete source code from [GitHub](https://github.com/attacomsian/code-examples/tree/master/spring-boot/scheduling) available under MIT license.

## Conclusion

That's all folks for task scheduling in Spring Boot. We have learned how to schedule tasks in Spring Boot using @Scheduled annotation. We also learned to create and use a custom thread pool for executing these tasks.

Task scheduling is much valuable to automate complex tasks that would have taken a lot of time doing manually. It saves time that can be spent on other productive things instead of worrying about routine tasks.
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Handling uploading and downloading files are very common jobs in most of the web applications. Spring Boot provides the MultipartFile interface to handle HTTP multi-part requests for uploading files.

In this tutorial, we will learn the following:

* Create a Spring Boot web application that allows file uploads
* Upload single and multiple files using RESTful web services
* Download file using RESTful web service
* List all files uploaded on the server
* A simple [Thymeleaf](https://attacomsian.com/blog/spring-boot-thymeleaf-example) & HTML web interface to upload file(s) from browser

Tools you need to complete this tutorial:

* [Java 8+](https://attacomsian.com/blog/install-java-on-ubuntu)
* JDK 1.8+
* [Spring Boot](https://attacomsian.com/blog/scaffolding-spring-boot-application)
* Thymeleaf
* [Gradle 4+](https://attacomsian.com/blog/install-gradle-on-ubuntu)
* Postman (optional for testing RESTful APIs)

**Note:** This article uses RESTful web services to upload and download files in Spring Boot. If you are using Thymeleaf and want to upload a file, check out [this guide](https://attacomsian.com/blog/spring-boot-thymeleaf-file-upload).

## Project Dependencies

We only need spring-boot-starter-web and spring-boot-starter-thymeleaf [starter dependencies](https://attacomsian.com/blog/spring-boot-starters) for our example Spring Boot project. We do not need any extra dependency for file upload. Here is how our build.gradle file looks like:

**build.gradle**

plugins {

id 'org.springframework.boot' version '2.1.3.RELEASE'

id 'java'

}

apply plugin: 'io.spring.dependency-management'

group = 'com.attacomsian'

version = '0.0.1-SNAPSHOT'

sourceCompatibility = '1.8'

repositories {

mavenCentral()

}

dependencies {

implementation 'org.springframework.boot:spring-boot-starter-thymeleaf'

implementation 'org.springframework.boot:spring-boot-starter-web'

}

I used [Spring Initializr](https://start.spring.io/) to generate the above Gradle configuration file. It is an easier and quicker way to create a Spring Boot application.

## Configure Properties

Before we start the actual work, let's first configure the location on the server where all the uploaded files will be stored. We'll also configure the maximum file size that can be uploaded in a single HTTP multi-part request. Spring Boot automatically enables multipart/form-data requests, so we do not need to do anything.

**application.properties**

# max file size

spring.servlet.multipart.max-file-size=10MB

# max request size

spring.servlet.multipart.max-request-size=10MB

# files storage location (stores all files uploaded via REST API)

storage.location=./uploads

In above properties file, we have two multi-part settings:

* spring.servlet.multipart.max-file-size is set to 10MB, which means total files size cannot exceed 10MB.
* spring.servlet.multipart.max-request-size sets the maximum multipart/form-data request size to 10MB.

In simple words, we cannot upload files greater than 10MB in size given the above configuration.

## Enable Configuration Properties

In our application.properties file, we define the storage location. Now let's create a POJO class called StorageProperties and annotate it with @ConfigurationProperties to automatically bind the properties defined in application.properties file.

**StorageProperties.java**

package com.attacomsian.uploadfiles.storage;

import org.springframework.boot.context.properties.ConfigurationProperties;

@ConfigurationProperties(prefix = "storage")

public class StorageProperties {

private String location;

public String getLocation() {

return location;

}

public void setLocation(String location) {

this.location = location;

}

}

Notice the prefix= "storage" attribute in the above annotation. It instructs @ConfigurationProperties to bind all the properties that start with storage prefix to their corresponding attributes of POJO class when the application is started.

The next step is to enable the ConfigurationProperties feature by adding @EnableConfigurationProperties annotation to our main configuration class.

**Application.java**

package com.attacomsian.uploadfiles;

import com.attacomsian.uploadfiles.storage.StorageProperties;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.boot.context.properties.EnableConfigurationProperties;

@SpringBootApplication

@EnableConfigurationProperties(StorageProperties.class)

public class Application {

public static void main(String[] args) {

SpringApplication.run(Application.class, args);

}

}

## Files Upload Controller

Let's now create a controller class called FileController for handling uploading and downloading files via RESTful web services. It also defines a route to list all the uploaded files.

**FileController.java**

package com.attacomsian.uploadfiles.controllers;

import com.attacomsian.uploadfiles.commons.FileResponse;

import com.attacomsian.uploadfiles.storage.StorageService;

import org.springframework.core.io.Resource;

import org.springframework.http.HttpHeaders;

import org.springframework.http.ResponseEntity;

import org.springframework.stereotype.Controller;

import org.springframework.ui.Model;

import org.springframework.web.bind.annotation.\*;

import org.springframework.web.multipart.MultipartFile;

import org.springframework.web.servlet.support.ServletUriComponentsBuilder;

import java.util.Arrays;

import java.util.List;

import java.util.stream.Collectors;

@Controller

public class FileController {

private StorageService storageService;

public FileController(StorageService storageService) {

this.storageService = storageService;

}

@GetMapping("/")

public String listAllFiles(Model model) {

model.addAttribute("files", storageService.loadAll().map(

path -> ServletUriComponentsBuilder.fromCurrentContextPath()

.path("/download/")

.path(path.getFileName().toString())

.toUriString())

.collect(Collectors.toList()));

return "listFiles";

}

@GetMapping("/download/{filename:.+}")

@ResponseBody

public ResponseEntity<Resource> downloadFile(@PathVariable String filename) {

Resource resource = storageService.loadAsResource(filename);

return ResponseEntity.ok()

.header(HttpHeaders.CONTENT\_DISPOSITION,

"attachment; filename=\"" + resource.getFilename() + "\"")

.body(resource);

}

@PostMapping("/upload-file")

@ResponseBody

public FileResponse uploadFile(@RequestParam("file") MultipartFile file) {

String name = storageService.store(file);

String uri = ServletUriComponentsBuilder.fromCurrentContextPath()

.path("/download/")

.path(name)

.toUriString();

return new FileResponse(name, uri, file.getContentType(), file.getSize());

}

@PostMapping("/upload-multiple-files")

@ResponseBody

public List<FileResponse> uploadMultipleFiles(@RequestParam("files") MultipartFile[] files) {

return Arrays.stream(files)

.map(file -> uploadFile(file))

.collect(Collectors.toList());

}

}

As always, our controller class is annotated with @Controller to let the Spring MVC pick it up for routes. Each method is decorated with @GetMapping or @PostMapping to bind the path and the HTTP action with that particular method.

* GET / loads the current list of uploaded files and renders it into a Thymeleaf template called listFiles.html.
* POST /download/{filename} resolves the resource if it exists, and sends it to the browser for download. HttpHeaders.CONTENT\_DISPOSITION adds the "Content-Disposition" response header to indicate file attachment.
* POST /upload-file & /upload-multiple-files routes handle HTTP multi-part requests and use StorageService for saving files on the server. Both these methods return an object of FileResponse after the upload is finished.

The FileResponse class is used to return a [JSON response](https://attacomsian.com/blog/processing-json-spring-boot) for RESTful web services.

**FileResponse.java**

package com.attacomsian.uploadfiles.commons;

public class FileResponse {

private String name;

private String uri;

private String type;

private long size;

public FileResponse(String name, String uri, String type, long size) {

this.name = name;

this.uri = uri;

this.type = type;

this.size = size;

}

// getters and setters removed for the sake of brevity

}

The FileController class uses the StorageService interface for storing and resolving files in the file system. It is the most important class for handling files in our example. We'll define these classes in the next section.

In production, it's not advised to store the uploaded files in your application file system. You might lose all files if your application server is damaged. It also makes very difficult to move the application from one server to another. Therefore, it is a good practice to use external storage like AWS S3 for storing all the uploaded files. I'll write about this topic in the future.

## Storage Service

Finally, it is time to create a storage service called StorageService for our controller to connect with a storage layer (e.g. file system in our case). This task involves several classes. We'll define these classes one-by-one.

The first step is to define an interface called StorageService as shown below:

**StorageService.java**

package com.attacomsian.uploadfiles.storage;

import org.springframework.core.io.Resource;

import org.springframework.web.multipart.MultipartFile;

import java.nio.file.Path;

import java.util.stream.Stream;

public interface StorageService {

void init();

String store(MultipartFile file);

Stream<Path> loadAll();

Path load(String filename);

Resource loadAsResource(String filename);

void deleteAll();

}

The above interface declares several abstract methods for initializing, storing, removing and retrieving files. It only lists possible storage operations without their implementation. Now, it is up to you to decide how you want to implement them. In this example, we will use our file system for handling files. It can also be implemented to store the files on any external location.

Let's create a concrete class FileSystemStorageService that implements the StorageService interface.

**FileSystemStorageService.java**

package com.attacomsian.uploadfiles.storage;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.core.io.Resource;

import org.springframework.core.io.UrlResource;

import org.springframework.stereotype.Service;

import org.springframework.util.FileSystemUtils;

import org.springframework.util.StringUtils;

import org.springframework.web.multipart.MultipartFile;

import javax.annotation.PostConstruct;

import java.io.IOException;

import java.io.InputStream;

import java.net.MalformedURLException;

import java.nio.file.Files;

import java.nio.file.Path;

import java.nio.file.Paths;

import java.nio.file.StandardCopyOption;

import java.util.stream.Stream;

@Service

public class FileSystemStorageService implements StorageService {

private final Path rootLocation;

@Autowired

public FileSystemStorageService(StorageProperties properties) {

this.rootLocation = Paths.get(properties.getLocation());

}

@Override

@PostConstruct

public void init() {

try {

Files.createDirectories(rootLocation);

} catch (IOException e) {

throw new StorageException("Could not initialize storage location", e);

}

}

@Override

public String store(MultipartFile file) {

String filename = StringUtils.cleanPath(file.getOriginalFilename());

try {

if (file.isEmpty()) {

throw new StorageException("Failed to store empty file " + filename);

}

if (filename.contains("..")) {

// This is a security check

throw new StorageException(

"Cannot store file with relative path outside current directory "

+ filename);

}

try (InputStream inputStream = file.getInputStream()) {

Files.copy(inputStream, this.rootLocation.resolve(filename),

StandardCopyOption.REPLACE\_EXISTING);

}

}

catch (IOException e) {

throw new StorageException("Failed to store file " + filename, e);

}

return filename;

}

@Override

public Stream<Path> loadAll() {

try {

return Files.walk(this.rootLocation, 1)

.filter(path -> !path.equals(this.rootLocation))

.map(this.rootLocation::relativize);

}

catch (IOException e) {

throw new StorageException("Failed to read stored files", e);

}

}

@Override

public Path load(String filename) {

return rootLocation.resolve(filename);

}

@Override

public Resource loadAsResource(String filename) {

try {

Path file = load(filename);

Resource resource = new UrlResource(file.toUri());

if (resource.exists() || resource.isReadable()) {

return resource;

}

else {

throw new FileNotFoundException(

"Could not read file: " + filename);

}

}

catch (MalformedURLException e) {

throw new FileNotFoundException("Could not read file: " + filename, e);

}

}

@Override

public void deleteAll() {

FileSystemUtils.deleteRecursively(rootLocation.toFile());

}

}

The above implementation class is taken from Spring Boot [official files uploading example](https://github.com/spring-guides/gs-uploading-files) with few modifications done by me. The important change I made is the addition of @PostConstruct annotation on the init() method. It guarantees that the init() method is only called once the bean is fully initialized with all the dependencies injected.

The FileSystemStorageService class throws exceptions in case of unexpected scenarios, for example, the file requested by the user might not exist.

The first exception is StorageException which is thrown when we are unable to create the storage directory or the uploaded file is empty etc.

**StorageException.java**

package com.attacomsian.uploadfiles.storage;

public class StorageException extends RuntimeException {

public StorageException(String message) {

super(message);

}

public StorageException(String message, Throwable cause) {

super(message, cause);

}

}

The FileNotFoundException exception is thrown when a file is requested by the user but it does not exist on the server.

**FileNotFoundException.java**

package com.attacomsian.uploadfiles.storage;

import org.springframework.http.HttpStatus;

import org.springframework.web.bind.annotation.ResponseStatus;

@ResponseStatus(HttpStatus.NOT\_FOUND)

public class FileNotFoundException extends StorageException {

public FileNotFoundException(String message) {

super(message);

}

public FileNotFoundException(String message, Throwable cause) {

super(message, cause);

}

}

Notice the @ResponseStatus(HttpStatus.NOT\_FOUND) annotation above. This annotation ensures that Spring Boot responds with a 404 (Not Found) HTTP status instead of 501 (Internal Server Error) when the exception is thrown.

## Running & Testing the Application

We are almost done with our backend development. Since we created RESTful APIs for uploading and downloading files, we can test them via Postman. Let's run the application by typing the following command in your terminal from the root directory of the project:

$ ./gradlew bootRun

Once the application is started, you can access it at [http://localhost:8080](http://localhost:8080/).

### 1. Upload Single File
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### 2. Upload Multiple Files
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## HTML Web Form

We have tested our RESTful APIs and they are working fine. Now it is time to create a simple front-end interface using [HTML & Thymeleaf](https://attacomsian.com/blog/spring-boot-thymeleaf-form-handling) that lists all the files uploaded so far. It will also allow users to upload files directly from the browser.

**listFiles.html**

<!doctype html>

<html lang="en" xmlns:th="http://www.thymeleaf.org">

<body>

<h1>Spring Boot File Upload Example</h1>

<hr/>

<h4>Upload Single File:</h4>

<form method="POST" enctype="multipart/form-data" th:action="@{/upload-file}">

<input type="file" name="file"> <br/><br/>

<button type="submit">Submit</button>

</form>

<hr/>

<h4>Upload Multiple Files:</h4>

<form method="POST" enctype="multipart/form-data" th:action="@{/upload-multiple-files}">

<input type="file" name="files" multiple> <br/><br/>

<button type="submit">Submit</button>

</form>

<hr/>

<h2>All Uploaded Files:</h2>

<ul>

<li th:each="file : ${files}">

<a th:href="${file}" target="\_blank" th:text="${file}"></a>

</li>

</ul>

</body>

</html>

The above template has two forms that enable users to upload a single file as well as multiple files. At the bottom, it also shows a list of currently uploaded files on the server. Here is how it looks like:
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**Source code:** Download the complete source code from [GitHub](https://github.com/attacomsian/code-examples/tree/master/spring-boot/upload-files) available under MIT license.

## Conclusion

That's all folks for uploading and downloading files in Spring Boot. We discussed strategies for handling single as well as multiple files via RESTful web services. We tested our REST APIs via Postman to confirm that they are working as expected. Finally, we created the simplest web interface in HTML and Thymeleaf for showing a list of all the uploaded files.

In the end, I really appreciate that you read this article and hope that you'd have learned how to handle files in Spring Boot today. If you have any questions or feedback, please feel free to send me a [tweet](https://twitter.com/attacomsian).

# Export & Download Data as CSV File in Spring Boot

March 27, 2019 • [Atta](https://twitter.com/attacomsian)
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A Comma-Separated Values (CSV) file is just a simple plain text file that uses a comma as a delimiter to separate values. It stores data in a tabular format where each row consists of one or more fields and each column represents a specific field. These fields are separated by commas, one of the reasons why these files are called comma-separated values.

CSV is a widely used data exchange format in the industry due to its simplicity and better integration with existing applications. These files are usually used for exporting and importing large data sets.

In this tutorial, we will learn how to export and download the data as a CSV file in a Spring Boot project. Data export (JSON, CSV, PDF, etc.) is a very common feature implemented in many Java enterprise applications.

## Project Dependencies

Since Java does not provide native support for creating and parsing CSV files, we will use [OpenCSV](http://opencsv.sourceforge.net/" \t "_blank" \o "Open in new window) 3rd-party library for this purpose. Here is how our build.gradle file looks like:

**build.gradle**

plugins {

id 'org.springframework.boot' version '2.1.3.RELEASE'

id 'java'

}

apply plugin: 'io.spring.dependency-management'

group = 'com.attacomsian'

version = '0.0.1-SNAPSHOT'

sourceCompatibility = '1.8'

repositories {

mavenCentral()

}

dependencies {

implementation 'org.springframework.boot:spring-boot-starter-web'

implementation 'com.opencsv:opencsv:4.5'

}

If you are working with a maven project, make sure you include the following maven dependency to the project's pom.xml file:

<dependency>

<groupId>com.opencsv</groupId>

<artifactId>opencsv</artifactId>

<version>4.5</version>

</dependency>

## User Model

Here is our User model class that will be used to write to a CSV file.

**User.java**

package com.attacomsian.exportcsv.data;

import com.opencsv.bean.CsvBindByName;

import com.opencsv.bean.CsvBindByPosition;

public class User {

private long id;

private String name;

private String email;

private String country;

private int age;

public User(long id, String name, String email, String country, int age) {

this.id = id;

this.name = name;

this.email = email;

this.country = country;

this.age = age;

}

// getters and setters removed for the sake of brevity

}

Since we want to generate a CSV file from a list of users and then return it back to the client for downloading, let's create a dummy service that acts as a data source and returns a list of users.

**UserService.java**

package com.attacomsian.exportcsv.data;

import org.springframework.stereotype.Service;

import java.util.ArrayList;

import java.util.List;

@Service

public class UserService {

public List<User> listUsers() {

List<User> users = new ArrayList<>();

//create dummy users

users.add(new User(1, "Jack Lee", "jack@example.com", "Germany", 35));

users.add(new User(2, "Jovan Srovoki", "jovan@srovoki.me", "Russia", 21));

users.add(new User(3, "Atta", "atta@gmail.com", "Pakistan", 29));

return users;

}

}

The UserService above is just for demo purposes. You may want to populate a list of users from the database or from any other source.

## Generate & Download CSV File

Finally, below is a Spring MVC controller class that handles the export and download of data as a CSV file.

**UserController.java**

package com.attacomsian.exportcsv.controllers;

import com.attacomsian.exportcsv.data.User;

import com.attacomsian.exportcsv.data.UserService;

import com.opencsv.CSVWriter;

import com.opencsv.bean.ColumnPositionMappingStrategy;

import com.opencsv.bean.StatefulBeanToCsv;

import com.opencsv.bean.StatefulBeanToCsvBuilder;

import org.springframework.http.HttpHeaders;

import org.springframework.stereotype.Controller;

import org.springframework.web.bind.annotation.GetMapping;

import javax.servlet.http.HttpServletResponse;

@Controller

public class UserController {

private UserService userService;

public UserController(UserService userService) {

this.userService = userService;

}

@GetMapping("/export-users")

public void exportCSV(HttpServletResponse response) throws Exception {

//set file name and content type

String filename = "users.csv";

response.setContentType("text/csv");

response.setHeader(HttpHeaders.CONTENT\_DISPOSITION,

"attachment; filename=\"" + filename + "\"");

//create a csv writer

StatefulBeanToCsv<User> writer = new StatefulBeanToCsvBuilder<User>(response.getWriter())

.withQuotechar(CSVWriter.NO\_QUOTE\_CHARACTER)

.withSeparator(CSVWriter.DEFAULT\_SEPARATOR)

.withOrderedResults(false)

.build();

//write all users to csv file

writer.write(userService.listUsers());

}

}

The above UserController class contains an exportCSV() method that is mapped to /export-users HTTP route and returns a CSV file as attachment for browser to download. This method does the following:

* Set the response's content type to text/csv.
* Use HttpHeaders.CONTENT\_DISPOSITION to add "Content-Disposition" response header that indicates file attachment to the browser. It also sets the attachment file name to users.csv
* Use response writer (response.writer() returns an object of type PrintWriter) to build an instance of StatefulBeanToCsv.
* Use write() method of StatefulBeanToCsv instance to write a list of users to CSV file.
* Afterwards, the data is pushed to the client where the browser downloads the attached users.csv file.

## Running the Application

Below is the main application class used for running Spring Boot project:

**Application.java**

package com.attacomsian.exportcsv;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class Application {

public static void main(String[] args) {

SpringApplication.run(Application.class, args);

}

}

Let's run the application by typing the following command in your terminal from the root directory of the project:

$ ./gradlew bootRun

After Spring Boot application is started, open <http://localhost:8080/export-users> link in your favorite browser to generate and download users.csv file. Here is content of the generated CSV file:

**users.csv**

age,country,email,id,name

35,Germany,jack@example.com,1,Jack Lee

21,Russia,jovan@srovoki.me,2,Jovan Srovoki

29,Pakistan,atta@gmail.com,3,Atta

Notice the first line. OpenCSV automatically generated column headers using User class members. Another important thing to note is the order of the columns in the CSV file. OpenCSV sorts the column names in ascending order before writing into the CSV file.

## OpenCSV Columns Ordering

There is no built-in functionality in OpenCSV that allows writing bean to CSV with custom column names and ordering. However, using @CsvBindByPosition annotation, you can control the column positions in the generated CSV file. But the downside of this annotation is that it removes column headers from the generated CSV file.

public class User {

@CsvBindByPosition(position = 0)

private long id;

@CsvBindByPosition(position = 1)

private String name;

@CsvBindByPosition(position = 2)

private String email;

@CsvBindByPosition(position = 3)

private String country;

@CsvBindByPosition(position = 4)

private int age;

//contructor, getting and settings

}

@CsvBindByPosition specifies a binding between a column number of the CSV file and a field in a bean. This column number is zero-based (means position starts from 0).

**Source code:** Download the complete source code from [GitHub](https://github.com/attacomsian/code-examples/tree/master/spring-boot/export-data-csv) available under MIT license.

## Conclusion

That's all for explaining the usage of the OpenCSV library to generate and download a CSV file in Spring Boot. If you are not comfortable with using a 3rd-party library, you can write your own CSV writer. Writing a CSV file is quite similar to writing a text file with few exceptions.

If you have any questions or feedback, please feel free to send me a [tweet](https://twitter.com/attacomsian).

Happy learning Spring Boot 😍

# Displaying a Custom Error Page in Spring Boot

February 16, 2020 • [Atta](https://twitter.com/attacomsian)
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By default, Spring Boot shows a white-label error page if it encounters an error during the execution. However, you can easily create your own custom error page and configure the Spring Boot application to display it.

In this short article, you'll **learn how to disable the default white-label error page** and **display a customized error page** in a Spring Boot & Thymeleaf web application. If you need more information on how to use Thymeleaf with Spring Boot, take a look at [this guide](https://attacomsian.com/blog/spring-boot-thymeleaf-example).

## Disabling White-label Error Page

To completely disable the default white-label error page, just add the following property to the application.properties file:

server.error.whitelabel.enabled=false

The above property will disable the white-label error page shown by the Spring Boot application. Instead, the default error page from the underlying application server (like Tomcat) will be displayed.

Another way to disable the white-label error page is by **excluding** the ErrorMvcAutoConfiguration bean by either adding the following property to application.properties file:

spring.autoconfigure.exclude=org.springframework.boot.autoconfigure.web.servlet.error.ErrorMvcAutoConfiguration

Or the following annotation to the main application class:

@SpringBootApplication(exclude = {ErrorMvcAutoConfiguration.class})

public class Application {

// ...

}

## Displaying Custom Error Page

To display a custom error page in a Spring Boot and Thymeleaf application, just create a new Thymeleaf template called error.html inside the src/main/resources/templates/ folder. Spring Boot default BasicErrorController will automatically pick up this template and display it to the user whenever there is an error or exception.

Here is an example of a generic error.html page:

<!DOCTYPE html>

<html lang="en" xmlns:th="http://www.thymeleaf.org">

<head>

<meta charset="UTF-8">

<title>Page Not Found</title>

</head>

<body>

<h1>There's no page here!</h1>

<p>

We're sorry, the page you are looking for does not exist!

Go back to <a href="/">home page</a>.

</p>

</body>

</html>

This is all you need to do to display a custom error page. After adding some [Bootstrap 4](https://getbootstrap.com/) styling, you'll have a much nicer error page ready to serve the users:

![Spring Boot Custom Error Page](data:image/png;base64,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)

You can be even **more specific** by putting the corresponding error page for each status code (such as 404.html in case of 404 error) inside the src/main/resources/templates/error/ directory.

Spring Boot will look for specific error pages (404.html or 500.html) before displaying the generic error.html page whenever your application encounters an error or exception.

### Custom Error Controller

The above error page templates are enough for most of the applications. But, sometimes, you want more control over how the error should be handled and a message displayed to the user. A common example is sending the error log to a 3rd-party application or storing it in the database for later review.

To achieve this, you need to create a custom error controller that **implements the ErrorController interface** and overrides its getErrorPath() method to return the path of the custom error page as shown in the following example:

**MyErrorController.java**

@Controller

public class MyErrorController implements ErrorController {

@RequestMapping("/error")

public String handleError(HttpServletRequest request) {

// get error status

Object status = request.getAttribute(RequestDispatcher.ERROR\_STATUS\_CODE);

// TODO: log error details here

if (status != null) {

int statusCode = Integer.parseInt(status.toString());

// display specific error page

if (statusCode == HttpStatus.NOT\_FOUND.value()) {

return "404";

} else if (statusCode == HttpStatus.INTERNAL\_SERVER\_ERROR.value()) {

return "500";

} else if (statusCode == HttpStatus.FORBIDDEN.value()) {

return "403";

}

}

// display generic error

return "error";

}

}

As you can see above, we have created a custom error controller that handles error requests on the /error endpoint. It tries to find the HTTP status code and returns a corresponding error page if found. Otherwise, it just displays the generic error page.

## Conclusion

That's all folks for creating and displaying a custom error page in a Spring Boot and Thymeleaf web application. In the first part of this tutorial, we looked at different ways to disable the default white-label error page in Spring Boot.

In the remaining half, we discussed multiple ways to handle the Spring Boot application errors and exceptions. For simple use cases, it is enough to create corresponding error page templates inside the templates directory and let the default BasicErrorController does the rest of the work.
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Auditing helps us in **tracking and logging the persistence layer changes** made by the user in an application. By using auditing, we can easily determine who created or updated the entity record or when it happened. Basically, we keep track of every action that changes the state of the entity like insert, update, and delete operations.

[Spring Data JPA](https://attacomsian.com/blog/getting-started-spring-data-jpa) provides excellent support to transparently keep track of who created or changed an entity and the point in time this happened.

To enable the auditing feature in Spring Boot, we can make use of Spring Data JPA's @CreateDate, @CreatedBy, @LastModifiedDate, and @LastModifiedBy annotations. You can add these annotations either directly to your entity classes or by extending an abstract class that defines annotated audit fields.

Since we need auditing feature for most of the entities, in this article, we will create a generic Auditable abstract class with audit fields. Any entity can later extend this abstract class to enable the auditing functionality.

## Dependencies

To use [Spring Data JPA with the MySQL database](https://attacomsian.com/blog/accessing-data-spring-data-jpa-mysql) in a Spring Boot application, you only need spring-data-starter-data-jpa and mysql-connector-java dependencies.

Add the following dependencies to your Gradle project's build.gradle file:

implementation 'org.springframework.boot:spring-boot-starter-data-jpa'

runtimeOnly 'mysql:mysql-connector-java'

For Maven, include the following dependencies to your pom.xml file:

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-data-jpa</artifactId>

</dependency>

<dependency>

<groupId>mysql</groupId>

<artifactId>mysql-connector-java</artifactId>

<scope>runtime</scope>

</dependency>

If you are starting a new Spring Boot project, just use [Spring Initializr](https://start.spring.io/) web tool to bootstrap a new application with the above-mentioned dependencies.

## Configure MySQL Database

Spring Boot automatically configures the DataSource bean for in-memory databases like [H2 database](https://attacomsian.com/blog/spring-data-jpa-h2-database#configure-h2-database), HSQLDB, and Apache Derby. For the MySQL database, you have to explicitly specify the database connection details in a properties file.

Open the application.properties file and copy and paste the following properties:

# MySQL connection properties

spring.datasource.driver-class-name=com.mysql.cj.jdbc.Driver

spring.datasource.username=root

spring.datasource.password=mypass

spring.datasource.url=jdbc:mysql://localhost:3306/testdb?createDatabaseIfNotExist=true&useSSL=false

# Log JPA queries

# Comment this in production

spring.jpa.show-sql=true

# Drop and create new tables (create, create-drop, validate, update)

# Only for testing purpose - comment this in production

spring.jpa.hibernate.ddl-auto=create

# Hibernate SQL dialect

spring.jpa.properties.hibernate.dialect=org.hibernate.dialect.MySQL5InnoDBDialect

Spring Boot will automatically configure DataSource based on the above properties. Make sure you change the spring.datasource.username and spring.datasource.password properties as per your MySQL database installation.

The hibernate property spring.jpa.hibernate.ddl-auto = create will automatically create database tables based on the entity classes when the application starts.

The createDatabaseIfNotExist=true configuration property, included in spring.datasource.url, makes sure that the database schema is automatically created if it doesn't already exist.

## Create Auditable Abstract Class

Let us now create an abstract Auditable class with the createdBy, createdDate, lastModifiedBy, and lastModifiedDate properties. This generic class acts as a base class with all the common auditing fields for the child entities.

To let the Spring Boot knows about these audit fields, you have to annotate the fields with @CreatedBy and @LastModifiedBy to track the user who created or updated the entity as well as @CreatedDate and @LastModifiedDate to log the time when these changes were made.

Here is how our Auditable abstract class looks like:

**Auditable.java**

package com.attacomsian.jpa.domains;

import org.springframework.data.annotation.\*;

import org.springframework.data.jpa.domain.support.AuditingEntityListener;

import javax.persistence.\*;

import java.util.Date;

@MappedSuperclass

@EntityListeners(AuditingEntityListener.class)

public abstract class Auditable<T> {

@CreatedBy

protected T createdBy;

@Temporal(TemporalType.TIMESTAMP)

@CreatedDate

protected Date createdDate;

@LastModifiedBy

protected T lastModifiedBy;

@Temporal(TemporalType.TIMESTAMP)

@LastModifiedDate

protected Date lastModifiedDate;

public T getCreatedBy() {

return createdBy;

}

public void setCreatedBy(T createdBy) {

this.createdBy = createdBy;

}

public Date getCreatedDate() {

return createdDate;

}

public void setCreatedDate(Date createdDate) {

this.createdDate = createdDate;

}

public T getLastModifiedBy() {

return lastModifiedBy;

}

public void setLastModifiedBy(T lastModifiedBy) {

this.lastModifiedBy = lastModifiedBy;

}

public Date getLastModifiedDate() {

return lastModifiedDate;

}

public void setLastModifiedDate(Date lastModifiedDate) {

this.lastModifiedDate = lastModifiedDate;

}

}

As you can see above, the Auditable class is also annotated with @MappedSuperclass and @EntityListeners annotations. The @MappedSuperclass annotation indicates that the Auditable class is only a superclass and is not a JPA entity.

The @EntityListeners annotation is used to configure a JPA entity listener AuditingEntityListener to capture auditing information on persisting and updating entities. This entity listener class contains callback methods (annotated with @PrePersist and @PreUpdate) to persist and update audit fields when there is any create or update activity on the entity.

Now any entity that extends the Auditable abstract class will benefit from the JPA auditing feature. Spring Data JPA will automatically manage CreatedBy, CreatedDate, LastModifiedBy, LastModifiedDate columns when the entity is persisted or updated.

## Create an Entity

The next step is to create a Todo entity class and then extend it from the Auditable abstract class to add the auditing functionality:

**Todo.java**

package com.attacomsian.jpa.domains;

import javax.persistence.\*;

import java.io.Serializable;

@Entity

@Table(name = "todos")

public class Todo extends Auditable<String> implements Serializable {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

private String title;

private boolean completed;

public Todo() {

}

public Todo(String title, boolean completed) {

this.title = title;

this.completed = completed;

}

// getters and setters, equals(), toString() .... (omitted for brevity)

}

The Todo class is annotated with the Entity annotation to indicate that it is a JPA entity. The @Table annotation is used to specify the name of the database table that should be mapped to this entity.

The id attribute is annotated with both @Id and @GeneratedValue annotations. The former indicates that it is a primary key of the entity. The latter defines the primary key generation strategy. In the above case, we have declared the primary key as an AUTO INCREMENT field.

## Auditing Author with AuditorAware

We use the @CreatedDate and @LastModifiedDate annotations for tracking created and last modified dates respectively. Spring Data JPA automatically updates these fields by taking the current system time.

But how to tell the auditing infrastructure about the author who made these changes? It somehow needs to know this information since we have defined the @CreatedBy and @LastModifiedBy annotations in our Auditable abstract class.

To tell the auditing infrastructure about the current logged in user, we have to provide the implementation of AuditorAware and override its getCurrentAuditor method, as show below:

**EntityAuditorAware.java**

package com.attacomsian.jpa.domains;

import org.springframework.data.domain.AuditorAware;

import java.util.Optional;

public class EntityAuditorAware implements AuditorAware<String> {

@Override

public Optional<String> getCurrentAuditor() {

return Optional.of("Atta");

}

}

**Note:** For the sake of simplicity, I am returning a hard-coded auditor name in the getCurrentAuditor() method. For real-world applications with Spring Security, you need to [find the current logged-in user](https://docs.spring.io/spring-data/jpa/docs/current/reference/html/#auditing.interfaces) and return it back.

## Create a Repository

Let us now create the TodoRepository interface to save and retrieve Todo entities from the database as follows:

**TodoRepository.java**

package com.attacomsian.jpa.repositories;

import com.attacomsian.jpa.domains.Todo;

import org.springframework.data.repository.CrudRepository;

public interface TodoRepository extends CrudRepository<Todo, Long> {

// TODO: add queries

}

We're extending TodoRepository from Spring Data JPA's [CrudRepository](https://attacomsian.com/blog/spring-data-jpa-repositories#crudrepository-interface) interface to inherit the standard CRUD methods for creating, reading, updating, and deleting Todo entities.

## Enable JPA Auditing

Finally, we need to enable the JPA auditing feature by specifying @EnableJpaAuditing on one of our configuration classes. We also need to define a bean of type AuditorAware and return an instance of the EntityAuditorAware class.

You can either create a separate configuration class or use the main application class to define these configurations. Let us create the AuditConfiguration class to let the Spring Data JPA knows we want to enable auditing:

**AuditConfiguration.java**

package com.attacomsian.jpa.config;

import com.attacomsian.jpa.domains.EntityAuditorAware;

import org.springframework.context.annotation.Bean;

import org.springframework.context.annotation.Configuration;

import org.springframework.data.domain.AuditorAware;

import org.springframework.data.jpa.repository.config.EnableJpaAuditing;

@Configuration

@EnableJpaAuditing

public class AuditConfiguration {

@Bean

public AuditorAware<String> auditorAware() {

return new EntityAuditorAware();

}

}

That's all you need to do to enable Spring Data JPA auditing functionality in your Spring Boot and MySQL application. Let us now create the main application class to test our implementation.

## Testing the Application

Now, it is time to create the main application class for our Spring Boot project. This class also exposes a bean of type CommandLineRunner that defines a run() method which is invoked by Spring Boot after the application context has been loaded.

**Application.java**

package com.attacomsian.jpa;

import com.attacomsian.jpa.domains.Todo;

import com.attacomsian.jpa.repositories.TodoRepository;

import org.springframework.boot.CommandLineRunner;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.annotation.Bean;

import java.util.Arrays;

@SpringBootApplication

public class Application {

public static void main(String[] args) {

SpringApplication.run(Application.class, args);

}

@Bean

public CommandLineRunner auditingDemo(TodoRepository todoRepository) {

return args -> {

// create new todos

todoRepository.saveAll(Arrays.asList(

new Todo("Buy milk", false),

new Todo("Email John", false),

new Todo("Visit Emma", false),

new Todo("Call dad", true),

new Todo("Weekend walk", true),

new Todo("Write Auditing Tutorial", true)

));

// retrieve all todos

Iterable<Todo> todos = todoRepository.findAll();

// print all todos

todos.forEach(System.out::println);

};

}

}

As you can see above, we have first saved several todos and then retrieved them by using the findAll() method. The last statement prints all todos on the console.

To see the actual output, you need to run the application. If you are using Gradle, execute the following command to start the application:

$ ./gradlew bootRun

For Maven, type the following command to launch the application:

$ ./mvnw spring-boot:run

Once the application is started, you should see the following output:

Todo{id=1, title='Buy milk', completed=false, createdBy=Atta, createdDate=2019-10-21 03:01:25.0, lastModifiedBy=Atta, lastModifiedDate=2019-10-21 03:01:25.0}

Todo{id=2, title='Email John', completed=false, createdBy=Atta, createdDate=2019-10-21 03:01:25.0, lastModifiedBy=Atta, lastModifiedDate=2019-10-21 03:01:25.0}

Todo{id=3, title='Visit Emma', completed=false, createdBy=Atta, createdDate=2019-10-21 03:01:25.0, lastModifiedBy=Atta, lastModifiedDate=2019-10-21 03:01:25.0}

Todo{id=4, title='Call dad', completed=true, createdBy=Atta, createdDate=2019-10-21 03:01:25.0, lastModifiedBy=Atta, lastModifiedDate=2019-10-21 03:01:25.0}

Todo{id=5, title='Weekend walk', completed=true, createdBy=Atta, createdDate=2019-10-21 03:01:25.0, lastModifiedBy=Atta, lastModifiedDate=2019-10-21 03:01:25.0}

Todo{id=6, title='Write Auditing Tutorial', completed=true, createdBy=Atta, createdDate=2019-10-21 03:01:25.0, lastModifiedBy=Atta, lastModifiedDate=2019-10-21 03:01:25.0}

**Source Code:** Download the complete source code from [GitHub](https://github.com/attacomsian/code-examples/tree/master/spring-data-jpa/jpa-auditing) available under MIT license.

## Conclusion

That's all folks. In this article, you have learned what is Spring Data JPA auditing and how to enable it in a Spring Boot and MySQL application.

In short, all you need to do is the following to enable JPA auditing feature:

1. Define the audit fields by using the @CreatedDate, @CreatedBy, @LastModifiedDate, and @LastModfiiedBy annotations. The best way to do so is by creating a generic abstract class and then extending the entities which need the auditing functionality.
2. Implement the AuditorAware interface to let Spring Data JPA auditing infrastructure knows about the currently logged-in user who is making the changes.
3. Add the @EnableJpaAuditing annotation to any configuration class to enable JPA auditing.
4. Expose a bean of type AuditorAware (only required if you need auditing author).

That's it. This article also pretty much sums up the Spring Data JPA tutorial series. If you've not read the earlier articles yet, check the links below in the further reading section.
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XML — short for e**X**tensible **M**arkup **L**anguage — is a popular format for exchanging data between web services, computers, and front-ends after [JSON](https://attacomsian.com/blog/what-is-json). It was defined by W3C in 1998 and has a markup structure similar to HTML. Despite having a markup like HTML, XML is commonly used for storing and transporting data.

In my previous articles, I have already covered how to [read and write JSON](https://attacomsian.com/blog/java-read-write-json-files) in Java as well as in [Spring Boot](https://attacomsian.com/blog/parsing-xml-response-spring-boot). In this article, you'll learn **how to read and write XML** using different Java APIs.

Let us first look at what is an XML document and how it is structured.

## XML Document

An XML document consists of **elements** (also known as tags) similar to HTML. Each element has an opening and a closing tag along with content. Every XML must have exactly one **root element** — one tag that wraps the remaining tags. Tag names are can-sensitive which means XML differentiates between capital and non-capital letters. Each element can have any number of nested child elements.

Unlike HTML, XML **doesn't** have a **pre-defined set of tags**. This gives complete freedom to developers to define any tag they want to use in the document. A valid XML file is well-formed and must contain a link to an XML schema.

Let us look at the below XML document that contains a user information:

**user.xml**

<?xml version="1.0" encoding="UTF-8" ?>

<user id="1">

<name>John Doe</name>

<email>john.doe@example.com</email>

<roles>

<role>Member</role>

<role>Admin</role>

</roles>

<admin>true</admin>

</user>

As you can see above, user.xml file starts with <?xml> known as **XML prolog**. Another important thing to notice is that each element is wrapped in its own tag e.g. <name>John Deo</name>. Since roles is an array, we have to specify each array element using the nested role tag.

## Read and Write XML with JAXB

JAXB stands for **J**ava **A**rchitecture for **X**ML **B**inding which provides a convenient way for manipulating XML in Java. It is **Java standard** that defines an API for **reading and writing Java objects** to and from XML documents.

Starting from Java 6, JAXB is a part of the Java Development Kit (JDK). So there is no need to include any 3rd-party dependency to use JAXB in projects that are using Java 6 and higher.

In the following sections, you'll learn how to use JAXB to do the following:

1. [Marshalling](https://en.wikipedia.org/wiki/Marshalling_(computer_science)) — Convert a Java Object into XML.
2. [Unmarshalling](https://en.wikipedia.org/wiki/Unmarshalling) — Convert XML content into a Java Object.

Before we discuss marshalling and unmarshalling in detail, let us first create a simple Java class named User.java that represents the user described in the above user.xml file:

**User.java**

@XmlRootElement

public class User {

private int id;

private String name;

private String email;

private String[] roles;

private boolean admin;

public User() {

}

public User(int id, String name, String email, String[] roles, boolean admin) {

this.id = id;

this.name = name;

this.email = email;

this.roles = roles;

this.admin = admin;

}

public int getId() {

return id;

}

@XmlAttribute

public void setId(int id) {

this.id = id;

}

public String getName() {

return name;

}

@XmlElement

public void setName(String name) {

this.name = name;

}

public String getEmail() {

return email;

}

@XmlElement

public void setEmail(String email) {

this.email = email;

}

public String[] getRoles() {

return roles;

}

@XmlElementWrapper(name = "roles")

@XmlElement(name = "role")

public void setRoles(String[] roles) {

this.roles = roles;

}

public boolean isAdmin() {

return admin;

}

@XmlElement

public void setAdmin(boolean admin) {

this.admin = admin;

}

@Override

public String toString() {

return "User{" +

"id=" + id +

", name='" + name + '\'' +

", email='" + email + '\'' +

", roles=" + Arrays.toString(roles) +

", admin=" + admin +

'}';

}

}

As you can see above, we have annotated the class attributes with different JAXB annotations. These annotations serve a specific purpose while converting a Java object to and from XML.

* @XmlRootElement — This annotation is used to specify the root element of the XML document. It maps a class or an enum type to an XML element. By default, it uses the name of the class or enum as the name of the root element. However, you can customize the name by explicitly setting the name attribute i.e. @XmlRootElement(name = "person").
* @XmlAttribute — This annotation maps a Java object property to an XML element derived from the property name. To specify a different XML property name, you can pass the name parameter to the annotation declaration.
* @XmlElement — This annotation maps a Java object property to an XML element derived from the property name. The name of the XML element being mapped can be customized by using the name parameter.
* @XmlElementWrapper — This annotation generates a wrapper element around the XML representation, an array of String in our case. You must explicitly specify elements of the collection by using the @XmlElement annotation.

### Marshalling — Convert Java Object to XML

Marshalling in JAXB refers to the process of converting a Java object to an XML document. JAXB provides the Marshaller class for this purpose.

All you need to do is just create a new instance of JAXBContext by calling the newInstance() static method with a reference to the User class. You can then call the createUnmarshaller() method to create an instance of Marshaller. The Marshaller class provides several marshal() overloaded methods to turn a Java object into a file, an output stream, or output directly to the console.

Here is an example that demonstrates how to convert a User object into an XML document called user2.xml:

try {

// create XML file

File file = new File("user2.xml");

// create an instance of `JAXBContext`

JAXBContext context = JAXBContext.newInstance(User.class);

// create an instance of `Marshaller`

Marshaller marshaller = context.createMarshaller();

// enable pretty-print XML output

marshaller.setProperty(Marshaller.JAXB\_FORMATTED\_OUTPUT, true);

// create user object

User user = new User(2, "Tom Deo", "tom.doe@example.com",

new String[]{"Member", "Moderator"}, false);

// convert user object to XML file

marshaller.marshal(user, file);

} catch (JAXBException ex) {

ex.printStackTrace();

}

Now if you run the above code, you should see an XML file called user2.xml created in the root directory with the following contents:

<?xml version="1.0" encoding="UTF-8" standalone="yes"?>

<user id="2">

<admin>false</admin>

<email>tom.doe@example.com</email>

<name>Tom Deo</name>

<roles>

<role>Member</role>

<role>Moderator</role>

</roles>

</user>

The Marshall class also provides an overloaded method to **output the generated XML document on the console** as shown below:

// print XML to console

marshaller.marshal(user, System.out);

### Unmarshalling — Convert XML to Java Object

Unmarshalling is very much similar to the marshalling process we discussed above. Except that, this time, we will be using the Unmarshaller class to convert an XML document to a Java object.

The following example demonstrates the JAXB's ability to read the above user.xml XML file to create a User object:

try {

// XML file path

File file = new File("user.xml");

// create an instance of `JAXBContext`

JAXBContext context = JAXBContext.newInstance(User.class);

// create an instance of `Unmarshaller`

Unmarshaller unmarshaller = context.createUnmarshaller();

// convert XML file to user object

User user = (User) unmarshaller.unmarshal(file);

// print user object

System.out.println(user);

} catch (JAXBException ex) {

ex.printStackTrace();

}

The above code will output the following:

User{id=1, name='John Doe', email='john.doe@example.com', roles=[Member, Admin], admin=true}

By default, the unmarshal() method returns an object. So we have to explicit typecast it to the correct type (User in our case). There are several other unmarshal() overloaded methods provided by Unmarshaller that you can use to read an XML document from different sources like a URL, a reader, or a writer.

## Read and Write XML using DOM Parser

DOM (**D**ocument **O**bject **M**odel) XML parser is another ways of reading and writing XML in Java. It is an older API that defines an **interface for accessing and updating the style, structure, and contents** of XML documents. XML parsers that support DOM implement this interface.

The DOM parser parses the XML document to create a **tree-like structure**. Everything in the DOM of an XML document is a **node**. So you have to traverse node by node to retrieve the required values.

The DOM defines several Java interfaces to represent an XML document. Here are the most commonly used interfaces:

* Node — The base datatype of the DOM.
* Element — Represents an individual element in the DOM.
* Attr — Represents an attribute of an element.
* Text — The actual content of an Element or Attr.
* Document — Represents the entire XML document. A Document object is often referred to as a DOM tree.

### Write XML to File using DOM Parser

To create an XML file using the DOM parser, you have to first create an instance of Document class using DocumentBuilder. Then define all the XML content — elements, attributes, values — with Element and Attr classes. In the end, use the Transformer class to output the entire XML document to an output stream, usually a file or a string.

Here is an example that creates a simple XML file using the DOM parser:

try {

// create new `Document`

DocumentBuilder builder = DocumentBuilderFactory.newInstance()

.newDocumentBuilder();

Document dom = builder.newDocument();

// first create root element

Element root = dom.createElement("user");

dom.appendChild(root);

// set `id` attribute to root element

Attr attr = dom.createAttribute("id");

attr.setValue("1");

root.setAttributeNode(attr);

// now create child elements (name, email, phone)

Element name = dom.createElement("name");

name.setTextContent("John Deo");

Element email = dom.createElement("email");

email.setTextContent("john.doe@example.com");

Element phone = dom.createElement("phone");

phone.setTextContent("800 456-4578");

// add child nodes to root node

root.appendChild(name);

root.appendChild(email);

root.appendChild(phone);

// write DOM to XML file

Transformer tr = TransformerFactory.newInstance().newTransformer();

tr.setOutputProperty(OutputKeys.INDENT, "yes");

tr.transform(new DOMSource(dom), new StreamResult(new File("file.xml")));

} catch (Exception ex) {

ex.printStackTrace();

}

Now if you execute the above code, you'd see the following file.xml file created with default UTF-8 encoded:

<?xml version="1.0" encoding="UTF-8" standalone="no"?>

<user id="1">

<name>John Deo</name>

<email>john.doe@example.com</email>

<phone>800 456-4578</phone>

</user>

If you want to **output the XML document to the console**, just pass StreamResult with System.out as an argument as shown below:

// output XML document to console

tr.transform(new DOMSource(dom), new StreamResult(System.out));

### Read XML from File using DOM Parser

DOM parser can also be used to read and parse an XML file in Java. By default, DOM parser **reads the entire XML file into memory**; then parses it to create a tree structure for easy traversal or manipulation.

Let us look at the below **example that reads and parses the XML file**, we have just created above, using DOM XML parser:

try {

// parse XML file to build DOM

DocumentBuilder builder = DocumentBuilderFactory.newInstance()

.newDocumentBuilder();

Document dom = builder.parse(new File("file.xml"));

// normalize XML structure

dom.normalizeDocument();

// get root element

Element root = dom.getDocumentElement();

// print attributes

System.out.println("ID: " + root.getAttribute("id"));

// print elements

System.out.println("Name: " + root.getElementsByTagName("name").item(0).getTextContent());

System.out.println("Email: " + root.getElementsByTagName("email").item(0).getTextContent());

System.out.println("Phone: " + root.getElementsByTagName("phone").item(0).getTextContent());

} catch (Exception ex) {

ex.printStackTrace();

}

Here is the output of the above program:

ID: 1

Name: John Deo

Email: john.doe@example.com

Phone: 800 456-4578

**Note:** DOM Parser is good for reading and parsing small XML files as it loads the whole file into the memory. For larger XML files that contain a lot of data, you should consider using the **SAX** (Simple API for XML) parser. SAX doesn't load the entire file into memory that makes it faster than the DOM parser.

## Summary

Although XML is not widely used as a data exchange format in modern systems, it is still used by a lot of old services on the web as a primary source of data exchange. This is also true for many file formats that store data in XML-formatted files.

Java provides multiple ways to read and write XML files. In this article, we looked at JAXB and DOM parser for reading and writing XML data to and from a file.

JAXB is a modern replacement for old XML parsers like DOM and SAX. It provides methods to read and write Java objects to and from a file. By using JAXB annotations, we can easily define the relationship between XML elements and object attributes.

In case if you want to read and write JSON files, check out [how to read and write JSON in Java](https://attacomsian.com/blog/java-read-write-json-files) guide for JSON file read and write examples.

# Parsing XML Response in Spring Boot
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While [JSON](https://attacomsian.com/blog/what-is-json) has become a popular choice for asynchronous communication, XML is still used by a large number of companies for data exchange in SOAP web services. As a Spring Boot developer, you might come across a requirement to parse the XML response of a web service in your career. It is not uncommon.

In this tutorial, we will learn how to parse an XML response of a web service using [DOM XML parser](https://attacomsian.com/blog/java-read-write-xml#read-and-write-xml-using-dom-parser) in Spring Boot. DOM XML parser loads the entire data into memory and parses it into an XML document. The parsed XML document can be used to traverse different elements and nodes in any order.

DOM XML parser is relatively slow and is only good for parsing small XML documents as it loads a complete XML document into memory. This makes it a bad choice for parsing large XML documents. For large XML files, you should use SAX parser. I will explain how SAX parser works and how it is better than DOM parser in the future.

## Dependencies

DOM XML parser is a part of standard Java extensions (javax) and does not require any 3rd party dependency. We only need spring-boot-starter dependency for Spring Boot project. Here is how our build.gradle file looks like:

**build.gradle**

plugins {

id 'org.springframework.boot' version '2.1.3.RELEASE'

id 'java'

}

apply plugin: 'io.spring.dependency-management'

group = 'com.attacomsian.xml'

version = '0.0.1-SNAPSHOT'

sourceCompatibility = '1.8'

repositories {

mavenCentral()

}

dependencies {

implementation 'org.springframework.boot:spring-boot-starter'

}

## XML Response

For this tutorial, we will use a [fake API](http://www.mocky.io/v2/5c8bdd5c360000cd198f831e) that returns an XML response. Here is how our XML response looks like:

<?xml version="1.0" encoding="UTF-8" ?>

<course>

<id>1</id>

<title>Introduction to Spring Boot &amp; Thymeleaf</title>

<price>49.99</price>

<created>2019-03-15</created>

<student>

<id>1</id>

<first\_name>George</first\_name>

<last\_name>Bluth</last\_name>

<avatar>https://s3.amazonaws.com/uifaces/faces/twitter/calebogden/128.jpg</avatar>

</student>

<student>

<id>2</id>

<first\_name>Janet</first\_name>

<last\_name>Weaver</last\_name>

<avatar>https://s3.amazonaws.com/uifaces/faces/twitter/josephstein/128.jpg</avatar>

</student>

<student>

<id>3</id>

<first\_name>Emma</first\_name>

<last\_name>Wong</last\_name>

<avatar>https://s3.amazonaws.com/uifaces/faces/twitter/olegpogodaev/128.jpg</avatar>

</student>

</course>

We will parse the above XML response to create a Course object that will also contain a list of Student.

## Spring Classes

Following are the two model classes (Course & Student) we need for this example:

**Student.java**

package com.attacomsian.xml.models;

public class Student {

private int id;

private String firstName;

private String lastName;

private String avatar;

public Student(int id, String firstName, String lastName, String avatar) {

this.id = id;

this.firstName = firstName;

this.lastName = lastName;

this.avatar = avatar;

}

public int getId() {

return id;

}

public void setId(int id) {

this.id = id;

}

public String getFirstName() {

return firstName;

}

public void setFirstName(String firstName) {

this.firstName = firstName;

}

public String getLastName() {

return lastName;

}

public void setLastName(String lastName) {

this.lastName = lastName;

}

public String getAvatar() {

return avatar;

}

public void setAvatar(String avatar) {

this.avatar = avatar;

}

@Override

public String toString() {

return "Student{" +

"id=" + id +

", firstName='" + firstName + '\'' +

", lastName='" + lastName + '\'' +

", avatar='" + avatar + '\'' +

'}';

}

}

**Course.java**

package com.attacomsian.xml.models;

import java.util.Date;

import java.util.List;

public class Course {

private int id;

private String title;

private double price;

private Date created;

private List<Student> students;

public Course(int id, String title, double price, Date created) {

this.id = id;

this.title = title;

this.price = price;

this.created = created;

}

public int getId() {

return id;

}

public void setId(int id) {

this.id = id;

}

public String getTitle() {

return title;

}

public void setTitle(String title) {

this.title = title;

}

public double getPrice() {

return price;

}

public void setPrice(double price) {

this.price = price;

}

public Date getCreated() {

return created;

}

public void setCreated(Date created) {

this.created = created;

}

public List<Student> getStudents() {

return students;

}

public void setStudents(List<Student> students) {

this.students = students;

}

@Override

public String toString() {

return "Course{" +

"id=" + id +

", title='" + title + '\'' +

", price=" + price +

", created=" + created +

", students=" + students +

'}';

}

}

Notice that we have overridden the toString() method in both classes to print the details.

## DOM XML Parser

We will create a Spring service named XMLService for calling our fake API. This service uses Java DOM parser to read the XML from a remote URL and parse it into a Course object.

**XMLService.java**

package com.attacomsian.xml.services;

import com.attacomsian.xml.models.Course;

import com.attacomsian.xml.models.Student;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.stereotype.Service;

import org.w3c.dom.Document;

import org.w3c.dom.Element;

import org.w3c.dom.Node;

import org.w3c.dom.NodeList;

import javax.xml.parsers.DocumentBuilder;

import javax.xml.parsers.DocumentBuilderFactory;

import java.text.SimpleDateFormat;

import java.util.ArrayList;

import java.util.List;

@Service

public class XMLService {

private final Logger logger = LoggerFactory.getLogger(XMLService.class);

public Course parseCourse() {

Course course = null;

try {

// fake end point that returns XML response

String URL = "http://www.mocky.io/v2/5c8bdd5c360000cd198f831e";

DocumentBuilderFactory factory = DocumentBuilderFactory.newInstance();

DocumentBuilder builder = factory.newDocumentBuilder();

Document doc = builder.parse(URL);

// normalize XML response

doc.getDocumentElement().normalize();

//read course details first

course = new Course(Integer.parseInt(doc.getElementsByTagName("id").item(0).getTextContent()),

doc.getElementsByTagName("title").item(0).getTextContent(),

Double.parseDouble(doc.getElementsByTagName("price").item(0).getTextContent()),

new SimpleDateFormat("yyyy-MM-dd").parse(doc.getElementsByTagName("created").item(0).getTextContent())

);

//read students list

NodeList nodeList = doc.getElementsByTagName("student");

//create an empty list for students

List<Student> students = new ArrayList<>();

//loop all available student nodes

for (int i = 0; i < nodeList.getLength(); i++) {

Node node = nodeList.item(i);

if(node.getNodeType() == Node.ELEMENT\_NODE) {

Element elem = (Element) node;

Student student = new Student(

Integer.parseInt(elem.getElementsByTagName("id").item(0).getTextContent()),

elem.getElementsByTagName("first\_name").item(0).getTextContent(),

elem.getElementsByTagName("last\_name").item(0).getTextContent(),

elem.getElementsByTagName("avatar").item(0).getTextContent()

);

students.add(student);

}

}

//set students in course

course.setStudents(students);

} catch (Exception ex) {

logger.error(ex.getMessage());

}

return course;

}

}

In parseCourse() method above, we build an instance of DocumentBuilder by using DocumentBuilderFactory. This instance parse() method is then used to send an HTTP request to our fake API to get the XML and parse it into a Document object. After that, we traverse this document element and nodes to create a Course object.

## Executing Application

Now let's create the main application class that implements the CommandLineRunner interface to run the Spring Boot project as a [console application](https://attacomsian.com/blog/spring-boot-console-application).

**XmlParserApplication.java**

package com.attacomsian.xml;

import com.attacomsian.xml.models.Course;

import com.attacomsian.xml.services.XMLService;

import org.springframework.boot.Banner;

import org.springframework.boot.CommandLineRunner;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class XmlParserApplication implements CommandLineRunner {

private XMLService xmlService;

public XmlParserApplication(XMLService xmlService) {

this.xmlService = xmlService;

}

public static void main(String[] args) {

SpringApplication app = new SpringApplication(XmlParserApplication.class);

// disable spring banner

app.setBannerMode(Banner.Mode.OFF);

app.run(args);

}

@Override

public void run(String... args) throws Exception {

// load course from XMLService

Course course = xmlService.parseCourse();

// print course details

System.out.println(course);

}

}

We you execute the Spring Boot application, you will see the following output printed on the terminal:

Course{id=1, title='Introduction to Spring Boot & Thymeleaf', price=49.99, created=Fri Mar 15 00:00:00 PKT 2019, students=[Student{id=1, firstName='George', lastName='Bluth', avatar='https://s3.amazonaws.com/uifaces/faces/twitter/calebogden/128.jpg'}, Student{id=2, firstName='Janet', lastName='Weaver', avatar='https://s3.amazonaws.com/uifaces/faces/twitter/josephstein/128.jpg'}, Student{id=3, firstName='Emma', lastName='Wong', avatar='https://s3.amazonaws.com/uifaces/faces/twitter/olegpogodaev/128.jpg'}]}

**Source code:** Download the complete source code from [GitHub](https://github.com/attacomsian/code-examples/tree/master/spring-boot/xml-response-parser) available under MIT license.

## Conclusion

In this article, I explain how to use DOM XML parser to parse an XML response in Spring Boot. This XML response can be returned by a SOAP web service or a remote XML file.

If you have any questions, please feel free to send me a [tweet](https://twitter.com/attacomsian) anytime. I would appreciate it if you share this tutorial with your friends and followers. You may want to join my weekly newsletter below to receive a curated list of top Spring Boot tutorials and jobs from my blog and around the internet.
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Sometimes, we do not need the web component of Spring Boot in our application. To create such a non-web application, the main class must implement CommandLineRunner interface and override therun() method.

## Dependencies

We only need spring-boot-starter dependency for console application. Here is how our build.gradle file looks like:

**build.gradle**

plugins {

id 'org.springframework.boot' version '2.1.3.RELEASE'

id 'java'

}

apply plugin: 'io.spring.dependency-management'

group = 'com.attacomsian'

version = '0.0.1-SNAPSHOT'

sourceCompatibility = '1.8'

repositories {

mavenCentral()

}

dependencies {

implementation 'org.springframework.boot:spring-boot-starter'

}

I am using the Gradle plugin version 5.2.1 for this example. We used implementation keyword in the dependencies list instead of compile. compile configuration was depreciated starting from Gradle version 3.0.

If you are using Maven, please add the following dependency to your pom.xml file:

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter</artifactId>

</dependency>

## Spring Classes

Let's create a simple Service class that returns a message. It has an overloaded getMessage() method that returns the default message if no argument is passed. The default message is an external property declared in application.properties file.

**HelloService.java**

package com.attacomsian.console.services;

import org.springframework.beans.factory.annotation.Value;

import org.springframework.stereotype.Service;

@Service

public class HelloService {

@Value("${message.default}")

private String message;

public String getMessage() {

return message;

}

public String getMessage(String message) {

return "Hey, " + message;

}

}

**application.properties**

message.default=attacomsian.com

Now create the main class for our Spring Boot console application which implements the CommandLineRunner interface. This interface provides a simple run() method that is automatically invoked by Spring Boot after the application context has been loaded.

**ConsoleApplication.java**

package com.attacomsian.console;

import com.attacomsian.console.services.HelloService;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.boot.Banner;

import org.springframework.boot.CommandLineRunner;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class ConsoleApplication implements CommandLineRunner {

private HelloService helloService;

public ConsoleApplication(HelloService helloService) {

this.helloService = helloService;

}

public static void main(String[] args) {

SpringApplication app = new SpringApplication(ConsoleApplication.class);

// disable spring banner

app.setBannerMode(Banner.Mode.OFF);

app.run(args);

}

@Override

public void run(String... args) throws Exception {

//check if user passes any argument

if (args.length > 0) {

System.out.println(helloService.getMessage(args[0]));

} else {

//print the default message

System.out.println(helloService.getMessage());

}

}

}

In the code above, we are using the @SpringBootApplication annotation on our main class to enable the auto-configuration. The run() method is the entry point of our application. Inside this method, we first check if the user passes any command-line argument or not. Based on the argument availability, we call the corresponding HelloService method.

Another way to explicitly inform Spring Boot that this is not a web application is by using external properties. For example, we can specify the following properties in our application.properties file to disable the Spring Boot banner on startup. It will also not start the application as an embedded web server.

spring.main.web-application-type=none

spring.main.banner-mode=off

## Execution

Execute the following command in your terminal to run the Gradle project:

$ cd go/to/your/project/directory

$ ./gradlew bootRun

...

attacomsian.com

If you want to pass a command-line argument, use --args flag.

$ ./gradlew bootRun --args "Mike"

...

Hey, Mike

**Source code:** Download the complete source code from [GitHub](https://github.com/attacomsian/code-examples/tree/master/spring-boot/console-app) available under MIT license.

## Conclusion

That's all for creating a console (non-web) application in Spring Boot. We discussed several options available to explicitly inform Spring Boot that this is not a web application.

Most of the time, console applications are simple and have only one class that implements CommandLineRunner. But if you want to implement the CommandLineRunner interface more than once, you should use @Order annotation to specify their execution sequence.

# Uploading and Parsing CSV File using Spring Boot
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CSV — short for **Comma Separated Values** — is a popular data exchange format that is frequently used for importing and exporting data between different servers and applications. A CSV file is just a **plain-text file** that stores data in a tabular format where each row consists of one or more fields and each column represents a specific field. These fields are separated by a delimiter usually a comma or a tab.

In an earlier article, I wrote about [exporting and downloading data as a CSV file](https://attacomsian.com/blog/export-download-data-csv-file-spring-boot) in Spring Boot. In this article, you'll **learn how to upload and parse a CSV file** using Spring Boot & Thymeleaf.

**Note:** To read and parse a CSV file in core Java, check out [reading and parsing a CSV file in Java](https://attacomsian.com/blog/java-read-parse-csv-file) tutorial.

## Dependencies

To upload parse a CSV file in Spring Boot, you only need spring-boot-starter-web and opencsv dependencies. Additionally, we also need spring-boot-starter-thymeleaf for serving Thymeleaf templates. The [OpenCSV](http://opencsv.sourceforge.net/" \t "_blank" \o "Open in new window) 3rd-party library will be used for parsing the uploaded file.

Add the following dependencies to your Gradle project's build.gradle file:

implementation 'org.springframework.boot:spring-boot-starter-web'

implementation 'org.springframework.boot:spring-boot-starter-thymeleaf'

implementation 'com.opencsv:opencsv:5.0'

For Maven, include the following dependencies to your pom.xml file:

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-thymeleaf</artifactId>

</dependency>

<dependency>

<groupId>com.opencsv</groupId>

<artifactId>opencsv</artifactId>

<version>5.0</version>

</dependency>

To create a new Spring Boot project from scratch, you can either use [Spring Initializr](https://attacomsian.com/blog/scaffolding-spring-boot-application#spring-initializr) or [Spring Boot CLI](https://attacomsian.com/blog/scaffolding-spring-boot-application#spring-boot-cli) to bootstrap a new application with the above-mentioned dependencies.

## Model Class

OpenCSV allows us to directly map the [CSV record fields to a Java object](https://attacomsian.com/blog/read-write-csv-files-opencsv#reading-a-csv-file-with-each-record-as-a-java-object-using-annotations). Let us create a simple model class named User.java that will be used to populate data from the CSV file:

**User.java**

public class User {

@CsvBindByName

private long id;

@CsvBindByName

private String name;

@CsvBindByName

private String email;

@CsvBindByName(column = "country")

private String countryCode;

@CsvBindByName

private int age;

public User(long id, String name, String email, String countryCode, int age) {

this.id = id;

this.name = name;

this.email = email;

this.countryCode = countryCode;

this.age = age;

}

// getters and setters removed for the sake of brevity

}

As you can see above, we have annotated the User class attributes with @CsvBindByName annotation. This annotation is provided by OpenCSV to specify a binding between a column name of the CSV input and a field in a bean.

You can only use the @CsvBindByName annotation if the CSV file has a header. It accepts up to five parameters like column, required, and locale. All parameters are options except column which is also only required if the header column name in the CSV file is different from the bean field name.

## Spring Boot Controller

Next, create a Spring Boot controller class named UploadController.java that handles the uploading and parsing of a CSV file:

**UploadController.java**

@Controller

public class UploadController {

@GetMapping("/")

public String index() {

return "index";

}

@PostMapping("/upload-csv-file")

public String uploadCSVFile(@RequestParam("file") MultipartFile file, Model model) {

// validate file

if (file.isEmpty()) {

model.addAttribute("message", "Please select a CSV file to upload.");

model.addAttribute("status", false);

} else {

// parse CSV file to create a list of `User` objects

try (Reader reader = new BufferedReader(new InputStreamReader(file.getInputStream()))) {

// create csv bean reader

CsvToBean<User> csvToBean = new CsvToBeanBuilder(reader)

.withType(User.class)

.withIgnoreLeadingWhiteSpace(true)

.build();

// convert `CsvToBean` object to list of users

List<User> users = csvToBean.parse();

// TODO: save users in DB?

// save users list on model

model.addAttribute("users", users);

model.addAttribute("status", true);

} catch (Exception ex) {

model.addAttribute("message", "An error occurred while processing the CSV file.");

model.addAttribute("status", false);

}

}

return "file-upload-status";

}

}

As you can see above, we have annotated the UploadController class with @Controller to indicate that the annotated class is a "Controller" (e.g. a web controller). Each method is decorated with @GetMapping or @PostMapping to bind the path and the HTTP action with that particular method:

* GET / route simply renders an HTML form to allow the user to upload a CSV file.
* POST /upload-csv-file route handles HTTP multipart/form-data requests and accepts a MultipartFile object as a route parameter. This is where we actually parse the uploaded CSV file into a list of User objects by using the CsvToBean class. This method returns an HTML response to either display a list of users or an error message.

## Thymeleaf Templates

The next step is to create Thymeleaf templates to allow users to upload a CSV file and display results. To nicely display the HTML form, we will use [Bootstrap 4](https://getbootstrap.com/) default styles.

### HTML Form for File Upload

Here is a simple HTML form that enables users to select a CSV file for upload:

**index.html**

<form method="POST" th:action="@{/upload-csv-file}" enctype="multipart/form-data">

<div class="form-group mt-3">

<label for="file">Select a CSV file</label>

<input type="file" name="file" class="form-control-file" id="file" accept=".csv">

</div>

<button type="submit" class="btn btn-primary">Import Users</button>

</form>

### Display Upload Results

Let us create another Thymeleaf template to display the upload results:

**file-upload-status.html**

<div class="container py-5">

<div class="row">

<div class="col-10 mx-auto">

<h1>File Upload Status</h1>

<!--display error if any-->

<div class="alert alert-danger" role="alert" th:if="${!status}">

<strong>Error:</strong>

<span th:text="${message}"></span>

</div>

<!--display users list-->

<table class="table table-striped" th:if="${status}">

<thead>

<tr>

<th scope="col">#</th>

<th scope="col">ID</th>

<th scope="col">Name</th>

<th scope="col">Email</th>

<th scope="col">Country</th>

<th scope="col">Age</th>

</tr>

</thead>

<tbody>

<tr th:each="user, i : ${users}">

<th scope="row" th:text="${i.index + 1}"></th>

<td th:text="${user.id}"></td>

<td th:text="${user.name}"></td>

<td th:text="${user.email}"></td>

<td th:text="${user.countryCode}"></td>

<td th:text="${user.age}"></td>

</tr>

</tbody>

</table>

</div>

</div>

</div>

## Running & Testing the Application

First of all, you need to create the main application class for Spring Boot application as shown below:

@SpringBootApplication

public class Application {

public static void main(String[] args) {

SpringApplication.run(Application.class, args);

}

}

Let's run the application by typing the following command in your terminal from the root directory of the project:

$ ./gradlew bootRun

Once the Spring Boot application is started, open [http://localhost:8080](http://localhost:8080/) in your favorite web browser to see the upload form. Here is how it looks like:
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As shown in the above image, select a CSV file and then click on **Import Users** button to kickstart file upload operation. If everything goes right, you should see a **list of users displayed** as shown in the following screenshot:

![CSV Results](data:image/png;base64,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)

If you forget to select a CSV file or the CSV file is not valid, you should see the following **error message displayed** on the screen:
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Finally, here is the sample CSV file I just uploaded in the above example:

**users.csv**

id,name,email,country,age

100,Atta Shah,atta@example.com,PK,30

101,Alex Jones,alex@example.com,DE,35

102,Jovan Lee,jovan@example.com,FR,25

103,Greg Hover,greg@example.com,US,45

**Source Code:** Download the complete source code from [GitHub](https://github.com/attacomsian/code-examples/tree/master/spring-boot/parse-data-csv) available under MIT license.

## Conclusion

That's all folks! In this article, you have learned how to upload and parse a CSV file using Spring Boot and Thymeleaf web application. We used [OpenCSV](https://attacomsian.com/blog/read-write-csv-files-opencsv), a popular open-source library, for parsing the uploaded file into a list of Java objects.

# Uploading and downloading files using Spring Boot REST API
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Handling uploading and downloading files are very common jobs in most of the web applications. Spring Boot provides the MultipartFile interface to handle HTTP multi-part requests for uploading files.

In this tutorial, we will learn the following:

* Create a Spring Boot web application that allows file uploads
* Upload single and multiple files using RESTful web services
* Download file using RESTful web service
* List all files uploaded on the server
* A simple [Thymeleaf](https://attacomsian.com/blog/spring-boot-thymeleaf-example) & HTML web interface to upload file(s) from browser

Tools you need to complete this tutorial:

* [Java 8+](https://attacomsian.com/blog/install-java-on-ubuntu)
* JDK 1.8+
* [Spring Boot](https://attacomsian.com/blog/scaffolding-spring-boot-application)
* Thymeleaf
* [Gradle 4+](https://attacomsian.com/blog/install-gradle-on-ubuntu)
* Postman (optional for testing RESTful APIs)

**Note:** This article uses RESTful web services to upload and download files in Spring Boot. If you are using Thymeleaf and want to upload a file, check out [this guide](https://attacomsian.com/blog/spring-boot-thymeleaf-file-upload).

## Project Dependencies

We only need spring-boot-starter-web and spring-boot-starter-thymeleaf [starter dependencies](https://attacomsian.com/blog/spring-boot-starters) for our example Spring Boot project. We do not need any extra dependency for file upload. Here is how our build.gradle file looks like:

**build.gradle**

plugins {

id 'org.springframework.boot' version '2.1.3.RELEASE'

id 'java'

}

apply plugin: 'io.spring.dependency-management'

group = 'com.attacomsian'

version = '0.0.1-SNAPSHOT'

sourceCompatibility = '1.8'

repositories {

mavenCentral()

}

dependencies {

implementation 'org.springframework.boot:spring-boot-starter-thymeleaf'

implementation 'org.springframework.boot:spring-boot-starter-web'

}

I used [Spring Initializr](https://start.spring.io/) to generate the above Gradle configuration file. It is an easier and quicker way to create a Spring Boot application.

## Configure Properties

Before we start the actual work, let's first configure the location on the server where all the uploaded files will be stored. We'll also configure the maximum file size that can be uploaded in a single HTTP multi-part request. Spring Boot automatically enables multipart/form-data requests, so we do not need to do anything.

**application.properties**

# max file size

spring.servlet.multipart.max-file-size=10MB

# max request size

spring.servlet.multipart.max-request-size=10MB

# files storage location (stores all files uploaded via REST API)

storage.location=./uploads

In above properties file, we have two multi-part settings:

* spring.servlet.multipart.max-file-size is set to 10MB, which means total files size cannot exceed 10MB.
* spring.servlet.multipart.max-request-size sets the maximum multipart/form-data request size to 10MB.

In simple words, we cannot upload files greater than 10MB in size given the above configuration.

## Enable Configuration Properties

In our application.properties file, we define the storage location. Now let's create a POJO class called StorageProperties and annotate it with @ConfigurationProperties to automatically bind the properties defined in application.properties file.

**StorageProperties.java**

package com.attacomsian.uploadfiles.storage;

import org.springframework.boot.context.properties.ConfigurationProperties;

@ConfigurationProperties(prefix = "storage")

public class StorageProperties {

private String location;

public String getLocation() {

return location;

}

public void setLocation(String location) {

this.location = location;

}

}

Notice the prefix= "storage" attribute in the above annotation. It instructs @ConfigurationProperties to bind all the properties that start with storage prefix to their corresponding attributes of POJO class when the application is started.

The next step is to enable the ConfigurationProperties feature by adding @EnableConfigurationProperties annotation to our main configuration class.

**Application.java**

package com.attacomsian.uploadfiles;

import com.attacomsian.uploadfiles.storage.StorageProperties;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.boot.context.properties.EnableConfigurationProperties;

@SpringBootApplication

@EnableConfigurationProperties(StorageProperties.class)

public class Application {

public static void main(String[] args) {

SpringApplication.run(Application.class, args);

}

}

## Files Upload Controller

Let's now create a controller class called FileController for handling uploading and downloading files via RESTful web services. It also defines a route to list all the uploaded files.

**FileController.java**

package com.attacomsian.uploadfiles.controllers;

import com.attacomsian.uploadfiles.commons.FileResponse;

import com.attacomsian.uploadfiles.storage.StorageService;

import org.springframework.core.io.Resource;

import org.springframework.http.HttpHeaders;

import org.springframework.http.ResponseEntity;

import org.springframework.stereotype.Controller;

import org.springframework.ui.Model;

import org.springframework.web.bind.annotation.\*;

import org.springframework.web.multipart.MultipartFile;

import org.springframework.web.servlet.support.ServletUriComponentsBuilder;

import java.util.Arrays;

import java.util.List;

import java.util.stream.Collectors;

@Controller

public class FileController {

private StorageService storageService;

public FileController(StorageService storageService) {

this.storageService = storageService;

}

@GetMapping("/")

public String listAllFiles(Model model) {

model.addAttribute("files", storageService.loadAll().map(

path -> ServletUriComponentsBuilder.fromCurrentContextPath()

.path("/download/")

.path(path.getFileName().toString())

.toUriString())

.collect(Collectors.toList()));

return "listFiles";

}

@GetMapping("/download/{filename:.+}")

@ResponseBody

public ResponseEntity<Resource> downloadFile(@PathVariable String filename) {

Resource resource = storageService.loadAsResource(filename);

return ResponseEntity.ok()

.header(HttpHeaders.CONTENT\_DISPOSITION,

"attachment; filename=\"" + resource.getFilename() + "\"")

.body(resource);

}

@PostMapping("/upload-file")

@ResponseBody

public FileResponse uploadFile(@RequestParam("file") MultipartFile file) {

String name = storageService.store(file);

String uri = ServletUriComponentsBuilder.fromCurrentContextPath()

.path("/download/")

.path(name)

.toUriString();

return new FileResponse(name, uri, file.getContentType(), file.getSize());

}

@PostMapping("/upload-multiple-files")

@ResponseBody

public List<FileResponse> uploadMultipleFiles(@RequestParam("files") MultipartFile[] files) {

return Arrays.stream(files)

.map(file -> uploadFile(file))

.collect(Collectors.toList());

}

}

As always, our controller class is annotated with @Controller to let the Spring MVC pick it up for routes. Each method is decorated with @GetMapping or @PostMapping to bind the path and the HTTP action with that particular method.

* GET / loads the current list of uploaded files and renders it into a Thymeleaf template called listFiles.html.
* POST /download/{filename} resolves the resource if it exists, and sends it to the browser for download. HttpHeaders.CONTENT\_DISPOSITION adds the "Content-Disposition" response header to indicate file attachment.
* POST /upload-file & /upload-multiple-files routes handle HTTP multi-part requests and use StorageService for saving files on the server. Both these methods return an object of FileResponse after the upload is finished.

The FileResponse class is used to return a [JSON response](https://attacomsian.com/blog/processing-json-spring-boot) for RESTful web services.

**FileResponse.java**

package com.attacomsian.uploadfiles.commons;

public class FileResponse {

private String name;

private String uri;

private String type;

private long size;

public FileResponse(String name, String uri, String type, long size) {

this.name = name;

this.uri = uri;

this.type = type;

this.size = size;

}

// getters and setters removed for the sake of brevity

}

The FileController class uses the StorageService interface for storing and resolving files in the file system. It is the most important class for handling files in our example. We'll define these classes in the next section.

In production, it's not advised to store the uploaded files in your application file system. You might lose all files if your application server is damaged. It also makes very difficult to move the application from one server to another. Therefore, it is a good practice to use external storage like AWS S3 for storing all the uploaded files. I'll write about this topic in the future.

## Storage Service

Finally, it is time to create a storage service called StorageService for our controller to connect with a storage layer (e.g. file system in our case). This task involves several classes. We'll define these classes one-by-one.

The first step is to define an interface called StorageService as shown below:

**StorageService.java**

package com.attacomsian.uploadfiles.storage;

import org.springframework.core.io.Resource;

import org.springframework.web.multipart.MultipartFile;

import java.nio.file.Path;

import java.util.stream.Stream;

public interface StorageService {

void init();

String store(MultipartFile file);

Stream<Path> loadAll();

Path load(String filename);

Resource loadAsResource(String filename);

void deleteAll();

}

The above interface declares several abstract methods for initializing, storing, removing and retrieving files. It only lists possible storage operations without their implementation. Now, it is up to you to decide how you want to implement them. In this example, we will use our file system for handling files. It can also be implemented to store the files on any external location.

Let's create a concrete class FileSystemStorageService that implements the StorageService interface.

**FileSystemStorageService.java**

package com.attacomsian.uploadfiles.storage;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.core.io.Resource;

import org.springframework.core.io.UrlResource;

import org.springframework.stereotype.Service;

import org.springframework.util.FileSystemUtils;

import org.springframework.util.StringUtils;

import org.springframework.web.multipart.MultipartFile;

import javax.annotation.PostConstruct;

import java.io.IOException;

import java.io.InputStream;

import java.net.MalformedURLException;

import java.nio.file.Files;

import java.nio.file.Path;

import java.nio.file.Paths;

import java.nio.file.StandardCopyOption;

import java.util.stream.Stream;

@Service

public class FileSystemStorageService implements StorageService {

private final Path rootLocation;

@Autowired

public FileSystemStorageService(StorageProperties properties) {

this.rootLocation = Paths.get(properties.getLocation());

}

@Override

@PostConstruct

public void init() {

try {

Files.createDirectories(rootLocation);

} catch (IOException e) {

throw new StorageException("Could not initialize storage location", e);

}

}

@Override

public String store(MultipartFile file) {

String filename = StringUtils.cleanPath(file.getOriginalFilename());

try {

if (file.isEmpty()) {

throw new StorageException("Failed to store empty file " + filename);

}

if (filename.contains("..")) {

// This is a security check

throw new StorageException(

"Cannot store file with relative path outside current directory "

+ filename);

}

try (InputStream inputStream = file.getInputStream()) {

Files.copy(inputStream, this.rootLocation.resolve(filename),

StandardCopyOption.REPLACE\_EXISTING);

}

}

catch (IOException e) {

throw new StorageException("Failed to store file " + filename, e);

}

return filename;

}

@Override

public Stream<Path> loadAll() {

try {

return Files.walk(this.rootLocation, 1)

.filter(path -> !path.equals(this.rootLocation))

.map(this.rootLocation::relativize);

}

catch (IOException e) {

throw new StorageException("Failed to read stored files", e);

}

}

@Override

public Path load(String filename) {

return rootLocation.resolve(filename);

}

@Override

public Resource loadAsResource(String filename) {

try {

Path file = load(filename);

Resource resource = new UrlResource(file.toUri());

if (resource.exists() || resource.isReadable()) {

return resource;

}

else {

throw new FileNotFoundException(

"Could not read file: " + filename);

}

}

catch (MalformedURLException e) {

throw new FileNotFoundException("Could not read file: " + filename, e);

}

}

@Override

public void deleteAll() {

FileSystemUtils.deleteRecursively(rootLocation.toFile());

}

}

The above implementation class is taken from Spring Boot [official files uploading example](https://github.com/spring-guides/gs-uploading-files) with few modifications done by me. The important change I made is the addition of @PostConstruct annotation on the init() method. It guarantees that the init() method is only called once the bean is fully initialized with all the dependencies injected.

The FileSystemStorageService class throws exceptions in case of unexpected scenarios, for example, the file requested by the user might not exist.

The first exception is StorageException which is thrown when we are unable to create the storage directory or the uploaded file is empty etc.

**StorageException.java**

package com.attacomsian.uploadfiles.storage;

public class StorageException extends RuntimeException {

public StorageException(String message) {

super(message);

}

public StorageException(String message, Throwable cause) {

super(message, cause);

}

}

The FileNotFoundException exception is thrown when a file is requested by the user but it does not exist on the server.

**FileNotFoundException.java**

package com.attacomsian.uploadfiles.storage;

import org.springframework.http.HttpStatus;

import org.springframework.web.bind.annotation.ResponseStatus;

@ResponseStatus(HttpStatus.NOT\_FOUND)

public class FileNotFoundException extends StorageException {

public FileNotFoundException(String message) {

super(message);

}

public FileNotFoundException(String message, Throwable cause) {

super(message, cause);

}

}

Notice the @ResponseStatus(HttpStatus.NOT\_FOUND) annotation above. This annotation ensures that Spring Boot responds with a 404 (Not Found) HTTP status instead of 501 (Internal Server Error) when the exception is thrown.

## Running & Testing the Application

We are almost done with our backend development. Since we created RESTful APIs for uploading and downloading files, we can test them via Postman. Let's run the application by typing the following command in your terminal from the root directory of the project:

$ ./gradlew bootRun

Once the application is started, you can access it at [http://localhost:8080](http://localhost:8080/).

### 1. Upload Single File
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### 2. Upload Multiple Files
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## HTML Web Form

We have tested our RESTful APIs and they are working fine. Now it is time to create a simple front-end interface using [HTML & Thymeleaf](https://attacomsian.com/blog/spring-boot-thymeleaf-form-handling) that lists all the files uploaded so far. It will also allow users to upload files directly from the browser.

**listFiles.html**

<!doctype html>

<html lang="en" xmlns:th="http://www.thymeleaf.org">

<body>

<h1>Spring Boot File Upload Example</h1>

<hr/>

<h4>Upload Single File:</h4>

<form method="POST" enctype="multipart/form-data" th:action="@{/upload-file}">

<input type="file" name="file"> <br/><br/>

<button type="submit">Submit</button>

</form>

<hr/>

<h4>Upload Multiple Files:</h4>

<form method="POST" enctype="multipart/form-data" th:action="@{/upload-multiple-files}">

<input type="file" name="files" multiple> <br/><br/>

<button type="submit">Submit</button>

</form>

<hr/>

<h2>All Uploaded Files:</h2>

<ul>

<li th:each="file : ${files}">

<a th:href="${file}" target="\_blank" th:text="${file}"></a>

</li>

</ul>

</body>

</html>

The above template has two forms that enable users to upload a single file as well as multiple files. At the bottom, it also shows a list of currently uploaded files on the server. Here is how it looks like:
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**Source code:** Download the complete source code from [GitHub](https://github.com/attacomsian/code-examples/tree/master/spring-boot/upload-files) available under MIT license.

## Conclusion

That's all folks for uploading and downloading files in Spring Boot. We discussed strategies for handling single as well as multiple files via RESTful web services. We tested our REST APIs via Postman to confirm that they are working as expected. Finally, we created the simplest web interface in HTML and Thymeleaf for showing a list of all the uploaded files.

In the end, I really appreciate that you read this article and hope that you'd have learned how to handle files in Spring Boot today. If you have any questions or feedback, please feel free to send me a [tweet](https://twitter.com/attacomsian).